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Be sure to see the 68 YouTube video tutorials that cover this material (10 hours of video).
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1. Introducing REBOL

What is REBOL? Why use it?

e REBOL is a uniquely small and productive development tool that can be used to create powerful
desktop software, dynamic CGl web site and server applications, rich distributed browser plugin
applications, mobile apps, and more. REBOL's blend of capability, compact size, ease of use,
cross-platform functionality, and variety of interpreter platforms enable it to gracefully replace many
common tools such as Java, Python, Visual Basic, C, C++, PHP, Perl, Ruby, Javascript, toolkits
such as wxWidgets, graphic/multimedia platforms such as Flash, DBMSs such as Access, MySQL,
and SQLite, a variety of system utilities, and more, all with one simple paradigm. Despite its broad
usefulness, REBOL is far easier to implement than any other comparable tool.

e REBOL is ultra compact. Its uncompressed file size is about 1/2 Meg on most platforms. It can be
downloaded, installed, and put to use on all supported operating systems in less than a minute,
even over a slow dialup connection.

e REBOL can also be used immediately, without installation, on over 40 operating systems as a
lightweight file manager, text editor, calculator, database manager, email client, ftp client, news
reader, image viewer/editor, OS shell, and more. You can use it as a simple utility program with a
familiar interface to common computing activities, on just about any computer, even if you're
unfamiliar with the operating system.

e REBOL includes GUI, network, graphics, sound, database, image manipulation, math, parsing,
compression, CGl decoding, secure network services, text editing, and other functions built-in. No
external modules, tool kits, or IDEs are required for any essential functionality.

e REBOL is easy enough for absolute beginners and average computer users to operate
immediately, but powerful and rich enough for a wide variety of complex professional work.

e REBOL has useful built-in help for all available functions and language constructs.

e REBOL is supported by a friendly and knowledgeable community of active developers around the
world.

e REBOL is available in both free and supported commercial versions. The free version can be used
to create commercial applications, with very few license restrictions. Part of the REBOL language is




open source, and that code is available directly in the interpreter. The closed components are kept
in an escrow account, in case the Rebol Technologies company ever goes out of business (source
code escrow licenses are available for those who use it in critical work).

e REBOL has a facility for ultra fast performance using "Rebcode", which can be optimized like
assembly language, but works the same way across all supported hardware and operating systems
(using the exact same code).

e REBOL is a modern development tool, supporting elements of object oriented design, but its
unique syntax goes well beyond traditional coding approaches. REBOL code is typically much
shorter and more readable than other languages, and REBOL is often far more productive than
other development tools (very often, dramatically so). There's absolutely no simpler solution for
cross-platform GUI creation, anywhere (you can create complete, functional graphic applications
with 1 line of code). But that just scratches the surface. REBOL has a striking ability to simplify
difficult computing tasks with straightforward, high level code dialects. The
storage/manipulation/transfer of all data is managed by a single, simple, ubiquitous code structure.
Arrays, lists, tables, and even sizable databases of mixed text and binary data are all stored as
simple, consistently formatted, portable, native "blocks". Common network protocols and data
values are also natively usable in REBOL without any preparation by the programmer. Because so
many practical computing elements are all built into REBOL, and interact natively, the learning
curve required to get real work done is much easier than in other development environments. No
other language includes such straightforward mechanisms for accomplishing the most basic work
of computers - manipulating, storing and retrieving data.

e REBOL was created by Carl Sassenrath, who developed the Amiga operating system executive in
1985 (the first preemptive multitasking OS kernel for personal computers). REBOL has been in
commercial use since its first release in 1998, and a 3rd major release of the language is in active
development as of 2009.

e REBOL is small, practical, portable, extremely productive, and different than the typical mess of
modern computing tools. All it's features exist inside one tiny downloadable executable that anyone
can get running, on just about any computer, in less than a minute. It can be used as anything from
compact utility application to powerful professional development environment. Even average
computer users with absolutely no coding experience can learn to create real, useful and powerful
REBOL scripts very quickly.

Here are a few screen shots of examples covered in this tutorial:
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2. How This Tutorial Is Organized

There are 5 main parts to this text:

1. Introduction and Language Basics:

The first sections cover how to use the REBOL interpreter (typing at the console, creating scripts,
using built-in help, including resources in your programs, creating .exe's, etc.), fundamental
language constructs and syntax (variables, functions, data types, conditions, loops, i/o, etc.), and
the basics of creating GUI program windows (approximately 40 pages of explanation and
examples, all together).

2. Examples:

10 fully documented programs which demonstrate, line by line, how the above fundamentals are
put together to form complete applications (~22 pages).

3. Other Important Topics:

Graphics, animation, 3D, databases, accessing DLLs and the OS API, web site CGI programming,
writing multitasking code, 3rd party tool kits, and more (~65 pages).

4. Real World Examples:

19 full case studies covering how a wide variety of complete desktop, network, and web site
applications were conceived and created using REBOL. This section demonstrates, step by step,
how each of the examples grew from concept to final design using outlines, pseudo code, and
detailed finished code. Each example demonstrates a variety of practical REBOL concepts, code
patterns, and tools, and explains how to "think" in REBOL code (~154 pages).

5. Additional Scripts and Resources:

More code and resources to help complete your understanding of REBOL.

This tutorial is less than 400 pages, yet it covers the REBOL language from the ground up, fully
documents the creation of more than 40 significant applications, and contains many additional short
scripts and useful concepts. If you're familiar with other programming languages and computing tools,
you'll be absolutely amazed at REBOL's productivity potential. It eliminates much of the complexity you
may be accustomed to, and helps you get things done. If you're absolutely new to programming, you'll
pick up REBOL easily, and you'll be able to accomplish real, useful goals within a few weeks. REBOL is
tiny and extremely simple to use, but it does require learning to think about coding in a way that's a bit
different from other languages. REBOL is a deep and powerful tool, with the potential to accomplish
complex commercial development goals, but it's also fun to use and handy as a simple swiss army
computing utility. Every step of the way through this tutorial, you'll pick up useful techniques and practical
approaches to achieving computing goals of all types. Enjoy!

3. Getting Started: Installing REBOL, Hello World

The REBOL interpreter is a program that runs on your computer. It translates written text in the REBOL
language syntax ("source code") to instructions the computer understands. To get the free REBOL
interpreter for Microsoft Windows, go to http://rebol.com/view-platforms.html and download the
rebview.exe file for Windows - just click the link with your mouse and save it to your hard drive. If you want
to run REBOL on any other operating system (Macintosh, Linux, etc.), just select, download and run the
correct file for your computer. It works the same way on every operating system. You can use the stand-
alone versions on just about any desktop machine. Upload the correct interpreter version to your web
server and you can also execute REBOL CGI programs directly on your web site. You can also install a
plugin version to run full REBOL desktop applications directly on pages in a web browser.

Once you've got the tiny REBOL desktop interpreter downloaded, installed, and running on your computer
(Start -> Programs -> REBOL -> REBOL View), click the "Console" icon, and you're ready to start typing
in REBOL programs. To run your first example, type the following line into the REBOL interpreter, and



then press the [Enter] (return) key on your keyboard:

alert "Hello world!"

Before going any further, give it a try. Download REBOL and type in the code above to see how it works.
It's extremely simple and literally takes just a few seconds to install. To benefit from this tutorial, type or
paste each code example into the REBOL interpreter to see what happens.

4. The

Amazingly Tiny Demo and Some Simple Examples

To whet your appetite, here's an example that demonstrates just how potent REBOL code can be. The
following script contains 10 useful programs in LESS THAN HALF A PRINTED PAGE OF CODE:

—_

FREEHAND PAINT: Draw and save graphic images

SNAKE GAME: Eat the food, avoid hitting the walls and yourself
TILE PUZZLE, "15": Arrange the tiles into alphabetical order
CALENDAR: Save and view events for any date

VIDEO: Live webcam video viewer (not just a static image)

IPs: Display your LAN and WAN |P addresses

EMAIL: Read emails from any pop account

COUNT DAYS: Count the days between 2 selected dates

PLAY SOUNDS: Browse your computer for wave files to play

COONOGORLN~

FTP TOOL: Web site editor (browse folders on your web server, click files to edit and save changes
back to your server, create and edit new files, etc.)

This example is 100% native REBOL. No external libraries, images, GUI components, or other resources
of any kind are imported or called. It runs on Windows, Mac, Linux, and any other OS supported by
REBOL/View. To run it, just download the tiny REBOL interpreter and copy/paste the code below into the
console (a Windows .exe is also available here):

REBOL[title:"Demo"]p: :append kk: :pick r: :random y: :layout qgq: 'image

z: :if gg: :to-image v: :length? g: :view k: :center-face ts: :to-string
tu: :to-url sh: :show al: :alert rr: :request-date co: :copy g ylstyle h
btn 150 h"Paint"[g/new k y[s: area black 650x350 feel[engage: func[f a e][
z a = 'over[p pk: s/effect/draw e/offset sh s]lz a = 'up[p pk 'line]]]
effect [draw[line] ]b: btn"Save"[save/png %a.png gg s al"Saved 'a.png'"]btn
"Clear"[s/effect/draw: co[line]sh s]]]h"Game"[u: :reduce x: does[al join{
SCORE: }[v b]Junview]s: gg y/tight[btn red 10x10]o: gg y/tight[btn tan
10x10]d: 0x10 w: O r/seed now b: u[g o(((r 19x19)* 10)+ 50x50)qg s(((r
19x19)* 10)+ 50x50) ]g/new k y/tight[c: area 305x305 effect[draw b]rate 15
feel[engage: func[f a e][z a = 'key[d: select u['up 0x-10 'down 0x10 'left
-10x0 'right 10x0]e/keyl]lz a = 'time[z any[b/6/1] < 0 b/6/2 < 0 b/6/1 > 290
b/6/2 > 290][x]z find(at b 7)b/6[x]z within? b/6 b/3 10x10[p b u[g s(last
b)]Jw: 1 b/3:((r 29x29)* 10)]n: co/part b 5 p n(b/6 + d)for i 7(v b)1[
either (type?(kk b i)= pair!)[p n kk b(i - 3)][p n kk b i]]z w = 1[clear(
back tail n)p n(last b)w: O]b: co n sh c]]]ldo[focus c]]]h"Puzzle"[al{
Arrange tiles alphabetically:l}g/new k y[origin 0x0 space 0x0 across style
p button 60x60[z not f£ind[0x60 60x0 0x-60 —-60x0]face/offset - x/offset][
exit]tp: face/offset face/offset: x/offset x/offset: tp]lp"O"p"N"p"M"p"L"
return p"K"p"J"p"I"p"H"return P"G"P"F"P"E"P"D"return P"C"P"B"P"A"x: p
white edge[size: 0O]]]h"Calendar"[do bx: [z not (exists? %s) [write %s ""]rq:
rr g/new k y[h5 ts rq aa: area ts select to-block(find/last (to-block read
%s)rq) rq btn"Save" [write/append %s rejoin[rq" {"aa/text"} "]Junview do bx]]
]11h"Video" [wl: tu request-text/title/default"URL:"join"http://tinyurl.com"
"/m541tm"g/new k y[image load wl 640x480 rate 0 feel[engage: func[f a e][
z a = 'time[f/image: load wl show £]]]]1]h"IPs"[parse read tu join"http://"
"guitarz.org/ip.cgi" [thru<title>copy my to</title>]i: last parse my none
al ts rejoin["WAN: "i" -- LAN: "read join dns:// read dns://]]1h"Email"[



g/new k y[mp: field"pop://user:pass@site.com"btn"Read"[ma: co[]foreach i
read tu mp/text[p ma join i"~/~/~/*~/*/”~/"editor ma]]]]lh"Days"[g/new k y[
btn"Start"[sd: rr]btn"End"[ed: rr db/text: ts(ed - sd)show db]text{Days
Between:}db: field]]h"Sounds"[ps: func[sl][wait 0 rg: load sl wf: 1 sp:
open sound:// insert sp rg wait sp close sp wf: O]wf: 0 change-dir
%/c/Windows/media do wl:[wv: co[]foreach i read %.[z %$.wav = suffix? i[p
wv i]l]lg/new k y[ft: text-list data wv[z wf <> 1l[z error? try[ps value] [al
"Error"close sp wf: 0]]]btn"Dir"[change-dir request-dir do wl ft/data: wv
sh ft]]1]h{FTP}[g/new k y[px: field"ftp://user:pass@site.com/folder/"[
either dir? tu va: value[f/data: sort read tu va sh f][editor tu vallf:
text-list[editor tu join px/text value]lbtn"?"[al{Type a URL path to browse
(nonexistent files are created). Click files to edit.}]]11]1]

That's the entire application. Go ahead, give it a try. Download the REBOL interpreter and copy/paste the
code above into the console. It only takes a few seconds. By the end of this tutorial you'll know exactly
how all that code works, and much more...

The above example is obfuscated and squashed together to demonstrate just how much can be
accomplished with a little REBOL code. The following examples are more readable, typical REBOL code.
This first example demonstrates how to create a basic program window (the size info is optional):

view layout [size 400x300]

Here's a program window with a text area and a button:

view layout [area btn "Click Me"]

In this example, the button does something:

view layout [
area
btn "Click Me" [alert "You can type in the square area."]

Here's a little text editor application. You can likely grasp how it works simply by glancing through the
code:

view layout [

hl "Text Editor:"

f: field 600 " (file)"

a: area 600x350 across

btn "Load" [
f/text: request-file
show £
a/text: read to-file f/text
show a

btn "Save" [
write to-file request-file/save/file f/text a/text
alert "Saved"



Here's an email client you can use to read and send emails to/from any pop/smtp server:

view layout [

hl "Send:"

btn "Server settings" [
system/schemes/default/host: request-text/title "SMTP Server:"
system/schemes/pop/host: request-text/title "POP Server:"
system/schemes/default/user: request-text/title "SMTP User Name:"
system/schemes/default/pass: request-text/title "SMTP Password:"
system/user/email: to-email request-text/title "Your Email Addr:"

]

a: field "user@website.com"
s: field "Subject"

b: area

btn "Send"[

send/subject to-email a/text b/text s/text
alert "Sent"

1

hl "Read:"

f: field "pop://user:pass@site.com"

btn "Read" [editor read to-url f/text]

As you can see, REBOL is typically very easy to read and write.

4.1 Opening REBOL Directly to the Console

Before typing in or pasting any more code, adjust the following option in the REBOL interpreter: click the
"User" menu in the graphic Viewtop that opens by default with REBOL, and uncheck "Open Desktop On
Startup”. That'll save you the trouble of clicking the "Console" button every time you start REBOL.

5. Some Perspective for Absolute Beginners

This tutorial moves at a pace quick enough to satisfy experienced developers, but because
REBOL's learning curve is different from other programming languages, it can also be understood clearly
by beginners. If you're reading this text as a novice programmer, it can be helpful to understand a few
basic concepts that provide perspective about learning to program. First:

Essentially, all computers do is let users input, store, retrieve, organize, share/transfer, manipulate, alter,
view and otherwise deal with data in useful ways.

So, everything you'll do when writing code basically involves manipulating text, numbers, and/or binary
data (photos, music, etc.). The fundamental components used to deal with data haven't changed too
dramatically in the past few decades. They've simply improved in speed, capacity, and interface. In the
current state of modern computing, data is typically input, manipulated, and returned via graphical user
interfaces such as program windows, web forms displayed in browsers, and other keyboard/mouse driven
"GUI"s. Data is saved on local hard drives and storage devices (CDs, thumb drives, etc.) and on remote
web servers, and is typically transferred via local networks and Internet connections. Images, sounds,
video, and other types of multimedia data are contained in standardized file formats, and graphic data is
displayed using standard mathematical techniques. Knowing how to control those familiar computing
elements to allow users to manipulate data, is the goal of learning to program. It doesn't matter whether
you're interested in writing business applications to work with inventory and scheduling (text and number
data), programs to alter web pages (text and image data), programs to play/edit music (binary data),
programs to broadcast video across the Internet (rapidly transferred sequential frames of binary data),
programs to control robotic equipment, compute scientific equations, play games, etc... They all require



learning to input, manipulate, and return data of some sort. You can do all those things with REBOL, and
once you've done it in one language, it's easier to do with other programming tools.

REBOL allows programmers to quickly build graphic interfaces to input and return all common types of
data. It can easily manipulate text, graphics, and sounds in useful ways, and it provides simple methods to
save, retrieve, and share data across all types of hardware, networks, and the Internet. That makes it a
great way to begin learning how to program. By learning REBOL, you'll learn about all the fundamental
structures and concepts in programming: variables, functions, data types, conditional operations, loops,
objects, etc. You'll also learn about important topics such as user interface design, algorithmic thinking,
working with databases, the operating system API, CGl, and more. Those topics all share conceptual and
technical similarities, regardless of language, and you'll need to learn to think in those terms to write
computer programs, even in a language that's as easy to learn as REBOL. Despite its ease of use,
REBOL is an extremely powerful tool. For years it has been used by professionals in enterprise level work
around the world. You may never need to learn another programming language.

If you've never done any real "programming" before, the first part of this text may seem a bit technical.
Don't be put off. There is no other language with a faster learning curve than REBOL. Even if you've never
written a line of code, you'll see the big picture within 50 pages. Working through this tutorial, you'l
gradually build recognition of REBOL language idioms and practical code patterns. The first part of the
tutorial will be a whirlwind introduction to many of the fundamental language elements. Just take it all in,
and if you really want to learn, be sure to type in, or at least copy/paste, each example into the REBOL
interpreter. Reading through the code isn't enough.

6. A Quick Summary of the REBOL Language

6.1 Built-In Functions and Basic Syntax

As with any modern programming language, to use REBOL, you need to learn how to use "functions".
Functions are words that perform actions. Function words are followed by data "parameters™ (also called
"arguments"). Paste these functions into the REBOL interpreter to see how they work:

alert "Alert is a function. THIS TEXT IS ITS PARAMETER."
request "Are you having fun yet?"

editor "Edit this text."

browse http://rebol.com

Some functions don't require any data parameters, but do produce "return" values. Try these functions in
the interpreter. They each return a value selected by the user:

request-pass
request-date
request-color
request-file

The return values output by the above functions can be used in your programs to accomplish useful goals.
The file name output by the "request-file" function, for example, could be used to determine which data
gets opened and manipulated in your program. The data returned by the "request-pass" function can be
used to determine which data a user is allowed to see.

Many functions have optional or limited parameters/return values. These options, called "refinements",
are specified by the "/" symbol. Try these variations of the "request-pass" function to see how they each
perform differently:

request-pass/only
request-pass/user "username"



request-pass/title "The 'title' refinement sets this header text."
request-pass/offset/title 10x100 "'offset' repositions the requester."

Some functions take multiple arguments. The "rejoin" function returns the joined ("concatenated") text
arguments inside brackets. Concatenation is very important in all types of programming - you will see this
function in use often:

rejoin ["Hello " "there" "!"]

6.1.1 Understanding Return Values and the Order of Evaluation

In REBOL, you can put as many functions as you want on one line, and they are all evaluated strictly from
left to right. Functions are grouped together automatically with their required data parameter(s). The
following line contains two alert functions:

alert "First function" alert "Second function"

Rebol knows to look for one parameter after the first alert function, so it uses the next piece of data on that
line as the argument for that function. Next on the line, the interpreter comes across another alert function,
and uses the following text as it's data parameter.

In the following line, the first function "request-pass/offset/title” requires two parameters, so REBOL uses
the next two items on the line ("10x100" and "title") as its arguments. After that's complete, the interpreter
comes across another "alert" function, and uses the following text, "Processing", as its argument:

request-pass/offset/title 10x100 "title" alert "Processing"

IMPORTANT: In REBOL, the return values (output) from one function can be used directly as the
arguments (input) for other functions. Everything is simply evaluated from left to right. In the line below, the
"alert" function takes the next thing on the line as it's input parameter, which in this case is not a piece of
data, but a function which returns some data (the concatenated text returned by the "rejoin" function):

alert rejoin ["Hello " "there" "!"]

To say it another way, the value returned above by the "rejoin" function is passed (used) as a parameter
by the "alert" function. Parentheses can be used to clarify which expressions are evaluated and passed as
parameters to other functions. The parenthesized line below is treated by the REBOL interpreter exactly
the same as the line above - it just lets you see more clearly what data the "alert" function puts on screen:

alert ( rejoin ["Hello " "there" "!"] )

Perhaps the hardest part of getting started with REBOL is understanding the order in which functions are
evaluated. The process can appear to work backwords at times. In the example below, the "editor"
function takes the next thing on the line as it's input parameter, and edits that text. In order for the editor
function to begin its editing operation, however, it needs a text value to be returned from the "request-text”
function. The first thing the user sees when this line runs, therefore, is the text requester. That appears
backwards, compared to the way it's written:



editor (request-text)

Always remember that lines of REBOL code are evaluated from left to right. If you use the return value of
one function as the argument for another function, the execution of the whole line will be held up until the
necessary return value is processed.

Any number of functions can be written on a single line, with return values cascaded from one function to
the next:

alert ( rejoin ( ["You chose: " ( request "Choose one:" ) 1 ) )

The line above is typical of common REBOL language syntax. There are three functions: "alert", "rejoin",
and "request". In order for the first alert function to complete, it needs a return value from "rejoin", which in
turn needs a return value from the "request” function. The first thing the user sees, therefore, is the
request function. After the user responds to the request, the selected response is rejoined with the text
"You chose: ", and the joined text is displayed as an alert message. Think of it as reading "display (the
following text joined together ("you chose" (an answer selected by the user))). To complete the line, the
user must first answer the question.

To learn REBOL, it's essential to first memorize and recognize REBOL's many built-in function words,
along with the parameters they accept as input, and the values which they return as output. When you get
used to reading lines of code as functions, arguments, and return values, read from left to right, the
language will quickly begin to make sense.

It should be noted that in REBOL, math expressions are evaluated from left to right like all other functions.
There is no "order of precedence”, as in other languages (i.e., multiplication doesn't automatically get
computed before addition). To force a specific order of evaluation, enclose the functions in parentheses:

print (10 + 12) / 2 ;22 / 2
print 10 + (12 / 2) ; 10 + 6

11 (same as without parentheses)
16

REBOL's left to right evaluation is simple and consistent. Parentheses can be used to clarify the flow of
code, if ever there's confusion.

6.1.2 White Space

Unlike other languages, REBOL does not require any line terminators between expressions (functions,
parameters, etc.), and you can insert empty white space (tabs, spaces, newlines, etc.) as desired into
code. Text after a semicolon and before a new line is treated as a comment (ignored entirely by the
interpreter). The code below works exactly the same as the previous example. Notice that tabs are used
to indent the block of code inside the square brackets and that the contents of the brackets are spread
across multiple lines. This helps group the code together visually, but it's not required:

alert rejoin [
"You chose: " ; 1lst piece of joined data
(request "Choose one:") ; 2nd piece of joined data

ONE CAVEAT: parameters for any given function need to be included on the same line, so the following
will not work (the rejoin arguments' opening brackets must be on the same line as the rejoin function):



alert rejoin ; This does NOT work.

[ Put this bracket on the line above.
1lst piece of joined data

2nd piece of joined data

"You chose: "
(request "Choose one:")

Ne Ne Ne N

6.2 More Basics: Word Assignment, I/O, Files, Built-In Data Types and Native Protocols

In REBOL, the colon (":") symbol is used to assign word labels ("variables”) to values. In the example
below, the word "filename" is assigned to the value returned by the request-file function (a file chosen by
the user):

filename: request-file

Now, the word label "filename" can be used anywhere (without the colon), to represent the file selected
above:

alert rejoin ["You chose " filename]

REBOL is a bit different from other programming languages in that word labels can be assigned to
anything: numbers, text strings, binary data, arrays, lists, hash tables, functions, and even executable
blocks of code. At this point, just be aware that when you see the colon symbol, a word label is being
assigned to some value.

The "ask" function is a simple way to get some text data from a user at the interpreter's command line
(similar to "request-text", but without using a pop-up requester):

ask "What is your name? "

In the example below, the variable "name" is assigned to the text returned by the ask function (i.e.,
entered by the user). Again, the parentheses are not required - they're just there to clarify the grouping
together of the 'ask' function with its text argument:

name: ( ask "What is your name? " )
Now you can use the variable word "name" to represent whatever text the user typed in response to the
above question.
The "print" function is a simple way to display text data at the interpreter's command line. Notice that the
variable "name" has been rejoined with some other text below:

print rejoin ["Good to meet you " name]

The "prin" function prints consecutive text elements right next to each other (not on consecutive lines):



prin "All " prin "on " prin "one " print "line." print "On another."

Multi-line formatted text is enclosed in curly braces ("{}"), instead of quotes:

print {
Line 1
Line 2
Line 3

The "write" function saves data to a file. It takes two parameters: a file name to write to, and some data
to write to that file.

write %/C/YOURNAME.txt name

NOTE: in REBOL, the percent character ("%") is used to represent local files. Because REBOL can be
used on many operating systems, and because those operating systems all use different syntax to refer to
drives, paths, etc., REBOL uses the universal format: %/drive/path/path/.../file.ext . For example,
"%/c/windows/notepad.exe" refers to "C:\Windows\Notepad.exe" in Windows. REBOL converts that
syntax to the appropriate operating system format, so that your code can be written once and used on
every operating system, without alteration. Try this:

to-local-file %/C/YOURNAME.txt
to-rebol-file "C:\YOURNAME.txt"

You can write data to a web site (or any other connected protocol) using the exact same write syntax that
is used to write to a file (be sure to use an appropriate username and password for your web site ftp
account):

write ftp://user:pass@website.com/name.txt name

The "read" function reads data from a file:

print (read %/C/YOURNAME.txt)

REBOL has a built-in text editor that can also read, write, and manipulate text data:

editor %/c/YOURNAME.txt

You can read data straight from a web server, an ftp account, an email account, etc. using the
same format. Many Internet protocols are built right into the REBOL interpreter. They're understood
natively, and REBOL knows exactly how to connect to them without any preparation by the programmer:



editor read http://rebol.com

editor read ftp://user:pass@website.com/public_html/index.html
print read dns://msn.com

print read whois://yahoo.com@rs.internic.net

editor read pop://user:pass@website.com ; Reads all emails in
; that inbox.
editor read clipboard:// ; Reads data that has

; been copied/pasted to
; the 0OS clipboard.

Transferring data between devices connected by any supported protocol is easy - just read and write:

; read data from a web site, and paste it into the local clipboard:

write clipboard:// (read http://rebol.com) ; afterward, try pasting into
; your favorite text editor

; read a page from one web site, and write it to another:
write ftp://user:pass@website2.com (read http://websitel.com)

; again, notice that the "write" function takes TWO parameters

Sending email is just as easy, using a similar syntax:

send user(@website.com "Hello"
send user(@website.com (read %$file.txt) ; sends an email, with
; file.txt as the body

The "/binary" modifier is used to read or write binary (non-text) data. You'll use read/binary to read
images, sounds, videos and other non-text files:

write/binary %/c/bay.jpg read/binary http://rebol.com/view/bay. jpg

For clarification, remember that the write function takes two parameters. The first parameter above is
"%/c/bay.jpg". The second parameter is the binary data read from http://rebol.com/view/bay.jpg:

write/binary (%/c/bay.jpg) (read/binary http://rebol.com/view/bay. jpg)

The "load" and "save" functions also read and write data, but in the process, automatically format certain
data types for use in REBOL. Try this:

; assign the word "picture" to the image "load"ed from a given URL:

picture: load http://rebol.com/view/bay. jpg

; save the image to a given file name, and automatically convert it
; to .png format;



save/png %/c/picture.png picture
; show it in a GUI window (much more about this in the next section):

view layout [image load %/c/picture.png]

"Load" and "save" are used to conveniently manage certain types of data in formats directly usable by
REBOL (images, sounds, DLLs, certain native data structures, etc. can be loaded and used immediately).
You'll use "read" and "write" more commonly to store and retrieve typical types of data, exactly byte for
byte, to/from a storage medium, when no conversion or formatting is necessary.

REBOL automatically knows how to perform appropriate computations on times, dates, IP addresses,
coordinate values, and other common types of data:

print 3:30am + 00:07:19 ; increment time values properly
print now ; print current date and time
print now + 0:0:30 ; print 30 seconds from now
print now - 10 ; print 10 days ago

print 23x54 + 19x31 ; easily add coordinate pairs
print 192.168.1.1 + 000.000.000.37 ; easily increment ip addresses

view layout [image picture effect [flip]] ; apply effects to image types

REBOL also natively understands how to use URLs, email addresses, files/directories, money values,
tuples, hash tables, sounds, and other common values in expected ways, simply by the way the data is
formatted. You don't need to declare, define, or otherwise prepare such types of data as in other
languages - just use them.

To determine the type of any value, use the "type?" function:

some—-text: "This is a string of text" ; strings of text go between
type? some-text ; "quotes" or {curly braces}

an—-integer: 3874904
type? an-integer

a-decimal: 7348.39
type? a-decimal

web-site: http://musiclessonz.com
type? web-site

email-address: user@website.com
type? email-address

the-file: %/c/myfile.txt
type? the-file

bill-amount: $343.56
type? bill-amount

html-tag: <br>
type? html-tag

binary-info: #{ddeedd}
type? binary-info

integer values are just pos-
itive/negative whole numbers

decimal numbers are recognized
by the decimal point

URLs are recognized by the
http://, ftp://, etc.

email values are in the
format user(@somewebsite.domain

files are preceded by the %
character

money is preceded by the $
symbol

tags are places between <>
characters

binary data is put between
curly braces and preceded by
the pound symbol



image: load http://rebol.com/view/bay.jpg ; REBOL can even automatically
type? image ; recognize the data type of
; most common image formats.

a-sound: load %/c/windows/media/tada.wav ; And sounds too!
a-sound/type

Data types can be specifically "cast" (created, or assigned to different types) using "to-(type)" functions:

a-number: 4729

a-string: to-string a-number ; a-string is now a piece of quoted
; text made of up of the characters
; "4729". Try adding a-string +
; a-number, and you'll get an error

; This example creates and adds two coordinate pairs using the "to-pair"
; function. You'll see this sort of pair creation, for example, in

; games which plot graphics at coordinate points on a screen:

x: 12 y: 33 qgq: 18 p: 7

pairl: to-pair rejoin [x "x" y] ; 12x33
pair2: to-pair rejoin [g "x" p] ; 18x7
print pairl + pair2 ; 12x33 + 18x7 = 30x40

; this example builds and manipulates a time value
; using the "to-time" function:

hour: 3

minute: 45

second: 00

the-time: to-time rejoin [hour ":" minute ":" second] ; 3:45am
later-time: the-time + 3:00:15

print rejoin ["3 hours and 15 seconds after 3:45 is " later-time]

Built-in network protocols, native data types, and consistent language syntax for reading, writing, and
manipulating data allow you to perform common coding chores easily and intuitively in REBOL.
Remember to type or paste every example into the REBOL interpreter to see how each function and
language construct operates.

6.3 GUIs (Program Windows)

Graphic user interfaces ("GUI"s) are easier to create in REBOL than in any other language. The functions
"view" and "layout" are used together to display GUIs. The parameters passed to the layout function are
enclosed in brackets. Those brackets can include identifiers for all types of GUI elements ("widgets"):

view layout [btn] ; creates a GUI with a button
view layout [field] ; creates a GUI with a text input field
view layout [text "REBOL is really pretty easy to program"]
view layout [text-list] ; a selection list
view layout [

button

field
text "REBOL is really pretty easy to program."



text-1list
check

In REBOL, widgets are called "styles", and the entire GUI dialect is called "VID". You can adjust the visual
characteristics of any style in VID by following it with appropriate modifiers:

view layout [
button red "Click Me"
field "Enter some text here"
text font-size 16 "REBOL is really pretty easy to program." purple
text-1list 400x300 "line 1" "line 2" "another line"
check yellow

The size of your program window can be specified by either of these two formats:

view layout [size 400x300]
view layout/size [] 400x300

; both these lines do exactly the same thing

A variety of functions are available to control the alignment, spacing, and size of elements in a GUI layout:

view layout [
size 500x350

across
btn "side" btn "by" btn "side"

return

btn "on the next line"

tab

btn "over a bit"

tab

btn "over more"

below

btn 160 "underneath" btn 160 "one" btn 160 "another"
at 359x256

btn "at 359x256"

VERY IMPORTANT: You can have widgets perform functions when clicked, or when otherwise activated.
Just put the functions inside another set of brackets after the widget. This is how you get your GUIs to 'do
something' (using the fundamentals introduced in the previous section):

view layout [button "click me" [alert "You clicked the button."]]
view layout [btn "Display Rebol.com HTML" [editor read http://rebol.com]]
view layout [btn "Write current time to HD" [write %time.txt now/time]]

; The word "value" refers to data contained in a currently activated
; widget:



view layout [
text "Some action examples. Try using each widget:"
button red "Click Me" [alert "You clicked the red button."]

field 400 "Type some text here, then press [Enter] on your keyboard" [
alert value

]

text-1list 400x300 "Select this line" "Then this line" "Now this one" [
alert value

1

check yellow [alert "You clicked the yellow check box."]

button "Quit" [quit]

To react to right-button mouse clicks on a widget, put the functions to be performed inside a second set of
brackets after the widget:

view layout [

btn "Right Click Me" [alert "left click"][alert "right click"]
1

You can assign keyboard shortcuts (keystrokes) to any widget, so that pressing the key reacts the same
way as activating the GUI widget:

view layout [
btn "Click me or press the 'A' key on your keyboard" #"a" [
alert "You just clicked the button OR pressed the 'A' key"
1

You can assign a word label to any widget, and refer to data and properties of that widget by its label. The
"text" property is especially useful:

view layout [
page-to-read: field "http://rebol.com"
; page-to-read/text now refers to the text contained in that field
btn "Display HTML" [editor read (to-url page-to-read/text)]

You can also set various properties of a widget using its assigned label. When the "Edit HTML Page"
button is clicked below, the text of the multi-line area widget is set to contain the text read from the given
url. The "show" function in the example below is very important. It must be used to update the GUI display
any time a widget property is changed (if you ever create a GUI that doesn't seem to respond properly, the
first thing to check is that you've used a "show" function to properly update any changes on screen):

view layout [
page-to-read: field "http://rebol.com"
the-html: area 600x440
btn "Download HTML Page" [
the-html/text: read (to-url page-to-read/text)

; try commenting out the following line to see what happens:
show the-html



Below are two more examples of the above code pattern (getting and setting a widget's text property) - it's
a very important idiom in REBOL GUIs. In the first example, the variable "f" is assigned to the field widget,
then the variable "t" is assigned to the text contained in that field. In the second example, "t" is assigned
the text contained in the f1 field, then the text in f2 is set to "t" - again, all using the colon symbol. Note the
use of the "show" function to update the display:

view layout [
f: field
btn "Display Variable" [

; When the button is pressed, set the variable
"t" to hold the text currently in the field
; above, then alert the contents of that wvariable:

t: f£/text
alert t

1

view layout [
fl: field
btn "Display Variable" [

; Set the variable "t" to the text contained
; in the f1 field above:

t: fl/text

; Now CHANGE the text in the £f2 below to
; to equal the text stored in variable "t":

f2/text: t
show f2

£2: field

; You GET the text from a widget by assigning a VALUE to equal the
; widget's text property. You SET/CHANGE the text of a widget by
; assigning THE TEXT PROPERTY of that widget to equal a value.

The "offset" of a widget holds its coordinate position. It's another useful property, especially for GUls which
involve movement:

view layout [

size 600x440

jumper: button "click me" [
jumper/offset: random 580x420
; The "random" function creates a random value within
; a specified range. In this example, it creates a
; random coordinate pair within the range 580x420,
; every time the button is clicked. That random value
; is assigned to the position of the button.



The "style" function is very powerful. It allows you to assign a specific widget definition, including all its
properties and actions, to any word label you choose. Any instance of that word label is thereafter treated
as a replication of the entire widget definition:

view layout [
size 600x440
style my-btn btn green "click me" [
face/offset: random 580x420
1
; "my-btn" now refers to all the above code
at 254x84 my-btn
at 19x273 my-btn
at 85x348 my-btn
at 498x12 my-btn
at 341x385 my-btn

REBOL is great at dealing with all types of common data - not just text. You can easily display photos and
other graphics in your GUIs, play sounds, display web pages, etc. Here's some code that downloads an
image from a web server and displays it in a GUI - notice the "view layout" functions again:

view layout [image (load http://rebol.com/view/bay. jpg) ]

The "image" widget inside the brackets displays a picture (.bmp, .jpg, -gif., .png) in the GUI. The "load"
function downloads the image to be displayed.

REBOL can apply many built-in effects to images:

view layout [image (load http://rebol.com/view/bay.jpg) effect [Emboss]]
view layout [image (load http://rebol.com/view/bay.jpg) effect [Flip 1x1]]
; the parentheses are not required:

view layout [image load http://rebol.com/view/bay.jpg effect [Grayscale]]
; there are many more built-in effects

You can assign a word label to any layout of GUI widgets, and then display those widgets simply by using
the assigned word:

gui-layoutl: [button field text-list]
view layout gui-layoutl

You can save any GUI layout as an image, using the "to-image" function. This enables a built in screen
shot mechanism, and also allows you to easily create/save/manipulate new images using any of the
graphic capabilities in REBOL:

; assign the label "picture" to an image of a layout:

picture: to-image layout [



page-to-read: field "http://rebol.com"
btn "Display HTML"

; save it to the hard drive as a .png file:

save/png %/c/layout.png picture

Here are some other GUI elements used in REBOL's "VID" layout language:

view layout [
backcolor white
hl "More GUI Examples:"
box red 500x2
bar: progress
slider 200x16 [bar/data: value show bar]
area "Type here"
drop-down
across
toggle "Click" "Here" [print value]
rotary "Click" "Again" "And Again" [print value]
choice "Choose" "Item 1" "Item 2" "Item 3" [print value]
radio radio radio
led
arrow
return
text "Normal"
text "Bold" bold
text "Italic" italic
text "Underline" underline
text "Bold italic underline" bold italic underline
text "Serif style text" font-name font-serif
text "Spaced text" font [space: 5x0]
return
hl "Heading 1"
h2 "Heading 2"
h3 "Heading 3"
h4 "Heading 4"
tt "Typewriter text"
code "Code text"
below
text "Big" font-size 32
title "Centered title" 200
across
vtext "Normal"
vtext "Bold" bold
vtext "Italic" italic
vtext "Underline" underline
vtext "Bold italic underline" bold italic underline
vtext "Serif style text" font-name font-serif
vtext "Spaced text" font [space: 5x0]
return
vhl "Video Heading 1"
vh2 "Video Heading 2"
vh3 "Video Heading 3"
vh4 "Video Heading 3"
label "Label"
below
vtext "Big" font-size 32
banner "Banner" 200



Here's a list of all the built in widgets (remember, in REBOL's VID language, widgets are called "styles"):

probe extract svv/vid-styles 2

Here's a list of the changeable attributes ("facets") available to all widgets:

probe remove-each i copy svv/facet-words [function? :i]

And here's a list of available layout words:

probe svv/vid-words

That's just the tip of the iceberg. With REBOL, even absolute beginners can create nice looking, powerful
graphic interfaces in minutes. See http://rebol.com/docs/easy-vid.html and http://rebol.com/docs/view-
guide.html for more information. Here's a little game that demonstrates common GUI techniques (this
whole program was presented earlier, in a more compact format without any comments. It's tiny.):

; Create a GUI that's centered on the user's screen:

view center-face layout [

; Define some basic layout parameters. "origin 0xO0"
; starts the layout in the upper left corner of the
; GUI window. '"space 0x0" dictates that there's no

; space between adjacent widgets, and "across" lays
; out consecutive widgets next to each other:

origin 0x0 space 0x0 across

; The section below creates a newly defined button
; style called "piece", with an action block that
; swaps the current button's position with that of
; the adjacent empty space. That action is run

; whenever one of the buttons is clicked:

style piece button 60x60 [

; The line below checks to see if the clicked button
; is adjacent to the empty space. The "offset"

; refinement contains the position of the given

; widget. The word "face" is used to refer to the

; currently clicked widget. The "empty" button is

; defined later (at the end of the GUI layout).

; It's ok that the empty button is not yet defined,
; because this code is not evaluated until the

; the entire layout is built and "view"ed:

if not find [0x60 60x0 0x-60 -60x0
1 (face/offset - empty/offset) [exit]



; In English, that reads 'subtract the position of

; the empty space from the position of the clicked

; button (the positions are in the form of

; Horizontal x Vertical coordinate pairs). If that
; difference isn't 60 pixels on one of the 4 sides,
; then don't do anything.' (60 pixels is the size of
; the "piece" button defined above.)

; The next three lines swap the positions of the
; clicked button with the empty button.

; First, create a variable to hold the current
; position of the clicked button:

temp: face/offset

; Next, move the button's position to that of the
; current empty space:

face/offset: empty/offset

; Last, move the empty space (button), to the old
; position occupied by the clicked button:

empty/offset: temp
; The lines below draw the "piece" style buttons onto

; the GUI display. Each of these buttons contains all
; of the action code defined for the piece style above:

piece "1" piece "2" piece "3" piece "4" return
piece "5" piece "6" piece "7" piece "8" return
piece "9" piece "10" piece "11" piece "12" return

piece "13" piece "14" piece "15"

; Here's the empty space. Its beveled edge is removed
; to make it look less like a movable piece, and more
; like an empty space:

empty: piece 200.200.200 edge [size: 0]
pty: p g

Advanced users may be interested in understanding why the two words "view" and "layout" are used to
create GUIs. Those functions represent two complete and separate language dialects in REBOL. The
"view" function is a front end to the lower level graphic compositing engine and user interface system built
into REBOL. "Layout" is a higher level function that simply assembles view functions required to draw and
manipulate common GUI elements. Understanding how the two operate under the hood is helpful in
understanding just how deep, compact, and powerful the REBOL language and dialecting design is. For
more information, see http://rebol.com/docs/view-system.html.

6.4 Blocks and Series

In REBOL, all multiple pieces of grouped data items are stored in "blocks". Blocks are delineated by
starting and ending brackets:

[1]



Data items in blocks are separated by white space. Here's a block of text items:

[ n John" "Bill" n Tom" "Mike"]

Blocks were snuck in earlier as multiple text arguments passed to the "rejoin" function, and as brackets
used to delineate GUI code passed to the 'view layout' functions:

rejoin ["Hello " "there!"]
view layout [button "Click Me" [alert "Hello there!"]]

Blocks are actually the fundamental structure used to organize REBOL code. You'll find brackets
throughout the language syntax to delineate functions, parameters, and other items. In the next section of
this tutorial, you'll see more about functions and control structures that use brackets to separate grouped
items of code. This section will cover how data can be grouped into blocks.

The key concept to understand with blocks is that they are used to hold multiple pieces of data. Like any

other variable data, blocks can be assigned word labels:

some—names: ["John" "Bill" "Tom" "Mike'"]
; "some—-names" now refers to all 4 of those text items

print some-names

Blocks of text data (lists) can be displayed in GUIs, with "text-list" widget:

view layout [text-list data (some—names)]

The "append" function is used to add items to a block:

append some-names "Lee"
print some-names

append gui-layoutl [text "This text was appended to the GUI block."]
view layout gui-layoutl

The "foreach" function is used to do something to/with each item in a block:

foreach item some—-names [alert item]

The "remove-each" function can be used to remove items from a block that match a certain criteria:

remove—each name some-names [find name "i"]



; removes all names containing the letter "i" - returns ["John" "Tom"]

Empty data blocks are created with the "copy" function. "Copy" assures that blocks are erased and defined
without any previous content. You'll use "copy" whenever you need create an empty block:

Create a new empty block like this:

empty-block: copy []

NOT like this:

4

empty-block: []

Here's a very typical example that uses a block to save text entered into the fields of a GUI. When the
"Save" button is pressed, the text in each of the fields is appended to a new empty block, then that whole
block is saved to a text file. To later retrieve the saved values, the block is loaded from the text file, and its
items assigned back to the appropriate fields in the GUI:

view gui: layout [

label some text fields:

’

fieldl: field
field2: field
field3: field

; add a button:
btn "Save" [

; when the button is clicked, create a new empty block:
save-block: copy []
; add the text contained in each field to the block:

append save-block fieldl/text
append save-block field2/text
append save-block field3/text

save the block to a file:

4

save %save.txt save-block

; another button:
btn "Load" [

load the saved block:

;
save-block: load %$save.txt

; set the text in each field to the contents of the block:
fieldl/text: save-block/1
field2/text: save-block/2
field3/text: save-block/3



; update the GUI display:

show gui

After running the script above, open the save.txt file with a text editor, and you'll see it contains the text
from the fields in the GUI. You can edit the save.txt file with your text editor, then click the "Load" button,
and the edited values will appear back in the GUI. You'll use blocks regularly to store and retrieve muiltiple
pieces of data in this way, using text files.

6.4.1 Series Functions

In REBOL, blocks can be automatically treated as lists of data, called "series", and manipulated using
built-in functions that enable searching, sorting, and otherwise organizing the blocked data:

some—names:

sortednames:

[ " John" "Bill" "Tom"

sort some—names

print first sortednames

print sortednames/1

print pick sortednames 1

find some—-names

"John"

reverse sortednames

length? sortednames

head sortednames

next

back

last

tail

sortednames

sortednames

sortednames

sortednames

at sortednames x

index? sortednames

insert sortednames

" Lee "

’

"Mike"]

sort alphabetically/ordinally
displays the first item ("Bill")

ALSO displays the first item ("Bill")
(just an alternate syntax)

ALSO displays the first item ("Bill")
(another alternate syntax)

SEARCH for "John" in the block,
set a position marker after that

item - a very important function

reverse the order of items in the
block

COUNT items in the block - important

set a position marker at the
beginning of the block

set a position marker at the next
item in the block

set a position marker at the
previous item in the block

set a position marker at the last
item in the block

set a position marker after the
last item in the block

set a position marker at the x
numbered item in the block

retrieves position number of the
currently marked item in the block

add the name "Lee" at the current



remove sortednames
remove find sortednames "Mike"

change sortednames "Phil"

change third sortednames "Phil"

clear sortednames

replace/all sortednames "Lee" "Al"

intersect sortednames some—-names

difference sortednames some—names

union sortednames some—names

unique sortednames

empty? sortednames

write %/c/names.txt some—names

save %/c/namess.txt some-names

There are a number of additional series functions that can be used to search, sort, and manipulate data in

’

4

position in the block

removes the item at the currently
marked position in the block

find the "Mike"
block and remove it

item in the
changes the item at the currently
marked position to "Phil"

change the third item to "Phil"

removes all items in the block after
the currently marked position

replace all occurrences of "Lee" in
the block with "Al"

returns the items found in both
blocks

returns the items that are NOT
found in both blocks

returns the items found in both
blocks, ignoring duplicates

returns all items in the block,
with duplicates removed

returns true if the block is empty

write the block to the hard drive
as raw text data

write the block to the hard drive
as native REBOL formatted code

blocks. See http://www.rebol.com/docs/dictionary.html for a list of additional functions.

6.4.2 Indentation

Blocks often contain other blocks. Such compound blocks are typically indented with consecutive tab

stops. Starting and ending brackets are normally placed at the same indentation level. This is conventional

in most programming languages, because it makes complex code easier to read, by grouping things

visually. For example, the compound block below:

big-block: [[may june july]

[[1 2 3]

[[yes no] [monday tuesday friday]]]l]

can be written as follows to show the beginnings and endings of blocks more clearly:

big-block: [
[may june july]
[
[1 2 3]



[yes no]
[monday tuesday friday]

1

probe first big-block

probe second big-block

probe first second big-block

probe second second big-block

probe first second second big-block
probe second second second big-block

Indentation is not required, but it's very helpful.
6.4.3 More About Why/How Blocks are Useful

IMPORTANT: In REBOL, blocks can contain mixed data of ANY type (text and binary items, embedded
lists of items (other blocks), variables, etc.):

some-items: ["iteml" "item2" "item3" "item4d"]
an-image: load http://rebol.com/view/bay. jpg
append some-items an-image

"some—-items" now contains 4 text strings, and an image!

; You can save that entire block of data, INCUDING THE BINARY
; IMAGE data, to your hard drive as a SIMPLE TEXT FILE:

save/all %some-items.txt some-items
; to load it back and use it later:

some-items: load %$some-items.txt
view layout [image fifth some-items]

Take a moment to examine the example above. REBOL's block structure works in a way that is
dramatically easy to use compared to other languages and data management solutions (much more
simply than most database systems). It's is a very flexible, simple, and powerful way to store data in code!
The fact that blocks can hold all types of data using one simple syntactic structure is a fundamental reason
it's easier to use than other programming languages and computing tools. You can save/load block code
to the hard drive as a simple text file, send it in an email, display it in a GUI, compress it and transfer it to a
web server to be downloaded by others, transfer it directly over a point-to-point network connection, or
even convert it to XML, encrypt, and store parts of it in a secure multiuser database to be accessed by
other programming languages...

Remember, all programming, and computing in general, is essentially about storing, organizing,
manipulating, and transferring data of some sort. REBOL makes working with all types of data very easy -
just put any number of pieces of data, of any type, in between two brackets, and that data is automatically
searchable, sortable, storable, transferable, and otherwise usable in your programs.

6.4.4 Evaluating Variables in Blocks: Compose, Reduce, Pick and More

You will often find that you want to refer to an item in a block by its index (position number), as in the
earlier 'some-items' example:



view layout [image some-items/5]

You may not, however, always know the specific index number of the data item you want to access. For
example, as you insert data items into a block, the index position of the last item changes (it increases).
You can obtain the index number of the last item in a block simply by determining the number of items in
the block (the position number of the last item in a block is always the same as the total number of items
in the block). In the example below, that index number is assigned the variable word "last-item":

last-item: length? some-items
Now you can use that variable to pick out the last item:

view layout [image (pick some-items last-item) ]

; In our earlier example, with 5 items in the block, the
; line above evaluates the same as:

view layout [image (pick some-items 5)]
You can refer to other items by adding and subtracting index numbers:

alert pick some-items (last-item - 4)

There are several other ways to do the exact same thing in REBOL. The "compose" function allows
variables in parentheses to be evaluated and inserted as if they'd been typed explicitly into a code block:
view layout compose [image some-items/ (last-item)]

; The line above appears to the interpreter as if the following
; had been typed:

view layout [image some-items/5]

The "compose” function is very useful whenever you want to refer to data at variable index positions within

a block. The "reduce" function can also be used to produce the same type of evaluation. Function words
in a reduced block should begin with the tick (') symbol:

view layout reduce ['image some-items/ (last-item)]

Another way to use variable values explicitly is with the ":" format below. This code evaluates the same as
the previous two examples:

view layout [image some-items/:last-item]



Think of the colon format above as the opposite of setting a variable. As you've seen, the colon symbol
placed after a variable word sets the word to equal some value. A colon symbol placed before a variable
word gets the value assigned to the variable, and inserts that value into the code as if it had been typed
explicitly.

You can use the "index?" and "find" functions to determine the index position(s) of any data you're
searching for in a block:

index-num: index? (find some-items "item4d")

Any of the previous 4 formats can be used to select the data at the determined variable position:

print pick some-items index—num

print compose [some-items/ (index-num) ]

print reduce [some-items/ (index-num) ]

; no function words are used in the block above, so no ticks are required
print some-items/:index-num

Here's an example that displays variable image data contained in a block, using a foreach loop. The
"compose" function is used to include dynamically changeable data (image representations), as if that
data had been typed directly into the code:

photol: load http://rebol.com/view/bay. jpg
photo2: load http://rebol.com/view/demos/palms. jpg

; The REBOL interpreter sees the following line as if all the code
; representing the above images had been typed directly in the block:

photo-block: compose [ (photol) (photo2)]

foreach photo photo-block [view layout [image photo]]

Block concepts may seem a bit vague at this point. The practical application of block structures will be
presented much more thoroughly, by example, throughout this tutorial, and clarification about the
usefulness of blocks will come from seeing them in working code. For additional detailed information
about using blocks and series functions see http://www.rebol.com/docs/core23/rebolcore-6.html.

6.5 Conditions
6.5.1 If

Conditions are used to manage program flow. The most basic conditional evaluation is "if":

if (this expression is true) [do this block of code]
; parentheses are not required

Math operators are typically used to perform conditional evaluations: = < > <> (equal, less-than, greater-
than, not-equal):

if now/time > 12:00 [alert "It's after noon."]



; get a username and password:

userpass: request-pass/title "Type 'username' and 'password'"

; test it and provide a response if correct:

if (userpass = ["username" "password"]) [alert "Welcome back!"]

6.5.2 Either

"Either" is an if/then/else evaluation that chooses between two blocks to evaluate, based on whether the
given condition is true or false. Its syntax is:

either (condition) [

block to perform if the condition is true
1

block to perform if the condition is false

1
For example:

either now/time > 8:00am [
alert "It's time to get up!"
1
alert "You can keep on sleeping."

1

userpass: request-pass

either userpass = ["username" "password"] [
alert "Welcome back!"

10
alert "Incorrect user/password combination!"

1

6.5.3 Switch

The "switch" evaluation chooses between numerous functions to perform, based on multiple evaluations.
Its syntax is:

switch/default (main value) [
(value 1) [block to execute if value 1 main value
(value 2) [block to execute if value 2 main value]
(value 3) [block to execute if value 3 = main value]
; ete...
] [default block of code to execute if none of the values match]

You can compare as many values as you want against the main value, and run a block of code for each
matching value:

favorite-day: request-text/title "What's your favorite day of the week?"

switch/default favorite-day [
"Monday" [alert "Monday is the worst! Just the start of the week..."]
"Tuesday" [alert "Tuesdays and Thursdays are both ok, I guess..."]



"Wednesday" [alert "The hump day - the week is halfway over!"]
"Thursday" [alert "Tuesdays and Thursdays are both ok, I guess..."]
"Friday" [alert "Yay! TGIF!"]
"Saturday" [alert "Of course, the weekend!"]
"Sunday" [alert "Of course, the weekend!"]

] [alert "You didn't type in the name of a day!"]

6.5.4 Multiple Conditions: "and", "or", "all", "any"

You can check for more than one condition to be true, using the "and", "or", "all", and "any" words:

; first set some initial values all to be true:
valuel: value2: value3: true

; then set some additional values all to be false:
valued: value5: value6: false

; The following prints "both true", because both the first
; condition AND the second condition are true:

either ( (valuel = true) and (value2 = true) ) [
print "both true"

11
print "not both true"

]

; The following prints "both not true", because the second
; condition is false:

either ( (valuel = true) and (valued = true) ) [
print "both true"

11
print "not both true"

1

; The following prints "either one OR the other is true"
; because the first condition is true:

either ( (valuel = true) or (valued = true) ) [
print "either one OR the other is true"

11
print "neither is true"

1

; The following prints "either one OR the other is true"
; because the second condition is true:

either ( (valued4 = true) or (valuel = true) ) [
print "either one OR the other is true"

11
print "neither is true"

1

; The following prints "either one OR the other is true"
; because both conditions are true:

either ( (valuel = true) or (valued = true) ) [
print "either one OR the other is true"



11

print "neither is true"

1
; The following prints "neither is true":

either ( (valued4 = true) or (valueb5 = true) ) [
print "either one OR the other is true"

11

print "neither is true"

1

For comparisons involving more items, you can use "any" and "all":

; The following lines both print "yes", because ALL comparisons are true.
"All" is just shorthand for the multiple "and" evaluations:

if ((valuel = true) and (value2 = true) and (value3 = true)) [
print "yes"

1

if all [valuel = true value2 = true value3 = true] [
print "yes"

1

; The following lines both print "yes" because ANY ONE of the comparisons
; is true. "Any" is Jjust shorthand for the multiple "or" evaluations:

if ((valuel = true) or (valued = true) or (value5 = true)) [

print "yes"

1
if any [valuel = true value4 = true value5 = true] [
print "yes"
]
6.6 Loops

6.6.1 Forever

"Loop" structures provide programmatic ways to methodically repeat actions, manage program flow, and
automate lengthy data processing activities. The "forever" function creates a simple repeating loop. Its
syntax is:

forever [block of actions to repeat]

The following code uses a forever loop to continually check the time. It alerts the user when 60 seconds
has passed. Notice the "break" function, used to stop the loop:

alarm—-time: now/time + :00:60
forever [if now/time = alarm-time [alert "1 minute has passed" break]]

Here's a more interactive version using some info provided by the user. Notice how the forever loop, if



evaluation, and alert arguments are indented to clarify the grouping of related parameters:

event-name: request-text/title "What do you want to be reminded of?"
seconds: to-integer request-text/title "Seconds to wait?"
alert rejoin [
"It's now " now/time ", and you'll be alerted in "
seconds " seconds."
1
alarm-time: now/time + seconds
forever [
if now/time = alarm-time [
alert rejoin [
"It's now "alarm-time ", and " seconds
" seconds have passed. 1It's time for: " event-name

1

break

Here's a forever loop that displays/updates the current time in a GUI:

view layout [
timer: field
button "Start" [
forever [
set-face timer now/time
wait 1

6.6.2 For

"For" loops allow you to control repetition patterns that involve consecutively changing values. You specify
a start value, end value, incremental value, and a variable name to hold the current value during the loop.
Here's the "for" loop syntax:

for {variable word to hold current value} {starting value} {ending value} {incremental value} [block of code
to perform, which can use the current variable value]

For example:

for counter 1 10 1 [print counter]

; starts on 1 and counts to 10 by increments of 1

for counter 10 1 -1 [print counter]

; starts on 10 and counts backwards to 1 by increments of -1

for counter 10 100 10 [print counter]

; starts on 10 and counts to 100 by increments of 10

for counter 1 5 .5 [print counter]

; starts on 1 and counts to 5 by increments of .5

for timer 8:00 9:00 0:05 [print timer]

; starts at 8:00am and counts to 9:00am by increments of 5 minutes
for dimes $0.00 $1.00 $0.10 [print dimes]

; starts at 0 cents and counts to 1 dollar by increments of a dime
for date 1-dec-2005 25-jan-2006 8 [print date]

; starts at December 12, 2005 and counts to January 25, 2006



; and by increments of 8 days
for alphabet #"a" #"z" 1 [prin alphabet]

; starts at the character a and counts to z by increments of 1 letter

Notice that REBOL properly increments dates, money, time, etc.

This "for" loop displays the first 5 file names in the current folder on your hard drive:

files: read %.
for count 1 5 1 compose [print files/ (count) ]

Notice the "compose" word used in the for loop. "files/1" represents the first item in the file list, "files/2"
represents the second, and so on. The first time though the loop, the code reads as if [print files/1] had
been typed in manually, etc.

6.6.3 Foreach (very important!)
The "foreach” function lets you easily loop through a block of data. Its syntax is:

foreach {variable name referring to each consecutive item in the given block} [given block] [block of
functions to be executed upon each item in the given block, using the variable name to refer to each
successive item]

This example prints the name of every file in the current directory on your hard drive:

folder: read %.
foreach file folder [print file]

This line reads and prints each successive message in a user's email box:

foreach mail (read pop://user:pass@website.com) [print mail]

Here's a slightly more complex foreach example:

; define a block of text items:

some-names: ["John" "Bill" "Tom" "Mike"]

; define a variable used to count items in the block:

count: 0

; go through each item in the block:

foreach name some-names [
; increase the counter variable by 1, for each item:
count: count + 1

; print the count number, and the associated text item:



print rejoin ["Item " count ": " name]

Here's an example in which an empty block is created and data is appended using a foreach loop. The
data is then converted to a text string and displayed in a GUI:

; define a block of text items:
some-names: ["John" "Bill" "Tom" "Mike"]
; create another new, empty block:
data-block: copy []
; define a variable used to count items in the block:
count: O
; go through each item in the block:
foreach name some—names [
; increase the counter variable by 1, for each item:
count: count + 1
; for each item, add some rejoined text to the originally empty block:
append data-block rejoin ["Item " count ": " name newline]
; convert the newly created block to a string, and show it in a
; GUI text area widget:

view layout [area (to-string data-block)]

You will use the foreach function very oftenin REBOL code.
6.6.4 Forall and Forskip

"Forall" loops through a block, incrementing the marked index number of the series as it loops through:

some—names: ["John" "Bill" "Tom" "Mike"]

foreach name some—-names [print index? some—-names] ; index doesn't change
forall some—-names [print index? some—-names] ; index changes

foreach name some—-names [print name]
forall some—-names [print first some-names] ; same effect as line above

"Forskip" works like forall, but skips through the block, jumping a periodic number of elements on each
loop:



some—names: ["John" "Bill" "Tom" "Mike"]
forskip some—-names 2 [print first some-names]

6.6.5 While and Until

The "while" function repeatedly evaluates a block of code while the given condition is true. While loops are
formatted as follows:

while [condition] [
block of functions to be executed while the condition is true

1
This example counts to 5:

x: 1 ; create an initial counter value
while [x <= 5] [

alert to-string x

x: x+1

In English, that code reads:

"x" initially equals 1.
While x is less than or equal to 5, display the value of x,
then add 1 to the value of x and repeat.

Some additional "while" loop examples:

while [not request "End the program now?"] [
alert "Select YES to end the program."
1
"not" reverses the value of data received from
; the user (i.e., yes becomes no and visa versa)

alert "Please select today's date"
while [request-date <> now/date] [

alert rejoin ["Please select TODAY's date. 1It's " now/date]
1

while [request-pass <> ["username" "password"]] [
alert "The username is 'username' and the password is 'password'"

1

"Until" loops are similar to "while" loops. They do everything in a given block, repeatedly, until the last
expression in the block evaluates to true:

x: 10
until [



print rejoin ["Counting down: " x]
x: x -1
x =0

The example below uses several loops to alert the user to feed the cat, every 6 hours between 8am and
8pm. It uses a for loop to increment the times to be alerted, a while loop to continually compare the
incremented times with the current time, and a forever loop to do the same thing every day, continuously.
Notice the indentation:

forever [
for timer 8:00am 8:00pm 6:00 [
while [now/time <= timer] [wait :00:01]
alert rejoin ["It's now " now/time ". Time to feed the cat."]

6.7 User Defined Functions

REBOL's built-in functions satisfy many fundamental needs. To achieve more complex or specific
computations, you can create your own function definitions.

Data and function words contained in blocks can be evaluated (their actions performed and their data
values assigned) using the "do" word. Because of this, any block of code can essentially be treated as a
function. That's a powerful key element of the REBOL language design:

some—actions: [
alert "Here is one action."
print "Here's a second action."
write %/c/anotheraction.txt "Here's a third action.”

1

do some-actions

New function words can also be defined using the "does" and "func" words. "Does" is included directly
after a word label definition, and forces a block to be evaluated every time the word is encountered:

more—actions: does [

alert "4"
alert "5"
alert "6"

; now to use that function, just type the word label:

more—actions

Here's a useful function to clear the command line screen in the REBOL interpreter.

cls: does [prin "~ (1B) [J"]



cls

The "func" word creates an executable block in the same way as "does", but additionally allows you to
pass your own specified parameters to the newly defined function word. The first block in a func definition
contains the name(s) of the variable(s) to be passed. The second block contains the actions to be taken.
Here's the "func” syntax:

func [names of variables to be passed] [
actions to be taken with those variables

1

This function definition:

sqr—add-var: func [numl num2] [print square-root (numl + num2)]

Can be used as follows. Notice that no brackets, braces, or parentheses are required to contain the data
arguments. Data parameters simply follow the function word, on the same line of code:

sqr—add-var 12 4 ; prints "4", the square root of 12 + 4 (16)
sqr—add-var 96 48 ; prints "12", the square root of 96 + 48 (144)

Here's a simple function to display images:

display: func [filename] [view layout [image load filename]]

display (to-file request-file)

You can "do" a module of code contained in any text file, as long as it contains the minimum header
"REBOL]]" (this includes HTML files and any other files that can be read via REBOL's built-in protocols).
For example, if you save the previous functions in a text file called "myfunctions.r":

REBOL [] ; THIS HEADER TEXT MUST BE INCLUDED AT THE TOP OF ANY REBOL FILE
sqr—add-var: func [numl num2] [print square-root (numl + num2)]

display: func [filename] [view layout [image load filename]]
cls: does [prin "~ (1B) [J"]

You can import and use them in your current code, as follows:

do %myfunctions.r

; now you can use those functions just as you would any other
; native function:

sgr—-add-var
display



cls

Here's

an example function that plays a .wave sound file. Save this code as C:\play_sound.r:

REBOL [title: "play-sound"] ; you can add a title to the header

play-sound: func [sound-file] [

wait 0

ring: load sound-file
sound-port: open sound://
insert sound-port ring
wait sound-port

close sound-port

Then run the code below to import the function and play selected .wav files:

do

%/c/play_sound.r

play-sound %/C/WINDOWS/Media/chimes.wav
play-sound to-file request-file/file %/C/WINDOWS/Media/tada.wav

6.8 Quick Review and Synopsis

The list below summarizes some key characteristics of the REBOL language. Knowing how to put these
elements to use constitutes a fundamental understanding of how REBOL works:

1.

To start off, REBOL has hundreds of built-in function words that perform common tasks. As in other
languages, function words are typically followed by passed parameters. Unlike other languages,
passed parameters are placed immediately after the function word and are not necessarily
enclosed in parenthesis. To accomplish a desired goal, functions are arranged in succession, one
after another. The value(s) returned by one function are often used as the argument(s) input to
another function. Line terminators are not required at any point, and all expressions are evaluated
in left to right order, then vertically down through the code. Empty white space (spaces, tabs,
newlines, etc.) can be inserted as desired to make code more readable. Text after a semicolon and
before a new line is treated as a comment. You can complete significant work by simply knowing
the predefined functions in the language, and organizing them into a useful order.

REBOL contains a rich set of conditional and looping structures, which can be used to manage
program flow and data processing activities. If, switch, while, for, foreach, and other typical
structures are supported.

Because many common types of data values are automatically recognized and handled natively by
REBOL, calculating, looping, and making conditional decisions based upon data content is
straightforward and natural to perform, without any external modules or toolkits. Numbers, text
strings, money values, times, tuples, urls, binary representations of images, sounds, etc. are all
automatically handled. REBOL can increment, compare, and perform proper computations on most
common types of data (i.e., the interpreter automatically knows that 5:32am + 00:35:15 =
6:07:15am, and it can automatically apply visual effects to raw binary image data, etc.). Network
resources and Internet protocols (http documents, ftp directories, email accounts, dns services,
etc.) can also be accessed natively, just as easily as local files. Data of any type can be written to
and read from virtually any connected device or resource (i.e., "write %file.txt data" works just as
easily as "write ftp://user:pass@website.com data", using the same common syntax). The percent
symbol ("%") and the syntax "%(/drive)/path/path/.../file.ext" are used cross-platform to refer to local
file values on any operating system.

Any data or code can be assigned a word label. The colon character (":") is used to assign word
labels to constants, variable values, evaluated expressions, functions, and data/action blocks of any
type. Once assigned, variable words can be used to represent all of the data and/or actions



contained in the given expression, block, etc. Just put a colon at the end of a word, and thereafter it
represents all the following actions and/or data. That forms a significant part of the REBOL
language structure, and is the basis for it's flexible natural language dialecting abilities.

5. Multiple pieces of data are stored in "blocks", which are delineated by starting and ending brackets
("[I")- Blocks can contain data of any type: groups of text strings, arrays of binary data, collections
of actions (functions), other enclosed blocks, etc. Data items contained in blocks are separated by
white space. Blocks can be automatically treated as lists of data, called "series", and manipulated
using built-in functions that enable searching, sorting, ordering, and otherwise organizing the
blocked data. Data and function words contained in blocks can be evaluated (their actions
performed and their data values assigned) using the "do" word. New function words can also be
defined using the "does" and "func" words. "Does" forces a block to be evaluated every time its
word label is encountered. The "func" word creates an executable block in the same way as "does",
but additionally allows you to pass your own specified parameters to the newly defined function
word. You can "do" a module of code contained in a text file, as long as it contains the minimum
header "rebol[]". Blocks are also used to delineate most of the syntactic structures in REBOL (i.e.,
in conditional evaluations, function definitions, etc.).

6. The syntax "view layout [block]" is used to create basic GUI layouts. You can add graphic widgets
to the layout simply by adding widget identifier words to the enclosed block: "button", "field", "text-
list", etc. Color, position, spacing, and other facet words can be added after each widget identifier.
Action blocks added immediately after any widget will perform the enclosed functions whenever the
widget is activated (i.e., when the widget is clicked with a mouse, when the enter key pressed,
etc.). Path refinements can be used to refer to items in the GUI layout (i.e., "face/offset" refers to
the position of the selected widget face). Those simple guidelines can be used to create useful
GUIs for data input and output, in a way that's native (doesn't require any external toolkits) and
much easier than any other language.

6.9 A Quick Comparison

To provide a quick idea of how much easier REBOL is than other languages, here's a short example. The
simplest code to create a basic REBOL GUI window was presented earlier:

view layout/size [] 400x300

It works on every type of computer, in exactly the same way.

Code for the same simple example is presented below in the popular programming language "C++". It
does the exact same thing as the REBOL one-liner above, except it only works in Microsoft Windows. If
you want to do the same thing on a Macintosh computer, you need to memorize a completely different
page of C++ code. The same is true for Unix, Linux, Beos, or any other operating system. You have to
learn enormous chunks of code to do very simple things, and those chunks of code are different for every
type of computer. Furthermore, you typically need to spend a semester's worth of time learning very basic
things about coding format and fundamentals about how a computer 'thinks' before you even begin to
tackle useful basics like the code below:

#include <windows.h>

/* Declare Windows procedure */
LRESULT CALLBACK WindowProcedure (HWND, UINT, WPARAM, LPARAM);

/* Make the class name into a global variable */
char szClassName[ ] = "C_Example";

int WINAPI

WinMain (HINSTANCE hThisInstance,
HINSTANCE hPrevInstance,
LPSTR lpszArgument,
int nFunsterStil)



HWND hwnd;

/* This is the handle for our window */

MSG messages;

/* Here messages to the application are saved */
WNDCLASSEX wincl;

/* Data structure for the windowclass */

/* The Window structure */
wincl.hInstance = hThisInstance;
wincl.lpszClassName = szClassName;
wincl.lpfnWndProc = WindowProcedure;

/* This function is called by windows */
wincl.style = CS_DBLCLKS;

/* Catch double-clicks */

wincl.cbSize = sizeof (WNDCLASSEX);

/* Use default icon and mouse-pointer */
wincl.hIcon = LoadIcon (NULL, IDI_APPLICATION);
wincl.hIconSm = LoadIcon (NULL, IDI_APPLICATION);
wincl.hCursor = LoadCursor (NULL, IDC_ARROW);
wincl.lpszMenuName = NULL;

/* No menu */

wincl.cbClsExtra = 0;

/* No extra bytes after the window class */
wincl.cbWndExtra = 0;

/* structure or the window instance */

/* Use Windows's default color as window background */
wincl.hbrBackground = (HBRUSH) COLOR_BACKGROUND;

/* Register window class. If it fails quit the program */
if (!'RegisterClassEx (&wincl))
return 0;

/* The class is registered, let's create the program*/
hwnd = CreateWindowEx (

0,

/* Extended possibilites for variation */
szClassName,

/* Classname */

"C_Example",

/* Title Text */
WS_OVERLAPPEDWINDOW,
/* default window */
CW_USEDEFAULT,
/* Windows decides the position */
CW_USEDEFAULT,
/* where the window ends up on the screen */
400,
/* The programs width */
300,
/* and height in pixels */
HWND_DESKTOP,
/* The window is a child-window to desktop */
NULL,
/* No menu */
hThisInstance,
/* Program Instance handler */
NULL
/* No Window Creation data */
);

/* Make the window visible on the screen */
ShowWindow (hwnd, nFunsterStil);



/* Run the message loop.
It will run until GetMessage() returns 0 */
while (GetMessage (&messages, NULL, 0, 0))

{

/* Translate virtual-key messages
into character messages */

TranslateMessage (&messages) ;

/* Send message to WindowProcedure */

DispatchMessage (&messages) ;
}

/* The program return-value is 0 -
The value that PostQuitMessage() gave */
return messages.wParam;

}

/* This function is called by the Windows
function DispatchMessage () */

LRESULT CALLBACK
WindowProcedure (HWND hwnd, UINT message,
WPARAM wParam, LPARAM lParam)

{

switch (message)
/* handle the messages */

{
case WM_DESTROY:

PostQuitMessage (0);
/* send a WM_QUIT to the message queue */
break;

default:
/* for messages that we don't deal with */

return DefWindowProc (hwnd, message,
wParam, lParam);

}

return O;

Yuck. Back to REBOL...
7. More Essential Topics

7.1 Built-In Help and Online Resources

The "help" function displays required syntax for any REBOL function:
help print

"?" is a synonym for "help":
? print

The "what" function lists all built-in words:



what

Together, those two words provide a built-in reference guide for the entire core REBOL language. Here's
a script that saves all the above documentation to a file. Give it a few seconds to run:

echo %words.txt what echo off ; "echo" saves console activity to a file
echo %help.txt
foreach line read/lines %words.txt [
word: first to-block line
Print " A/n
print rejoin ["word: " uppercase to-string word] print ""
do compose [help (to-word word)]

1
echo off

editor %help.txt

You can use help to search for defined words and values, when you can't remember the exact spelling of
the word. Just type a portion of the word (hitting the tab key will also show a list of words for automatic
word completion):

? to- ; shows a list of all built-in type conversions

? reques ; shows a list of built-in requester functions

? "load" ; shows all words containing the characters "load"
2 non

; shows all words containing the character "?"

Here are some more examples of ways to search for useful info using help:

? datatype! ; shows a list of built-in data types

? function! ; shows a list of built-in functions

? native! ; shows a list of native (compiled C code) functions
? char! ; shows a list of built-in control characters

? tuple! ; shows a list of built-in colors (RGB tuples)

? .gif ; shows a list of built-in .gif images

You can view the source code for built-in "mezzanine” (non-native) functions with the "source" function.
There is a huge volume of REBOL code accessible right in the interpreter, and all of the mezzanine
functions were created by the language's designer, Carl Sassenrath. Studying mezzanine source is a
great way to learn more about advanced REBOL code patterns:

source help

source request-text

source view

source layout

source ctx-viewtop ; try this: view layout [image load ctx-viewtop/13]

7.1.1 The REBOL System Object, and Help with GUI Widgets

"Help system" displays the contents of the REBOL system object, which contains many important settings
and values. You can explore each level of the system object using path notation, like this:



system/console/history ; the current console session history
system/options

system/locale/months

system/network/host-address

D J I Y

You can find info about all of REBOL's GUI components in "system/view/VID":

? system/view/VID

The system/view/VID block is so important, REBOL has a built-in short cut to refer to it:

You'll find a list of REBOL's GUI widgets in "svv/vid-styles". Use REBOL's "editor" function to view large
system sections like this:

editor svv/vid-styles

Here's a script that neatly displays all the words in the above "svv/vid-styles" block:

foreach i svv/vid-styles [if (type? i) = word! [print i]]

Here's a more concise way to display the above widgets, using the "extract" function:

probe extract svv/vid-styles 2

This script lets you browse the object structure of each widget:

view layout [
text-list data (extract svv/vid-styles 2) [
a/text: select svv/vid-styles value
show a focus a

]
a: area 500x250

REBOL's GUI layout words are available in "svv/vid-words":

? svv/vid-words

The following script displays all the images in the svv/image-stock block:



b: copy []

foreach i svv/image-stock [if (type? i) = image! [append b i]]
v: copy [] foreach i b [append v reduce ['image i]]

view layout v

The changeable attributes ("facets") available to all GUI widgets are listed in "svv/facet-words":

editor svv/facet-words

Here's a script that neatly displays all the above facet words:

b: copy [1]
foreach i svv/facet-words [if (not function? :i) [append b to-string i]]
view layout [text-list data b]

Some GUI widgets have additional facet words available. The following script displays all such functions,
and their extra attributes:

foreach i (extract svv/vid-styles 2) [
x: select svv/vid-styles i
; additional facets are held in a "words" block:
if x/words [
prin join i ": "
foreach q x/words [
if not (function? :q) [prin join g " "]
1

Print nn

To examine the function(s) that handle any of the additional facets for the widgets above, type the path to
the widget's "words" block, i.e.:

svv/vid-styles/TEXT-LIST/words

For more information on system/view/VID, see http://www.mail-archive.com/rebol-
bounce@rebol.com/msg01898.html and http://www.rebol.org/ml-display-message.r?m=rmIHJNC.

You can SET any system value. Just use a colon, like when assigning variable values:

system/user/email: user@website.com

Familiarity with the system object yields many useful tools.

7.1.2 Viewtop Resources



The REBOL desktop that appears by default when you run the view.exe interpreter can be used as a
gateway into a world of "Rebsites" that developers use to share useful code. Surfing the public rebsites is
a great way to explore the language more deeply. All of the code in the rebol.org archive, and much more,
is available on the rebsites. When typing at the interpreter console, the "desktop" function brings up the
REBOL desktop (also called the "Viewtop"):

desktop

Click the "REBOL" or "Public" folders to see hundreds of interesting demos and useful examples. Source
code for every example is available by right-clicking individual program icons and selecting "edit". You
don't need a web browser or any other software to view the contents of Rebsites - the Viewtop and all its
features are part of the REBOL executable. You can learn volumes about the REBOL language using only
the resources built directly into the 600k interpreter!

For detailed, categorized, and cross-referenced information about built-in functions, see the REBOL
Dictionary rebsite, found in the REBOL desktop folder REBOL->Tools (an HTML version is also available
at http://www.rebol.com/docs/dictionary.html).

7.1.3 Online Documentation, The Mailing List and The AIRME Community Forum

If you can't find answers to your REBOL programming questions using built-in help and resources, the first
place to look is http://rebol.com/docs.html. Googling online documentation also tends to provide quick
results, since the word "REBOL" is uncommon.

To ask a question directly of other REBOL developers, you can join the community mailing list by sending
an email to rebol-request@rebol.com , with the word "subscribe" in the subject line. Use your normal
email program, or just paste the following code into your REBOL interpreter (be sure your user email
settings are correct):

send rebol-request@rebol.com "subscribe"

You can also ask questions of numerous gurus and regular users in ARRME, a messaging program which
makes up the most active forum of REBOL users around the world. Rebol.org maintains a searchable
history of several hundred thousand posts from both the mailing list and AIRME, along with a rich script
archive. The REBOL user community is friendly, knowledgeable and helpful, and you will typically find
answers to many questions already in the archives. Unlike other programming communities, REBOL does
not have a popular web based support forum. AKME is the primary way that REBOL developers interact. If
you want to speak with others, you must download the AIKME program and set up a user account (it's fast
and easy to do). Just follow the instructions at http://www.rebol.org/aga-join.r.

7.2 Saving and Running REBOL Scripts

So far in this tutorial, you've been typing or copying/pasting code snippets directly into the REBOL
interpreter. As you begin to work with longer examples and full programs, you'll need to save your scripts
for later execution. Whenever you save a REBOL program to a text file, the code must begin with the
following bit of header text:

REBOL []

That header tells the REBOL interpreter that the file contains a valid REBOL program. The code below is
a web cam video viewer program. Type in or copy/paste the complete code source below into a text editor
such as Windows Notepad or the REBOL built-in text editor ({editor "} at the REBOL console prompt).
Save the text as a file called "webcam.r" on your C:\ drive.



REBOL [Title: "Webcam Viewer"]

; try http://www.webcam-index.com/USA/ for more webcam links.

temp-url: "http://209.165.153.2/axis-cgi/jpg/image.cgi"
while [true] [
webcam-url: to-url request-text/title/default trim {
Enter the web cam URL:} temp-url
either attempt [webcam: load webcam-url]
[break]
[either request [trim ({
That webcam is not currently available.} trim {
Try Again} "Quit"]
[temp-url: to-string webcam-url]
[quit]
]
1

resize-screen: func [size] [
webcam/size: to-pair size
window/size: (to-pair size) + 40x72
show window
1
window: layout [
across
btn "Stop" [webcam/rate: none show webcam]
btn "Start" [
webcam/rate: 0
webcam/image: load webcam-url
show webcam
1
rotary "320x240" "640x480" "160x120" [
resize—-screen to-pair value
1
btn "Exit" [quit] return
webcam: image load webcam-url 320x240
with [
rate: O
feel/engage: func [face action event] |
switch action [
time [face/image: load webcam-url show face]

1

1
1

view center-face window

Once you've saved the webcam.r program to C:\, you can run it in any one of the following ways:

1. If you've already installed REBOL on your computer, just double-click your saved ".r" script
file (find the C:\webcam.r file icon in your file explorer (click My Computer -> C: -> webcam.r)). By
default, during REBOL's initial installation, all files with a ".r" extension are associated with the
interpreter. They can be clicked and run as if they're executable programs, just like ".exe" files.
The REBOL interpreter automatically opens and executes any selected ".r" text file. This is the
most common way to run REBOL scripts, and it works the same way on all major graphic operating
systems. If you want other people to be able to run your scripts, just have them download and
install the tiny REBOL interpreter - it only takes a few seconds.

2. Use the built-in editor in REBOL. Type "editor %/c/webcam.r" at the interpreter prompt, or type
"editor none" and copy/paste the script into the editor. Pressing F5 in the editor will automatically
save and run the script. This is a convenient way to work with scripts, and enables REBOL to be its
own simple, self contained IDE.

3. Type "do %/c/webcam.r" into the REBOL interpreter.



4. Scripts can be run at the command line. In Windows, copy rebol.exe and webcam.r to the same
folder (C:\), then click Start -> Run, and type "C:\rebol.exe C:\webcam.r" (or open a DOS box and
type the same thing). Those commands will start the REBOL interpreter and do the webcam.r code.
You can also create a text file called webcam.bat, containing the text "C:\rebol.exe C:\webcam.r" .
Click on the webcam.bat file in Windows, and it'll run those commands. In Unix, you can also run
scripts at scheduled times with Cron. Just enter the path to the script.

5. Use a program such as XpackerX to package and distribute the program. XpackerX allows you to
wrap the REBOL interpreter and webcam.r program into a single executable file that has a
clickable icon, and automatically runs both files. That allows you to create a single file executable
Windows program that can be distributed and run like any other application. Just click it and run...
(this technique is covered in the next section).

6. Buy the commercial "SDK" version of REBOL, which provides the most secure method for
packaging REBOL applications.

VERY IMPORTANT: To turn off the default security requester that continually asks permission to
read/write the hard drive, type "secure none" in the REBOL interpreter, and then run the program with "do
{filename}". Running "C:\rebol.exe -s {filename}" does the same thing . The "-s" launches the REBOL
interpreter without any security features turned on, making it behave like a typical Windows program.

7.3 "Compiling” REBOL Programs - Distributing Packaged .EXE Files

The REBOL.exe interpreter is tiny and does not require any installation to operate properly. By packaging
it, your REBOL script(s), and any supporting data file(s) into a single executable with an icon of your
choice, XpackerX works like a REBOL 'compiler' that produces regular Windows programs that look and
act just like those created by other compiled languages. To do that, you'll need to create a text file in the
following format (save it as "template.xml"):

<?xml version="1.0"?>
<xpackerdefinition>
<general>
<!--shown in taskbar -->
<appname>your_program_name</appname>
<exepath>your_ program_name.exe</exepath>
<showextractioninfo>false</showextractioninfo>
<!-- <iconpath>c:\icon.ico</iconpath> -->
</general>
<files>
<file>
<source>your_rebol_script.r</source>
<destination>your rebol_script.r</destination>
</file>
<file>
<source>C: \Program Files\rebol\view\Rebol.exe</source>
<destination>rebol.exe</destination>

</file>
<!--put any other data files here -->
</files>
<!-— SFINDEXE, S$TMPRUN, S$WINDIR, $PROGRAMDIR, S$WINSYSDIR -->

<onrun>$TMPRUN\rebol.exe —-si $TMPRUN\your rebol_ script.r</onrun>
</xpackerdefinition>

Just download the free XpackerX program and alter the above template so that it contains the filenames
you've given to your script(s) and file(s), and the correct path to your REBOL interpreter. Run XpackerX,
and it'll spit out a beautifully packaged .exe file that requires no installation. Your users do not need to
have REBOL installed to run this type of executable. To them it appears and runs just like any other native
compiled Windows program. What actually happens is that every time your packaged .exe file runs, the
REBOL interpreter and your script(s)/data file(s) are unzipped into a temporary folder on your computer.
When your script is done running, the temporary folder is deleted.

Most modern compression (zip) applications have an "sfx" feature that allows you to create .exe packages



from zip files. You can create a packaged REBOL .exe in the same way as XpackerX using just about any
sfx packaging application (there are dozens of freeware zip/compression applications that can do this -
use the one you're most familiar with).

To create a self-extracting REBOL executable for Linux, first create a .tgz file containing all the files you

want to distribute (the REBOL interpreter, your script(s), any external binary files, etc.). For the purposes
of this example, name that bundle "rebol_files.tgz". Next, create a text file containing the following code,

and save it as "sh_commands":

#!/bin/sh

SKIP="awk '/”~__REBOL_ARCHIVE__/ { print NR + 1; exit 0; }' $0°
tail +$SKIP $0 | tar xz

exit 0

__ REBOL_ARCHIVE_

Finally, use the following command to combine the above script file with the bundled .tgz file:

cat sh_commands rebol_files.tgz > rebol program.sh

The above line will create a single executable file named "rebol_program.sh" that can be distributed and
run by end users. The user will have to set the file permissions for rebol_program.sh to executable before
running it ("chmod +x rebol_program.sh"), or execute it using the syntax "sh rebol_program.sh". For more
information about using this technique to create self-extracting Linux executables, see the article at
http:/linux.org.mt/article/selfextract.

7.4 Embedding Binary Resources and Using REBOL's Built In Compression

The following program can be used to encode external files (images, sounds, DLLs, .exe files, etc.) so
that they can be included within the text of your program code. Use "load (data)" to make use of any text
data created by this program:

REBOL [Title: "Simple Binary Embedder"]

system/options/binary-base: 64
file: to-file request-file/only
data: read/binary file

editor data

The example below uses a text representation of the image at http://musiclessonz.com/test.png, encoded
with the program above:

picture: load 64#({
iVBORwWOKGgoAAAANSUhEUgAAAFUAAABKkCATIAAAB4sesFAAAAE3RFWHRTb2Z0d2Fy
ZQBSRUJPTCO9WaWV3j9kWeAAAAU1JREFUeJzt1zEOgzAQBHkaT7s2ryZUUZoYRz4t
e9xsSzTjEXIktgP3trsPcPPo7z36e4/+3q0/9y76t/qjn3766V/0j4jBb86nUyZP
1M7kidKZPFE6kydq/Pjxq/nSE1Gv3qv50vj/059++hNQM6Z93+P3zgefAwl2Fygh
v/ToX+4Pt0ubiNKZPFE6Ux5q/0/4361kh6affvrpp38ZRT/990v6+£4tPPgX+8Ps
/meidCZP1M7kidKZPFE6kydKZ/JE6UyeKJ3JE6UzeaJ0Jk+UzuSJO0pk8UTMmvn8L
j/71/nC7tIkonekLdXm9dafSmeinn376D/rpp5/+vv1GgBkT37+FR/9y£7hd2kSU
zuSJ0pk8UTqTIOpn8kTpTJI4onck TpTN50nOmT5TO5InSmTxROpMnasbE92/h0b/Q
//3jR33v09x79vUd/73XvEwNmVzlr+eOLmgAAAABJRUSErkJggg==

}



view layout [image picture]

The program below allows you to compress and embed binary files in your code:

REBOL [Title: "REBOL Binary Embedder"]

system/options/binary-base: 64
file: to-file request-file/only
if not file [quit]
uncompressed: read/binary file
compressed: compress to-string uncompressed
editor compressed
alert rejoin ["Uncompressed size: " length? uncompressed
" bytes. Compressed size: " length? compressed " bytes."]

To use the compressed version of data created by the program above, use the following code:

to-binary decompress {compressed data}

For example:

image—-compressed: load to-binary decompress 64#{
eJzrDPBz5+WS4mJgYOD19HAJAtL/GRgYdTiYgKzm7Z9WACnhEteIkuD8t JLyxKJU
hiBXJ38f/bDM1PL+m2IVDAzsFz1dHEMg5ry9u3Gi jKcAyOFh3kVzn/0XmRW5WXGV
SUF25EOmKwrS jrrF9v890//u+cs/IS75763Tv720/5qt //p63LX1e9fEVO£fu/7ap
TmO0gZRIJ£+2DmMGZoVER5MQiz+ntzJix6kKnJ6CNio6vaONm0fCmLQeCHLVMY 1L jm
TRM64HLWMpPGK/334Hf4n+vkn+1lpr9md7jAVsYv+X8Z3Z+M/yscIX/j32H7s1/033
KK+0£f/CX8/X63sV1w51WgNj1763MjOS/xcccX8hzzFtXDwyXL9f/P19/£f0vxz4£2
OucaHfmZDwID+P7Hso/5snw8m+gqevH1030pG4kr8fhNC4£f/34Z89%0ov+vHedvAeut
SsdgX8T/0OYUCv9iblr++£f67R8pp9ukzLv8YHL39tL070+3peknlh/dDVBgzLU/d3
9te/Lki4cNgBmA6/10+J/RPdzty8Rr5y94/tfOxsX6/r8xJK0/UWIvIHI3/90AzZR
e09yKIUBVDLT9/br/U/m7x6CU98VAAJS2ZPPF/197eEDht £s9vX9rDzc6/v3qgzUyo
nJA/dz76Y77tHw+w3gX1bEMpDKihza/+7/0/c3+DU54tDwsobR2/£XR/qYXBiV8T
t3eDEmpA/d9LDASKOy/tnz+H/Ynmt 78E1lvti71AKA6pouxz/X7v+uR045ZFdRE6x
1921pG7NiSzx1£5R40pvvdNn+oB1lP40ng5/LO0geEJgCemFyl1KQgAAA==

}

view layout [image image—-compressed]

7.5 Running Command Line Applications

The "call" function executes commands in your computer's operating system (i.e., DOS and Unix
commands). The example below opens Windows' Notepad to edit the "C:\YOURNAME.ixt" text file
created earlier:

call "notepad.exe c:\YOURNAME.txt"

This next example opens Windows' Paint program to edit an image we downloaded earlier in the tutorial:



call "mspaint.exe c:\bay.jpg"

Here's an example that embeds an executable program into the code, decompresses, and writes the
program to the hard drive, and then runs it with the call function:

program: load to-binary decompress 64#{
eJztF11sU2X03K4VqJsrkZJIp60zchhFJIsx8qDB90d1fHdIO6ds7AgIX2jttyey/p
vWUjJuNnmNhMibzwaCSLi+EBE1ziGIkBGhOBSYTwwAMme9Dk4kgkgSiKcj3nuTes
QrKFhMUQOcn5+c7£d875+vXe27FJAg4AbIiGAQWWIWZMEbgTcmODNS5xRdmRi 6aoy
Z83YogngLlaNtV+s6kV7q9KelHeu9LYqQTXt7e/v97UqLcLugKJIvriShnAIoJOr
gXvPn+St1DAF5dyzHLWAd1w4TZ1Mm70QvWDu7 jKLs1sxBc4KQ30bb9bMHF 3F /D5 j
MFAHEIbHD+cwb88s9riSEI jvK7EKogZs//bxAvQOmY1gM5JsOUwWHPWFgEAYDTvqTp
eYdylFn5Sh/096h9nLrrDcD4IpQOm7UOkKWL/nt 6M1gMvxrkl+GVWS7xqWalzDzqGz
9rbyD5ehpmnl+ezt3M/RSPe7Q9/ajeh5+9Ztm3vKh9xoM7SaimLUR18C2JKf+Kg2
APoJwzDOuiAF+hHU/pHXryObdLyP+y2kEhx7UaLfo0gq/RJa60/n88Ndrpz 7FmgG
u5bk3L8zwdWXc0+jdOYXkn41nYfW++/qOPLyDz7BfH3jTXVnplx949inhPvnSgw/
8RSIHM7P8PdSUYtx1xSkONE+o0/u7EkKNE1MbpcuRKUhT jmLH/iHbDQQ7DHQL77zbh
oQxeRa9duBQHkRj+HnIdr7y/el78AvmmnHt 5VQAmaNo59/EZ8QSJAY 7TEURJvMu2x
KipYj2CaEToYve2eYYiwl4rWY6 jNSRWF5Xt suWSyhO7aJG8XXQFkNdAWYIgQIHK8nH
8FOSFJMoteEfZfQEo01SNCPCW2/BTjWK1uXkp9dDDegjrDgpkAUtiJhNp4ma3qUrx
MG6dgkyFMQ2ExQmaxgU2¢c/07D2ZJsCz3Q68Xh76Cvac2pZwi8jCO8rIZd4jielme
uHxmsEMelvMBZJf0YY8Pda95yH5p+tWrI86XMZbTE5algV1XFKyryeowpOCy4WE+
hdSrWGp26N008hW4XnS6/0OBS7MnUVHOKO00soTV+22qF56c95qKdt ZBzB66J/imSc
/Rmsg/KDdHFbA9O3RrZWByD/qPf1KTCwze3y2KCbn9vnP4ExoItiwrllzvneqq6+
0XGV/ /XVa5qCzXxL6M3ZfBfMZyFPBvywgD3FGD jLnGV18304T+HJAZ/PFXWTqrcj
GxerHljRqyL9sWXxqU2/nkHkilH4HDkvJeM7vZooeLdnNU2R10K34G1XdgveTmE7
vmv7£NDcFY1u3ABpNa5J6rZd9MouqGpjw6z1GLXn6vDxV/s9olcYvcroNUanGP2J
UZ3RG4zeZPQ203cY/YtRqCdqZ3Qho6WMuhit YHQZO0pr6mRr21Zvv03VFuuMoX0Gd
VqT7BlupKFoXw8eo/8yynUR+HvEa4g3EPXEXYuwSxOWIaxADiGHEBKKGeADxCOIx
alwXkE81zH/ut00dGOLt jQ2+hCSBzLUKWoeSyErC+pickIQgfAmhgaSG319xPEvo
ioQ6Ld9D0CL04ddZQuknaxA4WlhRtXeySaODXWM7BH jDFhHkhLUKYs2cJTcrAOH4
mmt XYgk+mlGVTBBOsVVbXJGDsNTWKexIqgpqQ4aWYqgbps4LPCDFNMPcLYXQpldrC
g0bcVHcKcQ220DqyB4PTHYKWScZVgCGsw/LBEgHWs jYLZR2 zRTMxWZUwfaFwOAot
SXVXTIuLM9V/ZeuSMw/UxW/s4KOF6W2GN jmp8Uo6rci8ImsZRVLxG+1hZWhgrlvé
/4F /ABcSIgQAEAAA

}

write/binary $%program.exe program

call %program.exe

The above binary embedder script will be used throughout this tutorial. Save it to a .r file so that it can be
run later.

7.6 Responding to Special Events in a GUI - "Feel"

REBOL's simple GUI syntax makes it easy for widgets to respond to mouse clicks. As you've seen, you
can simply put the block of code you want evaluated immediately after the widget that activates it:

view layout [btn "Click me" [alert "Thank you for the click :)"]]

But what if you want your GUI to respond to events other than a mouse click directly on a widget? What if,
for example, you want the program to react whenever a user clicks anywhere on the GUI screen (in a
paint program, for example), or if you want a widget to do something after a certain amount of time has
passed, or if you want to capture clicks on the GUI close button so that the user can't accidentally shut
down an important data screen. That's what the "feel" object and "insert-event-func" function are used for.



Here's an example of the basic feel syntax:

view layout [
text "Click, right-click, and drag the mouse over this text." feel [
engage: func [face action event] [
print action
print event/offset

The above code is often shortened using "f a €" to represent "face action event":

view layout [
text "Mouse me." feel [
engage: func [f a e] [
print a
print e/offset

You can respond to specific events as follows:

view layout [
text "Mouse me." feel [
engage: func [f a e] [
if a = 'up [print "You just released the mouse."]

1

You can also assign timer events to any widget, as follows:

view layout [
text "This text has a timer event attached." rate 00:00:00.5 feel [
engage: func [f a e] [
if a = 'time [print "1/2 second has passed."]

1

Here's a button with a time event attached (a rate of "0" means don't wait at all). Every 0 seconds, when
the timer event is detected, the offset (position) of the button is updated. This creates animation:

view layout/size [
mover: btn rate 0 feel [
engage: func [f a e] [
if a = 'time [
mover/offset: mover/offset + 5x5
show mover



1
1
1 400x400

By updating the offset of a widget every time it's clicked, you can enable drag-and-drop operations:

view layout/size [
text "Click and drag this text" feel [
; remember f="face", a="action", e="event":
engage: func [f a e] [
; first, record the coordinate at which the mouse is
; initially clicked:
if a = 'down [initial-position: e/offset]
; if the mouse is moved while holding down the button,
; move the position of the clicked widget the same amount
; (the difference between the initial clicked coordinate
; recorded above, and the new current coordinate determined
; whenever a mouse move event occurs) :
if find [over away] a [
f/offset: f/offset + (e/offset - initial-position)
1
show £
1

1
] 600X440

Feel objects and event functions can be included right inside a style definition. The definition below allows
you to easily create multiple GUI widgets that can be dragged around the screen. "movestyle" is defined
as a block of code that's later passed to a widget's "feel" object, and is therefore included in the overall
style definition (the remove and append functions have been added here to place the moved widget on top
of other widgets in the GUI (i.e., to bring the dragged widget to the visual foreground)). You can add this
"feel movestyle" code to any GUI widget to make it drag-able:

movestyle: [
engage: func [f a e] [
if a = 'down [
initial-position: e/offset
remove find f/parent-face/pane f
append f/parent-face/pane £
1
if find [over away] a [
f/offset: f/offset + (e/offset - initial-position)
1

show £

1

view layout/size [
style moveable-object box 20x20 feel movestyle
; "random 255.255.255" represents a different random
; color for each piece:
at random 600x400 moveable-object (random 255.255.255)
at random 600x400 moveable-object (random 255.255.255)
at random 600x400 moveable-object (random 255.255.255)
at random 600x400 moveable-object (random 255.255.255)
at random 600x400 moveable-object (random 255.255.255)
text "This text and all the boxes are movable" feel movestyle



] 600x440

The "detect" function inside a feel block is useful for constantly checking events. The following program
constantly checks for mouse movements, and if the mouse is ever positioned over the button, the button is
moved to a random position. This technique can be useful, for example, in video games controlled by
mouse movement:

view center-face layout [
size 600x440
at 270x209 b: btn "Click Me!" feel [
detect: func [f e] [
; The following line checks for any mouse movement:
if e/type = 'move [
; This line checks if the mouse position is within the
; coordinates of the button (i.e., touching the button):
if (within? e/offset b/offset 59x22) [
; If so, move the button to a random position:
b/offset: b/offset + ((random 50x50) - (random 50x50))
; Check if the button has been moved off screen:
if not within? b/offset -59x-22 659x462 [
; If so, move back to the center of the window:
b/offset: 270x209
1
; Update the screen:
show b
1
]

; When using the detect function, always return the event:
e

To handle global events in a GUI such as resizing and closing, "insert-event-func" is useful. The following
example checks for resize events:

insert-event-func [

either event/type = 'resize [
alert "I've been resized"
none ; return this value when you don't want to

; do anything else with the event.

10
event ; return this value if the specified event
; is not found

1

view/options layout [text "Resize this window."] [resize]

You can use that technique to adjust the window layout, and specifically reposition widgets when a screen
is resized:

insert-event—-func [
either event/type = 'resize [
stay-here/offset:



stay-here/parent-face/size - stay-here/size - 20x20
show stay-here
none ; return this value when you don't want to
; do anything else with the event.
10
event ; return this value if the specified event
; is not found

1

view/options layout [
stay-here: text "Resize this window."
] [resize]

To remove an installed event handler, use "remove-event-func". The following example captures three
consecutive close events, and then removes the event handler, allowing you to close the GUI on the 4th
try:

count: 1
evtfunc: insert-event-func [
either event/type = 'close [
if count = 3 [remove-event-func :evtfunc]
count: count + 1
none
10

event

1

view layout [text "Try to close this window 4 times."]

For more information about handling events see http://www.rebol.com/how-to/feel.html,
http://www.codeconscious.com/rebol/view-notes.html, and http://www.rebol.com/docs/view-system.html.

7.7 Common Errors

Listed below are solutions to a variety of common errors you'll run into when first experimenting with
REBOL:

1) "™ Syntax Error: Script is missing a REBOL header" - Whenever you "do" a script that's saved as a file,
it must contain at least a minimum required header at the top of the code. Just include the following text at
the beginning of the script:

REBOL []

2) "™** Syntax Error: Missing ] at end-of-script” - You'll get this error if you don't put a closing bracket at the
end of a block. You'll see a similar error for unclosed parentheses and strings. The code below will give
you an error, because it's missing a "]" at the end of the block:

fruits: ["apple" "orange" "pear" "grape"
print fruits

Instead it should be:



fruits: ["apple" "orange" "pear" "grape"]
print fruits

Indenting blocks helps to find and eliminate these kinds of errors.

3) "** Script Error: request expected str argument of type: string block object none" - This type of error
occurs when you try to pass the wrong type of value to a function. The code below will give you an error,
because REBOL automatically interprets the website variable as a url, and the "alert" function requires a
string value:

website: http://rebol.com
alert website

The code below solves the problem by converting the url value to a string before passing it to the alert
function:

website: to-string http://rebol.com
alert website

Whenever you see an error of the type "expected argument of type: __ ..",you need to
convert your data to the appropriate type, using one of the "to-(type)" functions. Type "? to-" in the REBOL
interpreter to get a list of all those functions.

4) "** Script Error: word has no value" - Miss-spellings will elicit this type of error. You'll run into it any time
you try to use a word that isn't defined (either natively in the REBOL interpreter, or by you, in previous
code):

wrod: "Hello world"
print word

5) If an error occurs in a "view layout" block, and the GUI becomes unresponsive, type "unview" at the
interpreter command line and the broken GUI will be closed. To restart a stopped GUI, type "do-events".
To break out of any endless loop, or to otherwise stop the execution of any errant code, just hit the [Esc]
key on your keyboard.

6) "** User Error: Server error: tcp 550 Access denied - Invalid HELO name (See RFC2821 4.1.1.1)" and
"** User Error: Server error: tcp -ERR Login failed.", among others, are errors that you'll see when trying
to send and receive emails. To fix these errors, your mail server info needs to be set up in REBOL's user
settings. The most common way to do that is to edit your mail account info in the graphic Viewtop or by
using the "set-net" function (http://www.rebol.com/docs/words/wset-net.html). You can also set everything
manually - this is how to adjust all the individual settings:

system/schemes/default/host: your.smtp.address
system/schemes/default/user: username
system/schemes/default/pass: password
system/schemes/pop/host: your.pop.address
system/user/email: your.email@site.com

7) Here's a quirk of REBOL that doesn't elicit an error, but which can cause confusing results, especially if



you're familiar with other languages:

unexpected: [
empty-variable: ""
append empty-variable "*"
print empty-variable

1

do unexpected
do unexpected
do unexpected

The line:

empty-variable: ""

doesn't re-initialize the variable to an empty state. Instead, every time the block is run, "empty-variable"
contains the previous value. In order to set the variable back to empty, as intended, use the word "copy"
as follows:

expected: [
empty-variable: copy ""
append empty-variable "*"
print empty-variable

1

do expected
do expected
do expected

8) Load/Save, Read/Write, Mold, Reform, etc. - another point of confusion you may run into initially with
REBOL has to do with various words that read, write, and format data. When saving data to a file on your
hard drive, for example, you can use either of the words "save" or "write". "Save" is used to store data in a
format more directly usable by REBOL. "Write" saves data in a raw, 'unREBOLized' form. "Load" and
"read" share a comparable relationship. "Load" reads data in a way that is more automatically understood
and put to use in REBOL code. "Read" opens data in exactly the format it's saved, byte for byte.
Generally, data that is "save"d should also be "load"ed, and data that's "write"ed should be "read". For
more information, see the following REBOL dictionary entries:

http://rebol.com/docs/words/wload.html

http://rebol.com/docs/words/wsave.html

http://rebol.com/docs/words/wread.html

http://rebol.com/docs/words/wwrite.html

Other built-in words such as "mold" and "reform” help you deal with text in ways that are either more
human-readable or more natively readable by the REBOL interpreter. For a helpful explanation, see
http://www.rebol.net/cookbook/recipes/0015.html.

9) Order of precedence - REBOL expressions are always evaluated from left to right, regardless of the
operations involved. If you want specific mathematical operators to be evaluated first, they should either
be enclosed in parenthesis or put first in the expression. For example, to the REBOL interpreter:



2 +4 * 6

is the same as:

(2 + 4) * 6 ; the left side is evaluated first
= 6 * 6
== 36

This is contrary to other familiar evaluation rules. In many languages, for example, multiplication is
typically handled before addition. So, the same expression:

2 +4 * 6

is treated as:

2 + (4 * 6) ; the multiplication operator is evaluated first
== 2 + 24

== 26

Just remember, evaluation is always left to right, without exception.
7.7.1 Trapping Errors

There are several simple ways to keep your program from crashing when an error occurs. The words
"error?”" and "try" together provide a way to check for and handle expected error situations. For example, if
no Internet connection is available, the code below will crash abruptly with an error:

html: read http://rebol.com

The adjusted code below will handle the error more gracefully:

if error? try [html: read http://rebol.com] [
alert "Unavailable."

1

The word "attempt” is an alternative to the "error? try" routine. It returns the evaluated contents of a given
block if it succeeds. Otherwise it returns "none™":

if not attempt [html: read http://rebol.com] [
alert "Unavailable."



To clarify, "error? try [block]" evaluates to true if the block produces an error, and "attempt [block]"
evaluates to false if the block produces an error.

For a complete explanation of REBOL error codes, see: http://www.rebol.com/docs/core23/rebolcore-
17.html.

8. EXAMPLE PROGRAMS - Learning How All The Pieces Fit Together

The examples in this section demonstrate how REBOL code is put together to create complete programs.
The code is heavily commented to provide line-by-line explanations of how each element works. The
recommended way to run the examples is to install REBOL on your computer, paste the code for each
program into a text editor, save the code file as "(program_name).r" and then double click the icon for the
text file you've created. With REBOL installed, any file with a ".r" extension will automatically run as if it's
an .exe program. A downloadable zip file containing screen shots, XpackerX instructions, and .exe files of
these examples and others from this tutorial is available at:

http://musiclessonz.com/rebol_tutorial_examples.zip

Be sure to check out the hundreds of additional code examples available directly from rebsites on the
desktop of the REBOL interpreter!

8.1 Little Email Client

The first example is a complete graphical email client that can be used to read and send messages:

REBOL [Title: "Little Email Client"]
; (every program requires a minimum header)

view layout [

; The line above creates the GUI layout.

hl "Send Email:"
; The second line adds a text label to the GUI.

btn "Server settings" [
system/schemes/default/host: request-text/title "SMTP Server:"
system/schemes/pop/host : request-text/title "POP Server:"
system/schemes/default/user: request-text/title "SMTP User Name:"
system/schemes/default/pass: request-text/title "SMTP Password:"
system/user/email: to-email request-text/title "Your Email Addr:"

; These lines set all the email user account information
; required to send and receive email. The settings are
; gotten from the user with the "request-text" function,
; and assigned to their appropriate locations in the system
; object.
address: field "recipient@website.com"
; This line creates a text entry field, containing
; the default text "recipient@website.com". It assigns
; the variable word "address" to the text entered here.
subject: field "Subject"
; another text entry field for the email subject line
body: area "Body"
; This creates a larger, multi-line text entry area for
; the body text of the email.
btn "Send" [
; A button with the word "send". The functions
; inside this action block are executed whenever



; the button is clicked.

send/subject to-email address/text body/text subject/text
; This line does most of the work. It uses the
; built-in REBOL word "send" to send the email. The
; send function, with its "/subject" refinement
; accepts three parameters. It's passed the current
; text contained in each field labeled above
; (referred to as "address/text" "body/text" and
; "subject/text"). The built-in "to-email" function
; ensures that the address text is treated as an
; email data value.

alert "Message Sent."
; alerts the user when the previous line is complete.

hl "Read Email:"
; Another text label
mailbox: field "pop://user:pass@website.com"
; Another text entry field. The user's email account
; info is entered here.
btn "Read" [
; An additional button, this time with an action
; block that reads messages from a specified mailbox.
; It only takes one line:
editor read to-url mailbox/text
; The built-in "to-url" function ensures that the
; text in the mailbox field is treated as a url.
; The contents of the mailbox are read and displayed
; in the built-in REBOL editor.

Here's the same code, without comments - it's very simple. Try pasting it directly into the REBOL
interpreter:

REBOL [Title: "Little Email Client"]
view layout [

hl "Send Email:"

btn "Server settings" [
system/schemes/default/host: request-text/title "SMTP Server:"
system/schemes/pop/host: request-text/title "POP Server:"
system/schemes/default/user: request-text/title "SMTP User Name:"
system/schemes/default/pass: request-text/title "SMTP Password:"
system/user/email: to-email request-text/title "Your Email Addr:"

1

address: field "recipient@website.com"

subject: field "Subject"

body: area "Body"

btn "Send" [
send/subject to-email address/text body/text subject/text
alert "Message Sent."

1

hl "Read Email:"

mailbox: field "pop://user:pass@website.com"

btn "Read" [
editor read to-url mailbox/text

8.2 Simple Web Page Editor



The following program can be used to load, edit, and save HTML files (or any other text file) directly
to/from a live web server or to/from a drive on your local computer. It requires 14 lines of code:

REBOL [Title: "Web Page Editor"] ; required header

view layout [
; Create a text entry field containing a generic url address for
; the page to be edited. Assign the label "page-to-read" to the
; text entered here:
page-to-read: field 600 "ftp://user:pass@website.com/path/page.html"
; Create a multi-line text field to hold and edit the HTML
; downloaded from the above url. Assign the label "the-html" to it:
the-html: area 600x440
; Layout the next three buttons on the same line:
across
; Create a button to download and display the HTML at the url given
; above.
btn "Download HTML Page" [
; Whenever the button is clicked, download the HTML at the url
; above, insert it into the multi-line text area (by setting the
; text property of that field to the downloaded text), and update
; the display:
the-html/text: read (to-url page-to-read/text)
show the-html
1
; Create another button to read and display HTML from a local file:
btn "Load Local HTML File" [
; Whenever the button is clicked, read the HTML from a file
; selected by the user, insert it into the multi-line text area,
; and update the display:
the-html/text: read (to-file request-file)
show the-html
1
; Create another button to write the edited contents of the multi-
; line text area back to the url:
btn "Save Changes to Web Site" [
write (to-url page-to-read/text) the-html/text
1
; Create another button to write the edited contents of the multi-
; line text area to a local file selected by the user:
btn "Save Changes to Local File" [
write (to-file request-file/save) the-html/text

1

8.3 Little Menu Example

A module that produces full blown menus with all the bells and whistles is available at
http://www.rebol.org/library/scripts/menu-system.r (covered later in this tutorial). Here's a simpler
homemade example that can be included in your programs to provide basic menu functionality. It's
constructed using only raw, native REBOL GUI components:

REBOL [Title: "Simple Menu Example"]
view center-face gui: layout [
size 400x300

at 100x100 H3 "You selected:"
display: field



; Here's the menu. Make sure it goes AFTER other GUI code.
; If you put it before other code, the menu will appear be-
; hind other widgets in the GUI. The menu is basically just
; a text-list widget, which is initially hidden off-screen
; at position -200x-200. When an item in the list is

; clicked upon, the action block for the text-list runs

; through a conditional switch structure, to decide what to
; do for the chosen item. The code for each option first

; re—hides the menu by repositioning it off screen (at

; —200x-200 again). For use in your own programs, you can
; put as many items as you want in the list, and the action
; block for each item can perform any actions you want.

; Here, each option just updates the text in the "display"
; text entry field, created above. Change, add to, or

; delete the "iteml" "item2" and "quit" elements to suit

; your needs:

origin 2x2 space 5x5 across
at -200x-200 file-menu: text-list "iteml" "item2" "quit" [
switch value [
"iteml" [
face/offset: -200x-200
show file-menu
; PUT YOUR CODE HERE:
set-face display "File / iteml"
]
"item2" [
face/offset: -200x-200
show file-menu
; PUT YOUR CODE HERE:
set-face display "File / item2"
]
llquit" [quit]

; The menu initially Jjust appears as some text choices at
; the top of the GUI. When the "File" menu is clicked,

; the action block of that text widget repositions the

; text-list above, so that it appears directly underneath
; the File menu ("face/offset" is the location of the

; currently selected text widget). It disappears when

; clicked again - the code checks to see if the text-list
; is positioned beneath the menu. If so, it repositions
; it out of sight.

at 2x2
text bold "File" [
either (face/offset + 0x22) = file-menu/offset [
file-menu/offset: -200x-200
show file-menu
11
file-menu/offset: (face/offset + 0x22)
show file-menu

; Here's an additional top level menu option. It provides

; just a single choice. Instead of opening a text-list

; widget with multiple options, it simply ensures that the

; other menu is closed (re-hidden), and then runs some code.



text bold "Help" [
file-menu/offset: -200x-200
show file—-menu
; PUT YOUR CODE HERE:
set—-face display "Help"

8.4 Loops and Conditions - A Simple Database App

One of the most important applications of loop structures is to step through lists of data. By stepping
through elements in a block, loops can be used to process and perform actions on each item in a given
data series. This technique is used in all types of programming, and it's a cornerstone of the way
programmers think about working with tables of data (such as those found in databases). Because many
programs work with lists of data, you'll very often come across situations that require the use of loops.
Thinking about how to put looping structures to use is a fundamental part of learning to write code in any
language. The example below demonstrates several ways in which you'll see loops commonly put to use.

REBOL [title: "Loops and Conditions - a Simple Database App"]

; First, a small user database is defined. 1It's organized

; into a block structure: the "users" block contains 5

; blocks, which each contain 5 items of information for

; each user. Blank items are represented with empty quotes.

users: [

["John" "Smith" "123 Toleen Lane" "Forest Hills, NJ" "555-1234"]

["Paul" "Thompson" "234 Georgetown Pl." "Peanut Grove, AL"

"555-2345"]

["Jim" "Persee" "345 Portman Pike" "Orange Grove, FL" "555-3456"]

["George" "Jones" "456 Topforge Court" "Mountain Creek, CO"
["Tim" "Paulson" nn mn "555_56'78"]

; This program does not have a GUI. Instead, it's a text

; based "console" program. Since there's no GUI, we need

; to format the output so that it's got a nice layout on the
; screen. Here's a little function that uses a loop to draw
; a line. It prints 65 dashes next to each other, and then
; a carriage return. We'll use those lines to help print

; nicely formatted output:

draw-line: does [loop 65 [prin "-"] print ""]

; Note that this is not the most efficient way to draw a line
; of characters, because the program needs to run through

; the loop every time a line is drawn. You'll see some

; flicker on the screen every time this happens, because

; the computer has to run through the "prin" function 65

; times for each line. Although it only takes a fraction of
; a second on a modern computer, it's still quite noticeable.
; It would be faster, instead, to build a block of characters
; once, and then print that block, as follows:

; a-line: copy []

; loop 65 [append a-line "-"]

; ; remove the spaces and turn it
; ; into a string of characters:
; a-line: trim to-string a-line

; ; now you can print "a-line"

; ; anywhere you need it:



print a-line

The inefficient code above is left in this example to
demonstrate a point about how the coding thought process
can dramatically effect the performance of programs you
create. That's especially true for programs that perform
complex loops on large lists of data. The more efficient
line printing function is implemented in another example
following this one, to demonstrate the difference in its
effectiveness.

Next is a small function that prints out all of the data
in the database. It uses a foreach loop to cycle through
each block of user data, and then it prints a line
displaying each element in the block (items numbered 1-5
in each block). This creates a nicely formatted display:

print-all: does [

foreach user users [
draw-line

print rejoin ["User: " user/l1 " " user/2]
draw-line

print rejoin ["Address: " user/3 " " user/4]
print rejoin ["Phone: " user/5]

print newline

The following code uses a forever loop to continually
request a choice from the user. It uses several foreach
loops to pull information from the data block, and a
conditional "switch" structure to decide how to respond
to the user's request. The "switch" inside a forever
loop is a common design in command line programs:

forever [

; First, print some nice formatting and display info:
prin "~ (1B) [J" ; this code clears the screen.

print "Here are the current users in the database:*/"
; The "~/" at the end of the line above prints a newline.

draw—-line ; run the function defined above

; Now print the list of user names. A foreach loop is

; used to get the first and last name of each user in the
; database. The first name is item 1 in each block, and
; the last name is item 2 in each block. So for each

; block in the database, "user/l" and "user/2" are

; printed:

foreach user users [prin rejoin [user/1 " " user/2 " "]]
print mn
draw-line

; print some instructions:

prin "Type the name of a user below "

print " (part of a name will perform search) :*/"
print "Type 'all' for a complete database listing."
print "Press [Enter] to quit.~/"



; Now ask the user for a choice:

answer:

ask {What person would you like info about? }

print newline

; Decide what to do with the user's response:

switch/default answer [

4

4

"al1l"

’
4
’
4

4

’
4

’

10

If they typed "all", execute the "print-all"
function defined earlier:

[print-all]

If they typed the [Enter] key alone (""), print a
goodbye message, and end the program. Note that

"ask" is used to display the message, instead of

"print". This allows the program to wait for the
user to press a key before ending the program:

[ask "Goodbye! Press [Enter] to end." quit]

If neither of the choices above were selected, the
default block below is executed (this is the last
part of the switch structure):

This section starts by creating a "flag" wvariable,
which is used to track whether or not the user's
choice has been found in the database - the word
"found" is initially set to false to indicate that
the user name has not yet been found:

found: false

4

4

Next, a foreach loop steps through each user block
in the database:

foreach user users [

If the entered user name is found in the
database (either the first or last name), the
info for that user is printed out in a nicely
formatted display, and the "found" flag is set
to true. The "rejoin" action is used to join
the first name and last name, and is used in
conjunction with the "find" action to check
whether the user's answer matches any part of
the names in the database (when you run this
code, try entering single characters, or a
part of a name, to see what happens).

if find rejoin [user/1l " " user/2] answer [
draw-line
print rejoin ["User: " user/1l " " user/2]
draw-line
print rejoin ["Address: " user/3 " " user/4]
print rejoin ["Phone: " user/5]

print newline
found: true



; If the "found" variable is still false after

; looping through the entire user database, then the
; user name was not found in the database. Print a
; message to that effect:

if found <> true [ ; "<>" means "not equal to"
print "That user is not in the database!”*/"]
; Wait for a user response, and then continue again at

; the beginning of the forever loop:

ask "Press [ENTER] to continue"

Here's the entire program without the comments. Try to follow the program flow on your own. NOTE: In
this version, the inefficient "draw-line" function is replaced by the suggested "print a-line" routine above. As
a result, you'll see a dramatic reduction in screen flicker:

Rebol []

users: [
["John" "Smith" "123 Tomline Lane" "Forest Hills, NJ" "555-1234"]
["Paul" "Thompson" "234 Georgetown Pl." "Peanut Grove, AL" "555-2345"]
["Jim" "Persee" "345 Pickles Pike" "Orange Grove, FL" "555-3456"]
["George" "Jones" "456 Topforge Court" "Mountain Creek, CO" ""]
["Tim" "Paulson" "" "" "555-5678"]

1

a-line: copy [] loop 65 [append a-line "-"]

a-line: trim to-string a-line
print-all: does [
foreach user users [
print a-line

print rejoin ["User: " user/l1 " " user/2]
print a-line

print rejoin ["Address: " user/3 " " user/4]
print rejoin ["Phone: " user/5]

print newline
1
1
forever [
prin "4~ (1B) [J"
print "Here are the current users in the database:*/"
print a-line
foreach user users [prin rejoin [user/1 " " user/2 " "]]
print "" print a-line
prin "Type the name of a user below "
print " (part of a name will perform search) :*/"
print "Type 'all' for a complete database listing."
print "Press [Enter] to quit.”*/"
answer: ask {What person would you like info about? }
print newline
switch/default answer [
"all" [print-all]
" [ask "Goodbye! Press any key to end." quit]
1
found: false
foreach user users |
if find rejoin [user/1l " " user/2] answer [



print a-line

print rejoin ["User: " user/1l " " user/2]
print a-line

print rejoin ["Address: " user/3 " " user/4]
print rejoin ["Phone: " user/5]

print newline
found: true
1
1

if found <> true [
print "That user is not in the database!*/"
1
1

ask "Press [ENTER] to continue"

For some perspective, here's a GUI version of the same program that demonstrates how GUI and
command line programming styles differ. Notice how much of the data handling is managed by the built-in
GUI tools in the language, rather than by homemade loops:

REBOL [title: "Simple Database App - GUI Example"]

users: [
["John" "Smith" "123 Tomline Lane" "Forest Hills, NJ" "555-1234"]
["Paul" "Thompson" "234 Georgetown Pl." "Peanut Grove, AL" "555-2345"]
["Jim" "Persee" "345 Pickles Pike" "Orange Grove, FL" "555-3456"]
["George" "Jones" "456 Topforge Court" "Mountain Creek, CO" ""]
["Tim" "Paulson" nn nmn "555_5678"]

]

user-list: copy []

foreach user users [append user-list user/1]
user-list: sort user-list

view display—-gui: layout [

h2 "Click a user name to display their information:"
across
list-users: text-list 200x400 data user-list [

current-info: []

foreach user users [

if find user/l1 value [
current-info: rejoin [

"FIRST NAME: " user/l newline newline
"LAST NAME: " user/2 newline newline
"ADDRESS: " user/3 newline newline
"CITY/STATE: " user/4 newline newline
"PHONE : " user/5

1
1
display/text: current-info
show display show list-users

1
display: area "" 300x400 wrap

8.5 FTP Chat Room

This example is a simple chat application that lets users send instant text messages back and forth across
the Internet. It includes password protected access for administrators to erase chat contents. It also allows



users to pause activity momentarily, and requires a username/password to continue ["secret" "password"].
The chat "rooms" are created by dynamically creating, reading, appending, and saving text files via ftp (to
use the program, you'll need access to an available ftp server: ftp address, username, and password.
Nothing else needs to be configured on the server).

REBOL [title: "FTP Chat Room"] ; required header

webserver: to-url request-text/title/default trim {
Web Server Address:} {ftp://user:pass@website.com/chat.txt}
; get the url of a webserver text file to use for the chat.
; The ftp username, password, domain, and filename must be
; entered in the format shown.

name: request-text/title "Enter your name:"
; get the user's name

cls: does [prin "~ (1B) [J"]
"cls" is assigned the function definition which clears the screen.

write/append webserver rejoin [now ": " name

" has entered the room." newline]
; The line above writes some text to the webserver.
; The "/append" refinement adds it to the existing
; text in the webserver file (as opposed to erasing
; what's already there). Using "join", the text
; written to the webserver is the combined value of
; {the user's name}, some static text, the current
; date and time, and a carriage return.

forever [
current—-chat: read webserver
; read the messages that are currently on the webserver,
; and assign the variable word "current-chat"

cls ; clear the screen using the word defined above
print rejoin [

newline {You are logged in as: } name newline

{Type "room" to switch chat rooms.} newline

{Type "lock" to pause/lock your chat.} newline

{Type "quit" to end your chat.} newline

{Type "clear" to erase the current chat.} newline

{Press [ENTER] to periodically update the display.} newline

" " newline]
; displays a greeting and some instructions

print rejoin ["Here's the current chat text at: " webserver newline]
print current-chat

sent-message: copy rejoin [name " says: "

entered-text: ask "You say: "]
; get the text to send, then check for commands below
; ("quit", "clear", "room", "lock", and [ENTER])

; The built-in word "ask" requests some info within
; the interpreter.

switch/default entered-text [
"quit" [break]
; if the user typed in "quit",
; stop the forever loop (exit the program)
"clear" [
if/else request-pass = ["secret" "password"] [



write webserver ""
"if/else" is the same as "either"

alert {You must know the administrator
password to clear the room!}

; i1f the user typed in "clear", erase the
; current text chat. But first, ask user
; for the administrator username/password
1
"room" [
write/append webserver rejoin [
now ": " name " has left the room." newline]
webserver: to-url request-text/title/default {New Web
Server Address:} to-string webserver
write/append webserver rejoin [
now ": " name " has entered the room." newline

; if the user typed in "room", request a new
; webserver address, and run some code that was
; presented earlier in the program,
; using the newly entered "webserver" variable,
; to effectively change chat "rooms".
1
"lock" [
alert {The program will now pause for 5 seconds.
You'll need the correct username and password
to continue.
}
pause-time: now/time + 5
; assign a variable to the time 5 seconds from now
forever [if now/time = pause-time [
; wait 5 seconds
while [request—-pass <> ["secret" "password"]] [
alert "Incorrect password - look in the source!"
1
; don't go on until the user gets the password right.
break
1
1
; exit the forever loop after 5 seconds have passed
1
11
if entered-text <> "" [
write/append webserver rejoin [sent-message newline]

; default case: as long as the entered message is not

; blank ([Enter]), write the message to the web server

; (append it to the current text)

1

1
; when the "forever" loop is exited, do the following:
cls print "Goodbye!"
write/append webserver rejoin [now ": " name " has closed chat." newline]
wait 1

The bulk of this program runs within a "forever" loop, and uses a conditional "switch" statement to decide
how to respond to user input (as in the "Loops and Conditions - A Simple Database App" example). This is
a classic structure that can be adjusted to match a variety of generalized situations in which the computer
repeatedly waits for and responds to user interaction at the command prompt.



8.6 Image Effector

The next application creates a GUI interface, downloads and displays an image from the Internet, allows
you to apply effects to it, and lets you save the effected image to the hard drive. In the mix, there are
several routines which get data, and alert the user with text information.

REBOL [Title: ""]
; header is still required, even if a title isn't included

effect-types: ["Invert" "Grayscale" "Emboss" "Blur" "Sharpen"
"Flip 1x1" "Rotate 90" "Tint 83" "Contrast 66"
"Luma 150" "None"]

; this creates a short list of image effects that are built

; into REBOL, and assigns the variable word "effect-types"

; to the block

do %/c/play_sound.r

; The line above imports the simple "play-sound" function

; created earlier in the tutorial. For this program to work
; correctly as it is, the play_sound.r file should be saved
; to C:\

image-url: to-url request-text/title/default ({
Enter the url of an image to use:} trim {
http://rebol.com/view/demos/palms. jpg}
; ask user for the location of a new image (with a default
; location), and assign it to the word "new-image"

gui: [

; The following code displays the program menu, using a
; "choice" button widget (a menu-select type of button
; built in to REBOL). The button is 160 pixels

; across, and is placed at the uppermost, leftmost

; pixel in the GUI (0x0) using the built-in word "at".
; The action block for the button contains various

; functions to be performed, based on the selected choice
; (using conditional "if" evaluations. This could have
; been done with less code, using a "switch" syntax.

; "If" was used, however, to demonstrate that there are
; always alternate ways to express yourself in code -

; just like in spoken language.).

across
; horizontally aligns all the following GUI widgets,
; so they appear next to each other in the layout
; (the default behavior in REBOL is to align elements
; vertically).
space -1
; changes the spacing of consecutive widgets so they're
; on top of each other
at 20x2 choice 160 tan trim {
Save Image} "View Saved Image" "Download New Image" trim {
} "Exit" [
if value = "Save Image" [
filename: to-file request-file/title/file/save trim {
Save file as:} "Save" %/c/effectedimage.png
; request a filename to save the image as,
; defaults to "c:\effectedimage.png"
save/png filename to-image picture
; save the image to hard drive




]
if value = "View Saved Image" [
view-filename: to-file request-file/title/file trim {
View file:} "Save" filename
view/new center-face layout [image load view-filename]
; read the selected image from the hard drive
; and display it in a new GUI window

if value = "Download New Image" [
new-image: load to-url request-text/title/default trim {
Enter a new image url} trim {
http://www.rebol.com/view/bay. jpg}
; ask for the location of a new image,
; and assign it to the word "new-image"
picture/image: new-image
; replace the old image with the new one
show picture ; update the GUI display
1
if value = " " [] ; don't do anything
if value = "Exit" [
play-sound %/c/windows/media/tada.wav
quit ; exit the program

1

choice tan "Info" "About"
[alert "Image Effector - Copyright 2005, Nick Antonaccio"]
; a simple "about" box

below

; vertically aligns successive GUI widgets -

; the opposite of "across"

space 5

; spread out the widgets some more

pad 2

; put 2 pixels of blank space before the next widget
box 550x1 white

; draws a line 550 pixels wide, 1 pixel tall

; (just a cosmetic separator)

pad 10

; put some more space between widgets

vhl "Double click each effect in the list on the right:"
; a big text header for the GUI

return

; advances to the next row in the GUI

across

picture: image load image-url
; get the image entered at the beginning of the program,
; and give it a label

text-list data effect-types [
current-effect: to-string value
picture/effect: to-block form current-effect
show picture

; The code above creates a text-list gui widget

; and assigns a block of actions to it, to be run whenever the
; user clicks on the list. The block of actions is indented

; and each action is placed on separate line for readability.

; The first line assigns the word "current-effect" to the value
; which the user has selected from the list. The second line



; applies that effect to the image (the words "to-block" and "form"
; are required for the way effects are applied syntactically.

; The third line displays the newly effected image. The "show"

; word is _very_ important. It needs to be used whenever a GUI

; element is updated.

1

view/options center-face layout gui [no-title]
; display the gui block above
"/options [no title]" displays the window without a title bar
; (so it can't be moved around),
; and "center-face" centers the window on the screen

8.7 Guitar Chord Diagram Maker

This program creates, saves, and prints collections of guitar chord fretboard diagrams. It demonstrates
some common and useful file, data, and GUI manipulation techniques, including the drag-and-drop "feel"
technique, used here to slide the pieces around the screen. It also demonstrates the very important
technique of printing output to HTML, and then previewing in a browser (to be printed on paper, uploaded
to a web site, etc.). This is a useful cross-platform technique that can be used to view and print formatted
hard copies of REBOL data:

REBOL [Title: "Guitar Chord Diagram Maker"]
; load embedded images:

fretboard: load 64#{
iVBORwWOKGgoAAAANSUhEUgAAAFUAAABKCAIAAAB4sesFAAAACXBIWXMAAASTAAAL
EwWEAMpwYAAAA2U1EQVR4n0O3YQQgDOBAFOXTIwXtuNjfrLITs0rowGgbgbRWXEEL+
RFU9wJ53v8DN7Gezn81+NvvZXv31liLjmPX6n/4NL//72s91/QGbWd5m53dbc8/kR
uv5RJI/QvzH42+9nsZ70£zX62nfOPzZzzyNUxxh8+qhfVHo94 /rM49y+b/Wz2s9nP
Zj+b/WzuX/cvmfuXzX42+9nsZ70£2zX4296/718z9y2Y/m/1s9rPZz2Y/m/vX/Uvm
/mWzn81+NvvZ7Gezn8396/412/n+y6N/£f/vZ7Gezn81l+t jenRWXD3TC8nAAAAABJ
RUSErkJggg==

}

barimage: load 64#{
iVBORwWOKGgoAAAANSUhEUgAAAEOAAAAFCAIAAABtvO2fAAAACXBIWXMAAASTAAAL
EwEAmpwYAAAAHE1EQVR4nGNsaGhgGL6AaaAdQFsw6r2hDIa59wCE/AGKgzU3RwAA
AABJRUSErkJggg==

}

dot: load 64#{

iVBORwWOKGgoAAAANSUhEUgAAAAOAAAAKCAIAAAACUF jgAAAACXBIWXMAAASTAAAL
EwEAMpwYAAAAFE1EQVR4nGNsaGhgwA2Y8MiNYGkA22EB1PG3 £ jQAAAAASUVORKSC
YII=

}

; Gui Design:

; The routine below was defined in the section about "feel":

movestyle: [
engage: func [f a e] [
if a = 'down [

initial-position: e/offset
remove find f/parent-face/pane £
append f/parent-face/pane £

1

if find [over away] a [



f/offset: f/offset + (e/offset - initial-position)
1

show £

With that defined, adding "feel movestyle" to any widget

makes it movable within the GUI. 1It's very useful for all
sorts of graphic applications... If you want to pursue
building graphic layouts that respond to user events, learning
all about how "feel" works in REBOL is very important. See
the URL above for more info.

gui: [

backdrop white
; makes the GUI background white
currentfretboard: image fretboard 255x300
; show the fretboard image, and resize it
; (the saved image is actually 85x100 pixels)
currentbar: image barimage 240x15 feel movestyle
; Show the bar image, resize it, and make it movable.
; Notice the "feel movestyle". Thats' what enables
; the dragging.
text "INSTRUCTIONS:" underline
text "Drag dots and other widgets onto the fretboard."
across
text "Resize the fretboard:"
tab
; "tab" aligns the next GUI element with a predefined
; column spacer
rotary "255x300" "170x200" "85x100" [
currentfretboard/size: to-pair value show currentfretboard
switch value [
"255x300" [currentbar/size: 240x15 show currentbar]
"170x200" [currentbar/size: 160x10 show currentbar]
"85%x100" [currentbar/size: 80x5 show currentbar]

; The rotary button above lets you select a size for the

; fretboard. 1In the action block, the fretboard image is
; resized, and then the bar image is also resized,

; according to the value chosen. This keeps the bar size
; proportioned correctly to the fretboard image.

; After each resize, the GUI is updated to actually display
; the changed image. The built-in word "show" updates the
; display. This needs to be done whenever a widget is

; changed within a GUI. Be aware of this - not "show"ing
; a changed GUI element is an easily overlooked source of
; errors.

return

button "Save Diagram" [
filename: to-file request-file/save/file "1.png"
save/png filename to-image currentfretboard

; The action block of the above button requests a filename
; from the user, and then saves the current fretboard image
; to that filename.

tab



; The action block of the button below prints out a user-

; selected set of images to an HTML page, where they can be
; viewed together, uploaded the Internet, sent to a printer,
; etc.

button "Print" [
filelist:
sort request-file/title "Select image(s) to print:"
; Get a list of files to print.
html: copy "<html><body>"
; start creating a block that holds the HTML layout,
; and give it the label "html".
foreach file filelist [
append html rejoin [
{<img src="file:///} to-local-file file {">}
1

1

; The foreach loop builds an HTML layout that displays

; each of the selected images.

append html [</body></html>]

; finish up the HTML layout. Now the variable "html"

; contains a complete HTML document that will be

; written to the hard drive and opened in the default
; browser. The code below accomplishes that.

write %chords.html trim/auto html

browse %chords.html

; Each of the following loops puts 50 movable dots onto the GUI,
; all at the same locations. This creates three stacks of dots
; that the user can move around the screen and put onto the

; fretboard. There are three sizes to accommodate the resizing
; feature of the fretboard image. Notice the "feel movestyle"

; code at the end of each line. Again, that's what makes the

; dots dragable.

loop 50 [append gui [at 275x50 image dot 30x30 feel movestyle]]
loop 50 [append gui [at 275x100 image dot 20x20 feel movestyle]]
loop 50 [append gui [at 275x140 image dot 10x10 feel movestyle]]

; The following loops add some additional dragable widgets to
; the GUI.

loop 6 [append gui [at 273x165 text "X" bold feel movestyle]]
loop 6 [append gui [at 273x185 text "O" bold feel movestyle]]

view layout gui

8.8 Listview Database Front End

This example uses the listview module found at http://www.hmkdesign.dk/rebol/list-view/list-view.r. The
listview module handles all the main work of displaying, sorting, filtering, altering, and manipulating data,
with a familiar user interface that's easy to program. Documentation is available at
http://www.hmkdesign.dk/rebol/list-view/list-view.html.

Clicking on a column header in the example below sorts the data by the selected column, ascending or
descending. Clicking the diamond in the upper right hand corner returns the data to its unsorted order.
Selecting a row of data with the mouse allows each cell to be edited directly. Because inline editing is
possible, no additional GUI widgets are required for data input/output. That makes the listview module a
very powerful tool which is useful in a wide variety of situations.



REBOL [title: "Database"]

; The function below watches for the GUI close button, to keep
; the program from being shut down accidentally. The code was
; adjusted from an example at:

; http://www.rebolforces.com/view-faq.html

evt—-close: func [face event] [
either event/type = 'close [
inform layout [
across
Button "Save Changes" [
; when the save button is clicked, a backup data
; file is automatically created:
backup-file: to-file rejoin ["backup_" now/date]
write backup-file read %database.db
save %database.db theview/data quit
1
Button "Lose Changes" [quit]
Button "CANCEL" [hide-popup]
] none ] [
event
1
1

insert-event-func :evt-close
; Download and import/run ("do") the list-view.r module

if not exists? %list-view.r [write %list-view.r read
http://www.hmkdesign.dk/rebol/list-view/list-view.r
1

do %$list-view.r

; The following conditional evaluation checks to see if a
; database file exists. If not, it creates a file with
; some empty blocks:

if not exists? %database.db [write %database.db {[]1[]1}]
; Now the stored data is read into a variable word:
database: load %database.db

; Here's the guts of the program. Be sure to read the
; list-view documentation to see how the widget works.

view center-face gui: layout [
h3 {To enter data, double-click any row, and type directly
into the listview. Click column headers to sort:}
theview: list-view 775x200 with [
data-columns: [Student Teacher Day Time Phone
Parent Age Payments Reschedule Notes]
data: copy database
tri-state-sort: false
editable?: true
1
across
button "add row" [theview/insert-row]
button "remove row" [
if (to-string request-list "Are you sure?"
[yes no]) = "yes" [
theview/remove-row



1

]
button "filter data" [
filter-text: request-text/title trim {
Filter Text (leave blank to refresh all data):}
if filter-text <> none [
theview/filter-string: filter-text
theview/update
1
1
button "save db" [
backup-file: to-file rejoin ["backup_" now/date]
write backup-file read %database.db
save %database.db theview/data

This example downloads the list-view module from the Internet, and then imports it from the hard drive.
The following lines require that there is either an Internet connection available, or that the list-view.r
module already exists on the user's hard drive:

if not exists? %list-view.r [write %$list-view.r read
http://www.hmkdesign.dk/rebol/list-view/list-view.r
]

do %$list-view.r

If you want to use the list-view.r module in a script, without having to download it or include it a separate
file (so that no external dependencies are required to run the script), you can replace the above lines with
the following code. The following code is the list-view.r file, compressed using "compress read
http://www.hmkdesign.dk/rebol/list-view/list-view.r":

do decompress #{

789CCD3D6B73E3C871DFF52BE6369592F67629905A9F73A6B2A7B2EFECD8ES57
2AE738A96221551031142181040D8092B8A9FC97FCD474F7BCBA07038ADA3B3B
E6D56909CCABA7BBA75FD333FCB75FFEE28FBF538B33A5FES4F5B59EAB377FFE
CD77EA77TBFFO9FE4F933FFFE697FFA17ES552CF51B28FD558585FF58575D3F79AC
F4D3650B2F7FBEEFD74D3B578B37BFD6DBB67A50BFAF1EOASDABDFB6504D6F 3B
BD7D9343B56F9BDDA1ADEED63DF47E359D7EF55EC1DF 9FAAS89FAF SEF 7FABBED3
5D75B7C521BE6D75D1EB728EAS55F4D665793AB9FC1DBEFEO1DBDFAE9643A9B5C
CDEOD59F75DB55CD76AEA697D3CBABAFELICDEFAA250E3757FFODOF4AFDE2FBEF
DA4C5D3D3D365B383D7CDBESDEACBAG6BDCB6AS3ADCB6EBB72621F2E77EBDDSB6A
FS5EF9D5645AF0ES505F354F5B059378B88492FF81FFFF75DFEE1A1AEQOSFF456B7
45AD76E68D428C2042D453D5AFD5A6D81ED40AEGBL6F75A7564DABF650A7DA2A
COEA2576F487A6F760FE695D411D40AC827F8BC7A2AA8SBDB1A619853F1BAEF77
F32CC379AC370F25E1E9B27CC85A7DDBD499A74426690218D39B4615DB52F5BA
EB9705CCF787765E428FAEF36609DDB59A7509B3DB140FBA6C965738E30DEOF0
F3A7DO3FF79FD972DD6FEACF6B3A013AF44D7BF8FCC17D0F1608A4F4AFCDAB39
2D2EA5SBED740F71FDC717E969F9D75FDA1AE3EE96C53C02A6BA97F6AB0OAAT740D
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EC452E486DE4452C5CBCOB228EDS8OE73F030C9F0661E3CC79642328B9C4B562B
F5C55D96B1D2C45B356FF8A1DA4EE3B593FEB64B71F7ASB703F91D98D28CBB56
DD7EB7031292D4A72546DCCFC0323CCE226546B2D958D9D25DD5A11E14B8E094
CE4363A121B8B037ED90187FB257148338DF14DBE24E2BF30B01F67783FCE599
78B930ABBBA4DF1FB387663BB56A9BODIDD1F189BAAD06389650B969F15663BA
D5A7061FC2A30E80999FE4118CA47C053E3672F646258E69870D032C7A27CE88
F35F352247801F8B26D78588CD6FB35E3A7D11AD5B42F05C3DC8BBOF5E6FF98C
S5ABI9C376E3762E7422564454780F168C1328713BE62D5F18A4E0C1FA2FAL1COAS
324E822D1F3576D9825E8724F6706C9D207EEF990A20240EB7B42C6EODOFBF53
F7CE1B7A0790A406F04702FD28C221B3275B1D77A1F598DC3FBDF7A6D4COFALF
D47E69F7EF5EOA9141FBA389E1AC9A4D114F148D5DDD6C1BOE5978ACA64D74FD
F88A3628553EAA9897CCE7B4DD539BB23E3EAF0430C7414D6C8D8674F4D12EED
4C928D6D8EFCAB710F7DFE60AAA4CE469F363A8DF31934B5908FD2153FE96D79
FCFO9BF1lE4EF0354AF8021DDFFA91CC54E2AFCBDD2ECF55CFD778C7190A2FCCA
6E7B4D8379F0E64896A92B3CF91F374F8A6D160F39A60A53E2DBOB5CFB0554D8
F4F2672F4869BC77AD2EEE68F01BB09C283534D13968F987C1F505665493E87C
OAC2EF333A6D3156683610EF33F6E357DE547A318DD97CA2E3E02966F309E90F
6A48CFD13EC7BA1B76319ADC556DCODOBCB1F31C51BF6E83DB7A4A36AF31C9A1
836447FEE9613D74B4F3767171EF3C2833B2D9AD51C0947114CF7D08507561AA
A72B9D2A901C51937958496CDF67C90C8DF039F2334A7CCC6491BB5A3E59C842
5847BABSESFD5D4DF16F28DE7BF9E3EDB5D9576FD1C41E41B45BDDE11ECCD181
D3F61A4D96FD289E885F0C71028BABC1DBIB306376873F37190FACF026E40FEA
CDE5SES5E59B14100B391CFBB13E51EDA8CC89B236AC91CD2FED272BD7DADBEASD
D499F77F702D8B3BID7C9B68574FBI91F8CESE1597E5AC216B3E89559E3E9081E
17E52C5469F60747829532403A7AC82058FDEC22753301EB52F1CB9AA36ESELY
92F1B93FE4F2BA5CBB74842699DB4BC4A02C908BE46F05BF9C5A2E458BDBO0F 3
FBO08C6F989B6120C1B5F444C11F8D89D3B21A12D31342697AD128ECE77708259
95915E83E18053BE8882F212744A328B21E730F0C4F1D9689C2A0505CCBAAEEC
A55A3CCF7CC10B6437831D0409ACA1E345FAE7CC1C835AE039ACA3BC1D4F182D
45BA50BAEAFD36722EB614019F21203A9029B266483B381C9954AB6BF3FBF12E
B7342D1106EE7733769BDDF806D6F1ASE6CE738CAC37897C374498E2EB174E1E
4FC9F49998D25D7DD8213D8A5ADBCBFEE4DE3A0703E4E387A86151DEEFBB7E98
BF11FF480BDA1FE2AA2096397218141EC766480A8DED26F6D3994E86452AF214
E41DC926FD31456044F590E6324279D795E49DA459586CC12D04AD547438E1A8
707848067FES8CS8FEEFS8ECA446D2EA6CF138C91316E01A6E22C10DB8D17B3E7E9
EB1AEOB190573598BC6E88B1132DFEABE334BF5DE95E881A2E62166568BC2EC3
S5D1E3C58477B73E62F9A16738CDBDA63ABE6ADBI28D59FEB8661CDB924CBFA89
TB1DF88657E2AE3FEA810F3308FCBB94499F3EC92BF39B56E2B38FB875257E31
96D241F19761DCC656986F7TE969FFD1F598CCF767B840000

}

8.9 Peer-to-Peer Instant Messenger

This example allows two users to connect directly via a TCP/IP network port (a user selected IP address
and port setting) to exchange messages. The techniques it demonstrates can be used to enable all sorts
of networked application activity. Unlike the FTP Chat Room above, the text is sent directly between two
computers, across a network socket connection (on either the Internet or a local network). The application
can act as either client or server, depending on the user's selection. As with any client-server
configuration, the server machine needs to have an exposed IP address or an open router/firewall port.
The client machine can be located behind a router or firewall, without any forwarded incoming ports.
Program operation can be demonstrated on a single computer. For instructions, see the help
documentation included in the code.

REBOL [Title: "Peer-to-Peer Instant Messenger"]

connected: false
; This is a flag variable, used to mark whether or not the



; two machines have already connected. It helps to more
; gracefully handle connection and shutdown actions throughout
; the script.

; The code below traps the close button (just a variation of

; the routine used in the previous database example). It

; assures that all open ports are closed, and sends a message

; to the remote machine that the connection has been terminated.
; Notice that the lines in the disconnect message are sent

; in reverse order. When they're received by the other machine,
; they're printed out one at a time, each line on top of the

; previous - so it appears correctly when viewed on the other

; side.

insert-event-func closedown: func [face event] [
either event/type = 'close [
if connected [
insert port trim ({

AEEEAEKAKAKA AR AR ARk hkkhkhkhkhkhkhkhkhkhkhkhkhkhkkkkkk
AND RECONNECT.
YOU MUST RESTART THE APPLICATION
TO CONTINUE WITH ANOTHER CHAT,
THE REMOTE PARTY HAS DISCONNECTED.
khkhkkkkkkhkhkhkhkhkhkhkhkhkhkhkkhkkkkhkhkhkhkhkhkhkhkkhkkkkhkhkkhkhkhkhkhkhkhkhkkkkkkkk

}
close port
if mode/text = "Server Mode" [close listen]
]
quit
] [event]

1

view/new center-face gui: layout [
across
at 5x2 ; this code positions the following items in the GUI

; The text below appears as a menu option in the upper
; left hand corner of the GUI. When it's clicked, the
; text contained in the "display" area is saved to a

; user selected file.

text bold "Save Chat" [
filename: to-file request-file/title/file/save trim {
Save file as:} "Save" %/c/chat.txt
write filename display/text

; The text below is another menu option. It displays
; the user's IP address when clicked. It relies on a
; public web server to find the external address

; (whatsmyip.org). The "parse" command is used to

; extract the IP address from the page. Parsing is

; covered in a separate dedicated section later in

; the tutorial.

text bold "Lookup IP" [
parse read http://whatsmyip.org/ [
thru <title> copy my-ip to </title>
1
parse my-ip [
thru "Your IP is " copy stripped-ip to end
1

alert to-string rejoin [



"External: " trim/all stripped-ip " "
"Internal: " read join dns:// read dns://

; The text below is a third menu option. It displays
; the help text when clicked.

text bold "Help" [
alert {
Enter the IP address and port number in the fields
provided. If you will listen for others to call you,
use the rotary button to select "Server Mode" (you
must have an exposed IP address and/or an open port
to accept an incoming chat). Select "Client Mode" if
you will connect to another's chat server (you can do
that even if you're behind an unconfigured firewall,
router, etc.). Click "Connect" to begin the chat.
To test the application on one machine, open two
instances of the chat application, leave the IP set
to "localhost" on both. Set one instance to run as
server, and the other as client, then click connect.
You can edit the chat text directly in the display
area, and you can save the text to a local file.
}

1

return

; Below are the widgets used to enter connection info.

; Notice the labels assigned to each item. Later, the

; text contained in these widgets is referred to as

; <label>/text. Take a good look at the action block

; for the rotary button too. Whenever it's clicked,

; it either hides or shows the other widgets. When in

; server mode, no connection IP address is needed - the

; application just waits for a connection on the given

; port. Hiding the IP address field spares the user some
; confusion.

labl: h3 "IP Address:" 1IP: field "localhost" 102
lab2: h3 "Port:" portspec: field "9083" 50
mode: rotary 120 "Client Mode" "Server Mode" [
either value = "Client Mode" [
show labl show IP
11
hide labl hide IP
]

; Below is the connect button, and the large action block
; that does most of the work. When the button is clicked,
; it's first hidden, so that the user isn't tempted to

; open the port again (that would cause an error). Then,
; a TCP/IP port is opened - the type (server/client) is
; determined using an "either" construct. If an error

; occurs in either of the port opening operations, the

; error is trapped and the user is alerted with a message -
; that's more graceful and informative than letting the

; program crash with an error. Notice that the IP

; address and port info are gathered from the fields above.
; If the server mode is selected (i.e., if the "mode" button
; above isn't displaying the text "Client Mode"), then the

; the TCP ports are opened in listening mode - waiting



4
’

4

for a client to connect. If the client mode is selected,
an attempt is made to open a direct connection to the IP
address and port selected.

cnnct: button red "Connect" [

’

4

hide cnnct
either mode/text = "Client Mode" [
if error? try [
port: open/direct/lines/no-wait to-url rejoin [
"tep://" IP/text ":" portspec/text]
] [alert "Server is not responding." return]
1
if error? try [
listen: open/direct/lines/no-wait to-url rejoin [
"tep://:" portspec/text]
wait listen
port: first listen
] [alert "Server is already running." return]

; After the ports have been opened, the text entry field
; is highlighted, and the connection flag is set to true.
; Focusing on the text entry field provides a nice visual
; cue to the user that the connection has been made, but
; it's not required.

focus entry
connected: true

; The forever loop below continuously waits for data to
; appear in the open network connection. Whenever data
; is inserted on the other side, it's copied and

; appended to the current text in the display area, and
; then the display area is updated to show the new text.

forever [
wait port
foreach msg any [copy port []] [
display/text: rejoin [
">>> "msg newline display/text]
]
show display

Below are the display area and text entry fields. Notice
the labels assigned to each. The "return"s just put each
widget on a new line in the GUI (because the layout mode

is set to "across" above).

return display: area "" 537x500
return entry: field 428 ; the numbers are pixel sizes

The send button below does some more important work.
First, it checks to see if the connection has been made
(using the flag set above). If so, it inserts the text
contained in the "entry" field above into the open TCP/IP
port, to be picked up by the remote machine - if the
connection has been made, the program on the other end

is waiting to read any data inserted into that port.
After sending the data across the network connection,

the text is appended to the local current text display
area, and the display is updated:



button "Send Text" [
if connected [
insert port entry/text focus entry
display/text: rejoin [
"<<< " entry/text newline display/text]
show display

1

show gui do-events ; these are required because the "/new"
; refinement is used above.

8.10 Thumbnail Maker

This program resizes and arranges a list of image files into a single preview image. The screen shot image
sheet at the beginning of this tutorial was created using this application.

REBOL [Title: "Thumbnail Maker"]
; Create a little GUI to allow the user to adjust image settings:
view center-face layout [

text "Resize input images to this height:"
height: field "200"

text "Create output mosaic of this width:"
width: field "600"

text "Space between thumbnails:"
padding-size: field "30"

text "Color between thumbnails:"
btn "Select color" [background-color: request-color/color white]

text "Thumbnails will be displayed in this order:"
the-images: area

across

btn "Select images" [

; Select some files:
some-images: request-file/title trim/lines {Hold
down the [CTRL] key to select multiple images:} ""

; Error check:
if some-images = none [return]

; Show the selected files in the area widget above, with
; each file on a new line:
foreach single-image some-images [
append the-images/text single-image
append the-images/text "*/"
1

show the-images

; This button creates the output thumbnail mosaic:



btn

"Create Thumbnail Mosaic" [
; Set sizing variables to the values entered in the GUI:

y—-size: to-integer height/text
mosaic-size: to-integer width/text
padding: to-integer padding-size/text

; Set the background color (white if none selected):

if error? try [background-color: to-tuple background-color] [
background-color: white

1

; The list of images that will be resized is stored in a block
; labeled "images". The "parse" function is covered later in

; this tutorial. The following code simply separates each line
; item in the text area above, and returns a block of all the

; items:

images: copy parse/all the-images/text "~/"

; Error check:
if empty? images [alert "No images selected." break]

; The output image will be created from a "view layout" GUI block.
; That block will be labeled "mosaic" and will contain all the

; resized image data and layout formatting needed to create the

; thumbnail image. We'll start building that block by

; including the background color, spacing, and "across" words

; needed to layout the GUI. Because the block contains some

; variables, we'll use the "compose" function to evaluate them

; (treat them as if they'd been typed in explicitly):

mosaic: compose [

backcolor (background-color) space (padding) across

; Next, we'll use a foreach loop to go through the list of images,
; read and resize each image, and add the resized image data to
; the mosaic block. The variable "picture" will be used to refer
; to each image as the loop progresses through each item in the
; list:
foreach picture images [

; Give the user some feedback with a litte message:

flash rejoin ["Resizing " picture "..."]

; Read the image data, and assign it the wvariable label
"original":

original: load to-file picture

; After the data is done loading, erase the message above:
unview

; We can refer to the size of the original image using the
; format "orginal/size". That returns width and height

; values in the form of an XxY pair. To refer to the height
; (Y) value only, we can use the format "original/size/2"
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(the second element in the pair). If the height of the
original image is larger than the "y-size" variable set at
the beginning of the program, we'll resize the image so

it fits that height, and append the resized image data to
the "mosaic" block. Otherwise, we'll simply append the
orginal image to the block. We're also going to include
the "image" word, because the "mosaic" block needs to
include all the functions and data needed to create a view
layout GUI window:

If the original image is taller than the prescribed height:

either original/size/2 > y-size [

10

; Figure a percentage amount the width needs to be
; resized:

new—-x—factor: y-size / original/size/2

; Calculate the width of the new image size, and assign
; that value to the variable "new—-x-size":

new-x—-size: round original/size/l1 * new-x—-factor

; Create the resized image by using the "layout" function
; (as in "view layout"). Specify a new size for the

; image by rejoining the "new-x-size" variable above with
; the "y-size" value specified earlier, and convert that
; value to a pair. Create a new image from that layout

; using the "to-image" function, and assign it to the

; variable "new-image":

new-image: to-image layout/tight [
image original to-pair rejoin [new-x-size "x" y-size]

1

; Next, append the resized image data to the "mosaic"

; block. We'll compose the block because we want the

; new—image data to be included as if it was typed in

; explicitly. The word "image" also needs to be included
; because that's needed to show an image in a view layout
; block:

append mosaic compose [image (new-image) ]

; Here's the second part of the "either" condition above.
; If the height of the original is less than the "y-size"
; variable, simply append the original image to the

; "mosaic" block:

append mosaic compose [image (original)]

As the current foreach loop stands, each resized image is
simply added to the "mosaic" layout from left to right. We
need to check the size of the "mosaic" layout every time we
add an image. If the layout is wider than the width we set
at the beginning of the program (the "mosaic-size"
variable), we need to insert a "return" word into the
"mosaic" GUI layout block:



; Create a temporary layout of the "mosaic" block:
current-layout: layout/tight mosaic

If the width of the current layout is larger than the
; prescribed width, insert the "return" word BEFORE the

; current resized image. A tick mark is put onto the 'return

word so that the actual unevaluated text "return" is
appended to the mosaic block. "back back tail" puts the
"return" word in the correct place in the layout block:
if current-layout/size/l1 > mosaic-size [

insert back back tail mosaic 'return

1

; Prompt the user for a file name to save the final "mosaic"
; layout image:

filename: to-file request-file/file/save "mosaic.png"

; Create an image from the final "mosaic" layout block, and save
; that image to the file name above:

save/png filename (to-image layout mosaic)
; Show the user the saved image:

view/new layout [image load filename]

You can use this program to quickly resize collections of photos for email, web sites, etc.

9. Additional Topics

9.1 2D Drawing, Graphics, and Animation

With REBOL's "view layout" ("VID") dialect you can easily build graphic user interfaces that include
buttons, fields, text lists, images and other GUI widgets, but it's not meant to handle general purpose
graphics or animation. For that purpose, REBOL includes a built-in "draw" dialect. Various drawing

functions allow you to make lines, boxes, circles, arrows, and virtually any other shape. Fill patterns, color

gradients, and effects of all sorts can be easily applied to drawings.

Implementing draw functions typically involves creating a 'view layout' GUI, with a box widget that's used

as the viewing screen. "Effect" and "draw" functions are then added to the box definition, and a block is
passed to the draw function which contains more functions that actually perform the drawing of various

shapes and other graphic elements in the box. Each draw function takes an appropriate set of arguments

for the type of shape created (coordinate values, size value, etc.). Here's a basic example of the draw
format:

view layout [box 400x400 effect [draw [line 10x39 322x211]]]
"line" is a draw function

Here's the exact same example indented and broken apart onto several lines:



view layout [
box 400x400 effect [
draw [
line 10x39 322x211

1

Any number of shape elements (functions) can be included in the draw block:

view layout [
box 400x400 black effect [
draw [
line 0x400 400x50
circle 250x250 100
box 100x20 300x380
curve 50x50 300x50 50x300 300x300
spline closed 3 20x20 200x70 150x200
polygon 20x20 200x70 150x200 50x300

Color can be added to graphics using the "pen" function. Shapes can be filled with color, with images, and
with other graphic elements using the "fill-pen" function. The thickness of drawn lines is set with the "line-
width" function:

view layout [
box 400x400 black effect [
draw [
pen red
line 0x400 400x50
pen white
box 100x20 300x380
fill-pen green
circle 250x250 100
pen blue
fill-pen orange
line-width 5
spline closed 3 20x20 200x70 150x200
polygon 20x20 200x70 150x200 50x300

Gradients and other effects can be easily applied to the elements:

view layout [
box 400x220 effect [
draw [
fill-pen 200.100.90
polygon 20x40 200x20 380x40 200x80
fill-pen 200.130.110
polygon 20x40 200x80 200x200 20x100



fill-pen 100.80.50

polygon 200x80 380x40 380x100 200x200
1
gradmul 180.180.210 60.60.90

Drawn shapes are automatically anti-aliased (lines are smoothed), but that default feature can be
disabled:

view layout [
box 400x400 black effect [
draw [
;  with default smoothing:
circle 150x150 100
;  without smoothing:
anti-alias off
circle 250x250 100

9.1.1 Animation

Animations can be created with draw by changing the coordinates of image elements. The fundamental
process is as follows:

1. Assign a word label to the box in which the drawing takes place (the word "scrn" is used in the
following examples).

2. Create a new draw block in which the characteristics of the graphic elements (position, size, etc.)
are changed.

3. Assign the new block to "{yourlabel}/effect/draw" (i.e., "scrn/label/draw: [changed draw block]" in
this case).

4. Display the changes with a "show {yourlabel}" function (i.e., "show scrn" in this case).

Here's a basic example that moves a circle to a new position when the button is pressed:

view layout [
scrn: box 400x400 black effect [draw [circle 200x200 20]]
btn "Move" [
scrn/effect/draw: [circle 200x300 20] ; replace the block above
show scrn

Variables can be assigned to positions, sizes, and/or other characteristics of draw elements, and loops
can be used to create smooth animations by adjusting those elements incrementally:

pos: 200x50
view layout [
scrn: box 400x400 black effect [draw [circle pos 20]]
btn "Move Smoothly" [
loop 50 [
; increment the "y" value of the coordinate:



pos/y: pos/y + 1
scrn/effect/draw: copy [circle pos 20]
show scrn

Animation coordinates (and other draw properties) can also be stored in blocks:

pos: 200x200
coords: [70x346 368x99 143x45 80x125 237x298 200x200]

view layout [
scrn: box 400x400 black effect [draw [circle pos 20]]
btn "Jump Around" [
foreach coord coords [
scrn/effect/draw: copy [circle coord 20]
show scrn
wait 1

Other data sources can also serve to control movement. In the next example, user data input moves the
circle around the screen. Notice the use of the "feel" function to update the screen every 10th of a second
("rate 0:0:0.1"). Since feel is used to watch, wait for, and respond to window events, you'll likely need it in
many situations where animation is used, such as in games:

pos: 200x200
view layout [
scrn: box 400x400 black rate 0:0:0.1 feel [
engage: func [face action event] [
if action = 'time [

scrn/effect/draw: copy []
append scrn/effect/draw [circle pos 20]
show scrn

1

1
] effect [ draw [] ]
across
btn "Up" [pos/y: pos/y - 10]
btn "Down" [pos/y: pos/y + 10]
btn "Right" [pos/x: pos/x + 10]
btn "Left" [pos/x: pos/x - 10]

Here's a very simple paint program that also uses the feel function. Whenever a mouse-down action is
detected, the coordinate of the mouse event ("event/offset") is added to the draw block (i.e., a new dot is
added to the screen wherever the mouse is clicked), and then the block is shown:

view layout [
scrn: box black 400x400 feel [
engage: func [face action event] [
if find [down over] action [
append scrn/effect/draw event/offset



show scrn
1
if action = 'up [append scrn/effect/draw 'line]
1
] effect [draw [line]]

A useful feature of draw is the ability to easily scale and distort images simply by indicating 4 coordinate
points. The image will be altered to fit into the space marked by those four points:

view layout [
box 400x400 black effect [
draw [
image logo.gif 10x10 350x200 250x300 50x300
; "logo.gif" is built into the REBOL interpreter

Here's an example that incorporates the image scaling technique above with some animation.
IMPORTANT: In the following example, the coordinate position calculations occur inside the draw block.
Whenever such evaluations occur inside a draw block (i.e., when values are added or subtracted to a
variable coordinate position, size, etc.), a "reduce” or "compose” function must be used to evaluate those
values. Notice the tick mark (") next to the "image" function. Function words inside a reduced block need to
be marked with that symbol to evaluate correcitly:

pos: 300x300
view layout [
scrn: box pos black effect |
draw [image logo.gif 0x0 300x0 300x300 0x300
11
btn "Animate" [
for point 1 140 1 [
scrn/effect/draw: copy reduce [
'image logo.gif

(pos - 300x300)

(1x1 + (to—pair rejoin ["300x" point]))
(pos - (to-pair rejoin ["1x" point]))
(pos - 300x0)

]
show scrn
1
for point 1 300 1 [
scrn/effect/draw: copy reduce [
'image logo.gif
(1x1 + (to—-pair rejoin ["1x" point]))
(pos - 0x300)
(pos - 0x0)
(pos - (to—-pair rejoin [point "x1"]))
1
show scrn
1
; no "reduce" is required below, because no calculations
; occur in the draw block - they're just static coords:
scrn/effect/draw: copy [
image logo.gif 0x0 300x0 300x300 0x300
]

show scrn



Here's another example of a draw block which contains evaluated calculations, and therefore requires
"reduce"d evaluation:

view layout [
scrn: box 400x400 black effect [draw [line 0x0 400x400]]
btn "Spin" [
startpoint: 0x0
endpoint: 400x400
loop 400 [
scrn/effect/draw: copy reduce [
'line
startpoint: startpoint + 0Ox1
endpoint: endpoint - 0x1
1

show scrn

The useful little paint program at http://rebol.org/cgi-bin/cgiwrap/rebol/view-script.r?script=paintplus.r
consists of only 238 lines of code. Take a look at it to see how efficient REBOL's draw code is:

url: http://rebol.org/cgi-bin/cgiwrap/rebol/download-a-script.r?
script: "script-name=paintplus.r"

do rejoin [url script]

paint none []

For more information about built-in shapes, functions, and capabilities of draw, see
http://www.rebol.com/docs/draw-ref.html, http://www.rebol.com/docs/draw.html,
http://translate.google.com/translate?
hl=en&sl=fr&u=http://www.rebolfrance.info/org/articles/login11/login11.htm (translated by Google),
http://www.rebolforces.com/zine/rzine-1-05.html, http://www.rebolforces.com/zine/rzine-1-06.html (updated
code for these two tutorials is available at http://mail.rebol.net/maillist/msgs/39100.html). A nice, short
tutorial demonstrating how to build multi-player, networked games with draw graphics is available at
RebolFrance (translated by Google). Also be sure to see http://www.nwlink.com/~ecotope1/reb/easy-
draw.r (a clickable rebsite version is available in the REBOL Desktop -> Docs -> Easy Draw).

9.2 Using Animated GIF Images

Another easy way to work with animations in REBOL is with the "anim" style in GUIs. Anim takes a series
of still image frames, and plays them in order as an animation with a given rate. The basic format is:

view layout [
speed: 10
anim rate (speed) [%imagel.gif %image2.gif etc...]

The following script will convert an animated .gif into a folder filled with individual frame images:



REBOL []

gif-anim: load to-file request-file
make-dir %./frames/
count: 1

for count 1 length? gif-anim 1 [
save/png rejoin [
%./frames/ "your_file_name-" count ".png"
] pick gif-anim count

This next script will convert a directory of images (such as above, or any other series of images) into an
embeddable block of REBOL code. It looks for all the images named [%your_file_name-1.*
your_file_name-2.* etc...]:

REBOL []

system/options/binary-base: 64
file-list: read %./frames/
anim-frames-block: copy [1]
foreach file file-list [
; Unique portion of file names for your image frames go here.
; Leave out this check if you instead want to convert all
; files in the directory:
if find to-string file "your_file name-" [
print file
uncompressed: read/binary file
compressed: compress to-string uncompressed
append anim-frames-block compressed

1

editor anim-frames-block

Here's some sample output:

anim-frames-block: [64#{
eJxz93SzsEwMZwhn+M4AAg1g3ACMGsCsBjDnPxj/B1P/waz/YM40oGAXDBi j+ZAHT
OiAClCfYOf4zCHLIeGxYcLCZQlgr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys4
d814blpycrJG8KqYk5uWnp5ukHxqjufmZWdnWxS/OsPJcODoPLtKprUcWOTPLXJT
V7LAFZIZuMx/L1l/rrJCkC3NZ1ztd6SpVCG+L363EsXpCTvhmtovzVCWurr7R6jG7
rzZarKFpd8XTS77Z1/Xu7Qn+vunr6+/v725rqvénm/0j40r2L17jvDUOa8+eb6FX3
3uYjbPz0£N/RKjbeWcU+Z5do2qfN21WaelnXfbveKwkz 7yt Lqu0gBK6XedlcyfhG
TC58xeujhyuF422FXxQeOPybbR1nzbbP18+khtXvu/H95Ns7Gzdv5Z2t faVX64£jZ
crf/d6xPvV7XmJ7PZ1l/x/ueXm/nXrOfVZKyZ+DL8nt 85zhWzqu8LPosvPyYZEdWS
QrJjvjdj3TOFJuXQFVEVE10iC9L49pVJIJvZcnR7XLn/w+ux64XUpizrvbFOR1PFx
4QvB3s290xLylB9tW9Cj9+vEol5NLk+5ia7vLB74GvXbETxZRk1SqI+HyWNpR7ri
VbkJtreOp05nF10/EeGWIC01/RgjmVrF317PZxnfPStvl2qgxs jBYAwBolvDW2AQA
} 64#{
eJxz93SzsEwMZwhn+M4AAglg3ACMGsCsBjDnPxj/B1P/waz/YM4oGAXDBi j+ZAHT
OiAClCfYOf4zMHLIeGxYcLCZQlgr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys4
d814blpycrJG8KgY¥k5uWnp5S5ukHxqjufmZWdnW6hgBUwQfnxuvkP1ltxaJLSsuLOTt
ZWPdIPzSaal3vZUth6nWhZUsq7NsrUqzQ9f47K17qyWmdW1lT2txFsreLdW/Pydu6
rXe2mHrsYuf3j86uLn9521/Qf6ZnWeUGD2e38V/3WVOh9viYkfzh3FvmblIap+oq
P70UKH640cH2tsisGfkvTy7nXi6énG/n11dGZzLv3RQt80n3cl9zY7e8stbyDCxtf



hOrLZBZuKjyYFrv6jsLdZ8xr991Gi3wueRLuGN6+zgSq7MW1700y/hHledo/PhP8
5Xt+397£32z88Pj3£f£f/++v79/vGdnYbAGAJEEGQNM/BAAA

} 64#{
eJxz93SzsEwMZwhn+M4AAg1g3ACMGsCsBjDnPxj/B1P/waz/YM40oGAXDBi j+ZAHT
OiAClCfYOf4zMHLIeGxYcLCZQlgr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys4
d814blri2cIVNC+GU2Hp6elcEXOtnsbLfPpNs++9mTES57fRcyepfJZxfFgUsdNWU
s5118ihoma+8XatU6cOQVaHCca6zQh+GrYv1rWOVnvbgxrzUo/POzrz2JmpuLuu+
VuntT+9ML316T3VWuf79HXX/t/GukKTJIIPBj5UW7bzB0fko75frwVGzP1££IRa934
tpiQp88092q3q84pL3qwg593uZ621dus61NCI097K/714b713t£1bAv03jENmv/v
264t3wu2Hn0r9973y6uiy2aql235hJeef35hovexONmK8 jc3rzapXLeL03r+6cX1l
1fHn9+39/£3D49Pz/ffv+/vTx+£X98/v3////1NWFgZrALxat NdHBAAA

} 64#{
eJxz93SzsEwMZwhn+M4AAglg3ACMGsCsBjDnPxj/B1P/waz/YM40oGAXDBi j+ZAHT
OiAClCfYOf4zMHLIeGxYcLCZQlgr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys4
d814blpycrJG8KqYk5uWnpS5ukHXKZMWCZWdnSuW+urOSIdllnkP+rx6JLS8C210n
y6X02PLyUovvXDt TCANXV5pCl8YtnRn68tg6qOVNX6tKAW4AuT+ud5svIRTE 6Xt79
Vz3a4Stu7Cq7+0itZ/i7i3tza5n4tCo+3JzWdniTz50I1cfHNOVXt2pWap87VaPv
LZ£f1413C3s7pdmKys0rSL88PZGbbe+vzvalrY3+/PV32+sCubRtnndOrkJddwsj/0h
Owyemh2p644UC7£17H778NGh3vO6£fKbGX1/£f2Jx9/9ze3d/fPzjczSvvv2/Pz88v
Lg+0j7dTYLAGANdbpyswBAAA

} 64#{
eJxz93SzsEwMZwhn+M4AAgl1g3ACMGsCsBjDnPxj/B1P/waz/YM4oGAXDBi j+ZAHT
OiACl1CfYOf4zMHLIeGxYcLCZQlgr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys4
d814blpycrJG8KqYk5uWnp5ukHxqgjufmZWdnWxS/unNy8/Lz8x2auWR/BTVeXOwi
Khe7y2S147KAiVamXApZV5b4rnWSXbVVO3RB30OF /PN7X1G9us jnfdXdl2dpz2/IK
D339VZZ3£fV£fZ2kdnd5ugx++t+/9tqvaMlWEXh3IrT7sZ/jHxaHim0zWt SqOnM6a9
FDtbU26cfkDPvr1Ncldm6kVTb22Lv5alaYfm5C+qu30rNPfa+tzjl3Ijv+XemZzI
zvIn+oq7Kye6£9+js2Fz5IFZx4PK+MR+JSy/sTn7/rm9u7+/£3C4m/m7pACDNQAX
yZ/iJgQAAA==

} 64#{
eJxz93SzsEwMZwhn+M4AAgl1g3ACMGsCsBjDnPxj/B1P/waz/YM4oGAXDBi j+ZAHT
OiACl1CfYOf4zMHLIeGxYcLCZQlgr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys4
d814blpycrJG8KgYk5uWendyiezhkdy8zHemsfm905LG6m7zHGqjWKRCMo 7MY +h4
Z/IrYGXwMp65dq2rAl 6FrGIJbG3fUKuB12DrPvVgs2gFvwlelHZ/ku3qadvSilMP7
9kqW653fWvaybezq67rxS6r/P1qjPWPDg4Nu/N+/rvyh9/iYt7zzNs0So6enpi2M
cuuRNLp3qJH/d6hN1EnY+eXS0916w0qzLg+PPP7s98yy3N2Fp5+dvTtVN781qg£77
uS5XTi3wfHpYVj51TnX3xfsHkeDe98grSllcatc/PK7D+/u74£nNpHv19e35+£nF5
dfz5fXt/£f//w+PR8//37/v5mYGJIisAYARqapGj4EAAA=

} 64#{
eJxz93SzsEwMZwhn+M4AAglg3ACMGsCsBjDnPxj/B1P/waz/YM40oGAXDBi j+ZAHT
OiAC1lCfYOf4zMHLIeGxYcLCZQlgr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys4
d8loBjYyMaj5ToqdNHjqOV0zsq/156RnnjPlcq9t 6Zy8+Nx8w+okFg8vywK6XDv1l
ZGdNeR7Uyb90UY7X55dH2INX7trCZbr620IY¥Sa+vv65mRDRHs05rrRR7GLUO 9+K+
v5LmD++sKuW/d3R2+Y04fbUn/ /G+MV+bsKpF 9JzvnSKDx/vbhJ3DTkbo3j5coB2v
F72z4MzWubrBbLJWL25£fWuZv7/d6y4q0bdMNj6udub7mzYnGuVvV+v6gK8k/sl/We
17Nb/+0jyv5ytX0yFq/2LnRAfW3P79e£515b73/9nFRGSVPJ00c2£XwS£9685y1d
7B9ft/fub53ei/£f3/5xnVtie8£f33//P79wEKATeNBA4tYxoNGDrUVD5p4zF48aBZw
00hO0ZGRksAYAd264018EAAA=

} 64#{
eJxz93SzsEwMZwhn+M4AAglg3ACMGsCsBjDnPxj/B1P/waz/YM40oGAXDBi j+ZAHT
OiAClCfYOf4zMHLIeGxYcLCZQlgr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys4
d814blpycrJG8KqYk5tUvVi5YialeG5edgbPtP jSnpWBy/0YDCvDvvwsXh7Q6TL5
kI1lUYGbOMv65Wg2nAl 6FrApd++vIrA8HmRc4smbxni59cH294d46Vu2t0Qc30zDO
cc2+ujziz9zjebmvr+hFNGV+/rT31bUX9xuTTybFW11sTFzXI5uv6x02yXe3m669
nrfIxrAzDaLgx9bc2Jx8aVZ90bWcWYZXr6xj39+W++NT4K1VuZ9LeqgP £fpM2cWHJj8
ytmQHx/u79b9zS£3e9un5i0th/QkYnd9fHVy/£SydbWl5e8PBbYHLreJ+10yvldl
cX5tVe2Li+94t/X7y9bIWESy4mx3u5919d/0rrl+s8jyovr9ZFYpjollXGYvHIQL
uGk8bBEJy3 jYKpG24mGbTNmLh+0KbRqQPOOTYWBisAbfrxM90BAAA

} 64#{
eJxz93SzsEwMZwhn+M4AAg1g3ACMGsCsBjDnPxj/B1P/waz/YM40oGAXDBi j+ZAHT
OiACl1CfYOf4zMHLIeGxYcLCZQlgr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys4
d814blpycrJG8KqYk5uWnp5ukHxqjufmZWdnWxRHhRwIfu46z6Hx1xSJLSsuLOTt
1XLAFfDyOmIfTqu5t4xfOayKWMt 04NRVret rAve3yWqVrTm/LnglUuusba9Ct6al



ctQ4mL+9syt3+jHWgO+Nd/ £VPXxm88p8Q8y+Gl7/q511667sZjp7S0drgqm7UHP /T
UrJ7LNc/2zFFOXudlNWyG9uzvs6yO1NgE j29V3RXH2/1tz£fTthVv9lt52+zdvcXZ
zPZ/rb990KfvLF+vu+d50Xaju3b3bSutnj+£fsTx4/sra6pK3N9fed20p/2uR/0Z5
+/pQEf7GKiJ37t1b905I3LVw7s//St1WINgW8f/11+41qZr60+MxvjuH3m3 jMXjxo
FnDTeNgiEpbxsFUibUViGyMjgzUAhlm/D2kEAAA=

} 64#{
eJxz93SzsEwMZwhn+M4AAgl1g3ACMGsCsBjDnPxj/B1P/waz/YM4oGAXDBi j+ZAHT
OiACl1CfYOf4zMHLIeGxYcLCZQlgr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys4
d814blpycrJGecFnIAgdVr2kGybtEJDernZmpnfsqp9P48bn5tvr/ZKSuPApY4Koo
Fzvry80gZb6SdqlSog9DZjJlh/16mLz2ZeDfU3c3SuClwzQm+RWsC6bqOC7JOrwo
Vnv72uht1gfbeKOn6MWtKW/8pbrj2/uI7QU/FI9VmE14XMbfnolxp jWlIR3GGbyXZb
a3ZufLY619b5H8+vnNRL8z7K6ciWbnG80B7Y3SZrrZF 7bVN+eeb6q6uKr9/ZFM8 /X
qfnx7s6xYPGrs+7oPXrWzex83ges6svaa+v/n90rtUp9£fX9ve7j/ux8£fP3x61rjY
vLZ6b+iNdzsPre/915a86it jv21cXGXk5p+Wx+£VM3K9CK15v7MtwZ1L74RCAp+b
xsMWkbCMh60SaSsetsmUvXjYrtCm8ahDZVrGo06NPFEBBmsAOJHArHoEAAA=

} 64#{
eJxz93SzsEwMZwhn+M4AAgl1g3ACMGsCsBjDnPxj/B1P/waz/YM4oGAXDBi j+ZAHT
OiAClCfYOf4zMHLIeGxYcLCZQlgr5sSGhYfbBZS95nhsXHSOW8I4a8uKBYvd+6Wd
i/54bFp8YJjKf9yqTzk2ph6ZqxZ4S4dj87Mw00+J7IjM3Pz/Xalv674 jElecXJrom
yq3NKFbwWC4 /PSiE68FB511May/laJdkuClobLhqyV2pa9vUp8SeZBLjL1lt7czDM7
S9ViukrM1pCNYj2V5Y1B03x/7/uzu3RpQgs jL5tdjYFhyIF8yfehWT82Rmz3VxXf
9rvi0+VJIs8zdv8lsLYo/NK2b699pqS93r20wLu/1rTbNvbYt3/rcWmv9x5£f2prb7
1VZbvHxwrPO1n94u8+IzB/XV+/VsSTEpfX15pn+9Xb£f316b2J1cHP+6psKhec/43zk
d99Cs/grXwWl7eW3N17Jfplaffl7zb2/Rjz8/v8uWMflaGt/IobbiQROP2YsHzQJu
Gg9bRMIyHrZKpK142CZT9uJhuOKbxgMOlWk 7Eh0YrAGyBMCKAgQAAA==

} 64#{
eJxz93SzsEwMZwhn+M4AAglg3ACMGsCsBjDnPxj/B1P/waz/YM40oGAXDBi j+ZAHT
OiAC1lCfYOf4zMHLIeGxYcLCZQlgr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys4
d814blpycrJG8KgYk5uWnpSukHxqgqjufmZb79XEWvr1ROfnRuvn21F4tXSOOFNptu
JttVBisuzfURtJsrdfXBleWhnHFLZ5VgX18V181nImW6ImwT/yamD1ofHG9tZbi0
TLV6ytrbOwgeHkrNCtePaiypntX7u+z9rTml70IxWiZrbhy2kbbm45IsTDrevTDu
GM/PgptrkzWj360gqefhi9nLH+b09VUa3Z262zPN+zNkLt 7fVt+eK21tHf8w40Jv7S
Oxv148Pxg73y1898t4h4Pnvh9rh5c9S+XjZbH/5+757K7y/22bc716+Lzn1681n4
db/1917kfwvbOH+6/zzLD8ez7p/X9/ul/d+£fiEq2+Joe30owHjRxqKx408Zi%eNAs
4KbxsEUkLONhq0SagACDNQAYMLy / ZgQAAA==

}

And here's an example of how to write the files in that block back to the hard drive and display them in a
GUI:

; Write files:

count: 1
make-dir %./frames/
for count 1 length? anim-frames-block 1 [
write/binary rejoin [
%./frames/ "frame-" count ".gif"
] to-binary decompress pick anim-frames-block count

; Create file list, with frames in numerical order:

file-list: read %./frames/
animation-frames: copy []
for count 1 length? file-list 1 [
append animation-frames rejoin [
%./frames/ "frame-" count ".gif"

1



; Display that file list as an animation:

view layout [
anim: anim rate 10 frames animation-frames

1

Here's an example that combines the above animated GIF files with normal GUI animation:

view center-face layout [
size 625x415
backcolor black
anim: anim rate 10 frames load animation-frames
btn "Run Animation" [
for counter 0 31 1 [
anim/offset: anim/offset + to-pair rejoin [counter "x" 0]
show anim wait .05

for counter 0 24 1 [
anim/offset: anim/offset + to-pair rejoin [0 "x" counter]
show anim wait .05

for counter 0 31 1 [
anim/offset: anim/offset + to-pair rejoin ["-" counter "x" 0]
show anim wait .05

for counter 0 24 1 [
anim/offset: anim/offset + to-pair rejoin [0 "x-" counter]
show anim wait .05

9.3 3D Graphics with r3D

The "r8D" modeling engine by Andrew Hoadley is built entirely from native REBOL 2D draw functions. It
demonstrates the significantly powerful potential of draw. The examples below show some of what you
can accomplish with r3D:

do http://www.rebol.net/demos/BF02D682713522AA/i-rebot.r
do http://www.rebol.net/demos/BF02D682713522AA/histogram.r
do http://www.rebol.net/demos/BF02D682713522AA/objective.r

The r3D engine is small. Here's the entire module in compressed, embeddable format (this is all just
standard REBOL code compressed into a more compact format). To enable 3D graphics in your REBOL
programs, just include this text in your code (paste it, or "do" it from a file). If you'd like to read and learn
from the pure REBOL code that makes up this module, see the examples above (the r8D module is
included in those examples as regular text code):

do to-string decompress 64#{

eJzdPGtT28iWn+Nf0cOXsTMYkGXznL1bBMzEtQSn jPMAipgSpTboRpa8kmwwv37P
0d0tdethOzNTulVLJUTqPu9XP5VR/8Pwmj002NhPA37KdmL7cqgfBzhfpcxTD63no
xfyFfY¥YwcL+Ar6PnK48SPwlNm7R3sHTQeG43GGbul5qvY £3pOWdNt sc7BweEuMzER
6jOPZ36C2MxP2DOP+WTFnmInTLm3y6Yx5yyaMvE£ZiZ/4Lks j50QrNgd+gBBNUscP
/ £CJOcwFbgiZPgOZJJIqmL07MGTBwQo85SRK5vgMkmRe5ixkPUydF11M/4Alrps+c
7dxKpJOW8 £G4EzA/ZNinutiLDyZYpCzmSRr 7Lt LYBR5+6AYLDWVRAIE/8yUPJEB2



SJIDsSIgE1UNhdNos8f4r/ctIJtvpgEfvK8yzwfiUSWKTQOm20jyELCELvtRzBIeBE jD
B91J5VzCXdIX+MzRrqmOFHF+eY5mpjZggekiDoEpJxwvAsshH+D6b+6m2IYIOygl
ohdUz41Cz0etkl1NO03hg6nUmO5KSRcHYYpSCWEAN9Mc8dLLuUSZwfkn3BpNuANZnY0
1WIUIEKhBnzwAfCZRzExXLWq7R0J87LPb4dX42/mozwa37PNo+HVw2b+EOL2F951d
9mOw/ jj8MmMYAMTq/Gd+x4RU7v717j/zW4udxl/e+£fR/3bWzYcscGnz 9eDPrQNbi6u
v1wObv5gHWAPMNwWMx+x68GkwBrr jIfGUIAbOW6T3qT+6+Aiv5x8G14Px3S67Goxv
kOwV0D1nn89H48HF1+vzEfv8ZfR5eNsHCS4F5ZvBzdUIePU/9W/Ge8Ab21j/K7yw
24/n19fE7fwL6DAiKS+Gn+9Ggz8+jtnH4fV1Hxo/9EG48w/X£cENVLu4Ph982mWX
55/0/wABgQ90DIHQiCC1ljN8+9gkJWI7DndvxYHiDylwMb8Y jeNOFXUf jDPXb4LYP
OTwa3KJ1lrkZD4IB2BQw03gOm/£Dmpi/ooNVN5wAQvn+57efSXPbPr4HaLcggA+9R
DWn/1R+gP1BDwpSCJra99syBrHrdilmbiUeKOSXEOQRc4E9iJ141zpCrG300oFZCH
OynUoxDyYDWXgQaFKZ1G8YxSO2k0kLDVAYyfrk5ZA2qm9gPVkB3kf40+bNP7S506
QOGWnAsByi2Jgqs 9BG38JJXu6CFOmpNm5EO04TINQJsB6BT1LB6sAZvg88kFhijylC
HOw3 jWXNcB20Us4OEfTYg8ddf+YEvzyyHQ/LCIJg2XJCyG9ZNYo021Bfwl9TqF4p
86m2vPE4Yr/8stN4ANO1GLzH3FkDsQTeSVL/WkOq9115rAZDKPmiH/z7SIIZmJZcH
YMAao6p+LHDCMJIK3w0rZVSgXZ jWCSIWDROKAVHVTWTWXQ3WXQ1lrpWHd12Dd17De
JJa0eJWRv5eto7rv6gl3vz5IHIWUIQ4T1ImS+tYYUfRHYmyCaYLDpg51L2Tm960M
uo7C3VbG3ZZCjaG/F2xTMtqdB1Bp0ftNMW6YO45gF sK/GwY3 JKoEhKrnBO6CwiYK
50CegGKclElwiIYWNOogsYMFTwgLmpG4eGDfgqQ1ARKt4gNZSqCmRA£G155J9G116
brYF51aNKTLRZJuOW4tQJ1CFPe8Me94V7£fk3DXgXGEfROM+hdZtA706Cyu6R811Kp
rdLMbCtCSOPftUqOuFt jyWgqrmmVVGPLeMKSeaf+AHe8z095rdrzP7HhfZcd7Xe/7
1gmJoWOOnZEuab7RPEU3bIWgno3IhDLE254fc1qVGHa9hAka/ jxMgs jIgVXsK816
bIbTAViD4CCdoWIlmwY41lxflbzFnBewvczVtmijkrMZGnZvV10gr+6£fA6rDyeGeTOP
cLAHIQS9fSADO0/pXrI9sRb/£f8LeqRPRyS102EGdasCjiiE2dr1Wd+ObGUZLM4wh8
maLInkRYbYWAFhICNczZh2jdtzJS41EIKZ+LgSFx0j1lOR8PprMOxcxxbw7GrcbSY
2Fi85BwR4hQd1BYDmMBEloulPBWL6/IwWaDZ5dMZTmEgyXEHa4HNYTePgD1lwggk Ik
oCLzZxr9GUTR jz+dNKdmxJX+oyDOQEHXP2aBLFx5u5 jALAccV8WmgMg/FVUQUiD0
/1ZUFbTYt346x00U0j8dcUUKIt+Nvin3ddY1lom5m5WEx 61QGQOMy TRZDmMy180xUb
Pg8CEFZk3HGf2YPDJsx13iORzYR15nMOQ4TAzJ1gjnQO0ew8C7Fst9htrTsRLj1l5¢c
8XJCL54Es1s5biWh jk70UCdkHRiUuqlgArZ04MggYBkEe jUEU jgBY4NAxyBwgBF 4
NJR61EyuBhrw4dI2£Zi7cLnGg91cM+WzOTSZPiz6tc6xZb9Kcuscu9T8upSucemZ
rOzV66/mIGKNYu2/sCRiLzgVCXDAWSLiP5+WpPwZFoGghj+HXrE6wDKFVag5dRKo
mI9LUfrhsv5wgkZti6éSkVAcclasNWwVggPRHZDNrZHtReAwoyqgglTuo jDgghoO3Hs
rIzYWPIYN/2SQvGEfddcFCiLx120yXkBgXDY1£fSYriiCxH3V£E17Qj9dxoBlWQt4vV
1i9aqUP1TY6hk1ALzKBiNAg5+ZxbrvnYleHVtE1PUWbcdcJi9wa+n9Pk/NQYgEn3a
AoWxF8ffMGI8BAiKfpIb58RgQ0OrnB2iSOPsPdgAniVJY28kyY98PfdyIxSGO9rKF
RWnniHaH/RgURDFWar+c5C25Lt cFBrOiNjBIR jANF2QyXRxJuKyCVaWCLDOG9BApP
JEI1FrTn6I5MbhVMRN1nnYyDPn6c5TmNiJApSz9aJIr fRDSH/BWkDTieLmi SCQNk
gx+b++4PPW4EY01Kyo71lpz7VaH+nMhg3GD7PWIYOcVoIykxalS0zgDOz/R78PcFn
SBqoJrP9Q3w5wF+Avo+tR/iCsBYCY+sxviCwdZitUaCOwMzxp+QGf4GEfIFmxLGGV
97imS/SDjoywID9Fe3t75SWIQECPizg9Vi6S01TsNhXGyopS56NA8YcUey+UXQd0
ICltINLdAgN+r67fW45+w7£fjbG/A38d+Ev0k/+7HstkpnZUGQO6zRbJIIL94UsYp4l
WrrUcqS19KjluNVi7QyvU8KzS3iHCqIRQOtpQECINKmEyc8qIR6XEE/K/OwaNF1lw
60+TX7dGUAOxkyGWXJUROiwROgk jAGRIOCshSsNUyH5UJYTIhhuDQKfnLLvmrW2H3
Tik+7FJ8IF6jgGeVDG+XDNGtiCurZHe7bAeTYbcGsVO2s8nRrpG0UzazybFXQpSC
VWDaBsvDEuZJnaw2sazI9LxAJxyPl7WkZzUlWmh6XFNWZN6rwKkG6émxBog5uyiCv
6bXX41pb8K2tt1vwXY+7XgNehXfKPmm6kT jxSFrFoiyn3P1YXVOlrW4pDaleKQ9h
WVQRUN1S5huochxlqgsVZbdimlrIqiVOBqlXGPy7gnFVztWsxuOa0KXLulEnfLmUW4
m+g2Va5X1bR6FaXbqqhZ1lUrON1ZvaRSr7DG9ZEhZDgpkMUqLgitFk2UUuJM61J0y
cyyD6VFZXmWAssAnBtOjsnDKyOVR6MOMOgsMZ9cJ£GAOV1ZZ414JVelgWvikXuKy
wODigmrud4d7wzA/hmfrg/zQ1zf1RAUGMGHMkNGUFyvo7pX7b6LdL/V2jvIvK1664
xqd7Y¥8vIx+t £eNYh130cNnASusmRCStvAfBUrcDgNx9etVL3UL3h0ASg90iNtYob
DIWVXL4EVHsSOXpTKnWRzROXbMV3+zI6pEmlpkTuWarMT3jvivaPebfFut 9TKTd/X
/uvSNKrkedA1lAM+2dQk 6rcqCooNYCsXKhK5FsTI92zpXq5XtdOobCXoFk3YQ+zKm
BX7eBcl/L5yYt+MoSiFCmkshl3KHkEo5Q6iJhsmcce555g0KaMCbKBGbgF40bUVO
IC1DPJVviPm6wiFW+K27XyXMaNlmoq02zBay2AMR9FmdO jqnTpFJFP+Wz7TbnBaiV
TWo5bOP2fFNs1DgClUwhWiayxdifrtglUUdEpqWyg60JuNvk/L81WPtnDfZJ7nG2Z
B1lOtQHiyYmGtuRxloywzly6jK73yRL/STKF+4P9/Zaj3LNxkmkva5zcNI9r+slnC
KGzT/be/aR8cwtbZyJ8y2vHdwz3£fzzFexFOig+AkgZPi9n/KvR21vSONAbLTVQE jn
wf+0lVHWNXYX1s90V3+650JG5wprYn5A6wh95d0FdNcgWrAXPwjYE4zQZvEEcX8Q
IdgPz2s/E1JL/zaZ21FvaRZQjngwLmbJY4YKuGwkxJFgnOhWj2GkP IwPBLMOxJZk
6082WD60zTEs1mzKSotmh3FMnsYx8ziOy0i9mnt136PJsnCOuKxliatP7C7womZW
wi+bsLlwaxsu/hWvD4HQ/5HsxgxyHdzxG8MDxohnvCzdG1GJo8hLFgWcGgbhBa7bB



hOrf8sZMATZcOsmt /wYxgZPuyolxmjyK2S0+dTz80IAH4rcQACQPEZz4FPF1XITIg
s1lnIOxA79iIB8ul72Wse0gKIvBcplW9k7iKZiMiQILTbDLm4pzkF7a4CNLhRgN+d
5Nh2TvkTol+QNPopiym+YPKNpMpRz/Lr30LCs jpEhBiKGLg6mTsunnfh7d51dq92
gq6oEI2vgHrKCueggiueoOC/BTS8rgUWFyAdXSjs8cNpRJHo+GHCOoyCg0IyVAd+
u8xpEawscIkYflr4SQeICdOTe4CfJjwleA6AspD0Qi3argD5RtLItBECbmEs5wlk
ZIVElxdftZjWTpYyS3W8sp3ySM6Ri6NIJFQWELVKu441VazvxZz7igU61A0mcK6wml
4kkvjGcwCs+ht CARLKxVTAzs2I+5CKY8q4zwV82agHmImsIgg2wXEMegHxbmmnln
zg9xvhot 0gCvJyZ0Bw/vEdCHNVBzOmcnlEeX 9LUMkmNF QxUPvH+FVhimcgFg6LX2
cJX/qHHH8U+nOnES7 jHWIQ1Bn/5AuCQbmSGNNnLU+D02atB+VZao6c8M1dkEYG8C
6NaOg9lyuyoft rnKIEJt zQkmxdYSswsWy7BGXtpsmc7mFv2GV3£fOAvy8LclvyFTV
6YxMzR0ZqgVSmIJnjYS1lrzHEB18wAyRUH7LpVR3eI4kMf2mdiolbho7dUNNyiE41
RO4yHOQrAOxGMfzyWpbjoplEwUjUygOtaBkQnSIEGD jnn40689PyJT3NFWXIf0O4TI
TcUw3gc7QGo2ZQBI jVQ1fgOPtaPYy/qlv09Z2zgAH+1iJ8zXaWviX11MPOTQ1PNo
wHZgYTs1WLsW1jZgZQ71lcatQdItmuaQulhSDPZvrlYv1LRVrI7myOYV7X7£0s6y+
bzN7gsJ/gYWEfPaQL4F49p8KFkKr jSxGSI jkiKMKQIG60CEWovq3LVRgt Iy/CVaHr
LmLcGFVINB9wxEaprPlEXYhJj6esqanxHt YPPbmnOTWgkzSAnE9pJULNItTcggSH
xVzmvwllw33mkLK+/KBW5CbnHn1JCstbXB1RISTMAIgqInmfYLhJHIr4mspAjA1UC
S8A8eEwwKbww/m/MM1jdn2oct ZEAZKdu9jved8pzU+iXDbeKZ91dJoosvPRHt 5Hy
Flo2Trg2cwAz0FUgX36JYHDUI8UM1ULWGSGohDO1V64TkUluMD+gEyrqlR/gzLpP
YhKBEuZSegMqJQXLEkgV7NnCX6bOb8xJ2piPtMrFVay5UWtao+AuSgcshwxjYC5C
IRUPwWOVgz9p012ZeDd5LxFYFk1HhdQIZbGF 9rW8aXUeOlx5eXZmX7KdTz0mdTZcf
E5mR4WL21V7h4Uql 9D00xgOm83 IxIXXwFXqV21TFnr2yGSXE3nAm1IMCth8Y7yAsp
Bbjh93+xX0FG6Hj3Tiyedz5QeNMWVQprCobd+J38 jrZtQfOnh0z5d0r004y0GEyh
XS50VLut2jlgkbd3649bloKysfMniGbzoHfZUKbGOmMSGX560Fmgi2D11Pclozhlh
TNzKxT0s4X/hkPz+AdBIo7bcmGNNyhX1V+JRcwpa+JIJmt Nt HBUrclrbetaHX0Kb80
hugz9TiGCIG4qZwpzNRtWYRZ1cCsNJIi3Gpg3k InvmcMAKvddgV0d1lMmwDopY6s5X
2aNGv8w4KqOuongMGYWZJ2uiYVN9vieLLLVTndRTh+7qO0uYirat25R1yHFDpaNLz
6PIrPGJdh1SUAkLSsqaKTk0YgHYdteH4riJihUL5+ZoFHv474QU/9TRQyH+SkhGm
+XV8sSEohZpFOhXHKFVnfYNWKalPFZTuLE jgk/Zm9Q9oyxEovZgaO2mtilIH/P8al
T6CO+3jilCZMOhiUHOJ30nuhTYgImUBPczXmOXnB/AUJ14sPIG/vgR7x1HkCenQmi
iTpcWEAQ7bFbDhx5EL3AWIrRx1+dEPdA0ikSw2iSXylIZNy4RylHtpdvX56xmwi/
bcfGZDHH/2kD5vugkNrP2cuCWPy/B9AYR4Asncfebt sVxnANXO jBHWzdn jQYqlZa’7
fvKi91m2AKTXvNY+0BGDZeyS5+3tqo72+p46WupvJY9iR3t9T94hAO070KEILJv4h
gIoj6QuuHl18gZtXExVCc9dihKQ68d4yWDrQcFVqOmG202NByXGg5Z212 jpQstvUJL
D/jpLcdA57DQcljAsoC/XWixM1606vs£Gt 6vyUFIAAA=

}

Here's a simple example that demonstrates the basic syntax and use of r3D. Be sure to do the code above
before running this example:

Transx: Transy: Transz: 300.0 ; Set some camera
Lookatx: Lookaty: Lookatz: 100.0 ; positions to
; start with.

do update: does [ ; This "update" function is where

world: copy [] ; everything is defined.

append world reduce [ ; Add your 3D objects inside this "append".

reduce [cube-model (r3d-scale 100.0 150.0 125.0) red]
1 ; A red 'cube' 100x150x125 pixels is added.

camera: r3d-position-object
reduce [Transx Transy Transz]
reduce [Lookatx Lookaty Lookatz]
[0.0 0.0 1.0]
RenderTriangles: render world camera r3d-perspective 250.0 400x360
probe RenderTriangles ; This line demonstrates what's going on
1 ; under the hood. You can eliminate it.

view layout [
scrn: box 400x360 black effect [draw RenderTriangles] ; basic draw
across return
slider 60x16 [Transx: (value * 600 - 300.0) update show scrn]



slider 60x16 [Transy: (value * 600 - 300.0) update show scrn]
slider 60x16 [Transz: (value * 600) update show scrn]

slider 60x16 [Lookatx: (value * 400 - 200.0) update show scrn]
slider 60x16 [Lookaty: (value * 400 - 200.0) update show scrn]
slider 60x16 [Lookatz: (value * 200 ) update show scrn]

R3D works by rendering 3D images to native REBOL 2D draw functions, which are contained in the
"RenderTriangles" block above. R3D provides basic shape structures and a simple language interface to
create and view those images in a REBOL application. It automatically adjusts lighting and other
characteristics of images as they're viewed from different perspectives. To see how the rendering of
images is converted into simple REBOL draw functions, watch the output of the "probe RenderTriangles"
line in the REBOL interpreter as you adjust the sliders above. It displays the list of draw commands used
to create each image in the moving 3D world.

In the example above, slider widgets are used to adjust values in the animation. Those values could just
as easily be controlled by loops or other forms of data input. In the example below, the values are adjusted
by keystrokes assigned to empty text widgets (use the "asdfghgwerty" keys to move the cube):

Transx: Transy: Transz: 2.0
Lookatx: Lookaty: Lookatz: 1.0
do update: does [
world: copy [1]
append world reduce [
reduce [cube-model (r3d-scale 100.0 150.0 125.0) red]
]
Rendered: render world
r3d-position-object
reduce [Transx Transy Transz]
reduce [Lookatx Lookaty Lookatz]
[0.0 0.0 1.0]
r3d-perspective 360.0 400x360
1

view layout [

across
text "" #"a" [Transx: (Transx + 10) update show scrn]
text "" #"s" [Transx: (Transx — 10) update show scrn]
text "" #"d" [Transy: (Transy + 10) update show scrn]
text "" #"f" [Transy: (Transy - 10) update show scrn]
text "" #"g" [Transz: (Transz + 10) update show scrn]
text "" #"h" [Transz: (Transz - 10) update show scrn]
text "" #"q" [Lookatx: (Lookatx + 10) update show scrn]
text "" #"w" [Lookatx: (Lookatx - 10) update show scrn]
text "" #"e" [Lookaty: (Lookaty + 10) update show scrn]
text "" #"r" [Lookaty: (Lookaty - 10) update show scrn]
text "" #"t" [Lookatz: (Lookatz + 10) update show scrn]
text "" #"y" [Lookatz: (Lookatz — 10) update show scrn]
at 20x20

scrn: box 400x360 black effect [draw Rendered]

The r3D module can work with models saved in native .R3d format, and the "OFF" format (established by
the GeomView program at http://www.geom.uiuc.edu/projects/visualization/. See
http://local.wasp.uwa.edu.au/~pbourke/dataformats/oogl/#OFF for a description of the OFF file format). A
number of OFF example objects are available at http://www.mpi-sb.mpg.de/~kettner/proj/obj3d/.

To understand how to create/import and manipulate more complex 3D shapes, examine the way objects
are designed inside the "update” function in each of Andrew's three examples. Here's a simplified variation
of Andrew's objective.r example that loads .off models from the hard drive. Be sure to do the r3D module



code above before running this example, and then try downloading and loading some of the example .off
files at the web site above:

RenderTriangles: []
view layout [
scrn: box 400x360 black effect [draw RenderTriangles]
across return
slider 60x16 [Transx: (value * 600 - 300.0) update show scrn]
slider 60x16 [Transy: (value * 600 - 300.0) update show scrn]
slider 60x16 [Transz: (value * 600) update show scrn]
slider 60x16 [Lookatx: (value * 400 - 200.0) update show scrn]
slider 60x16 [Lookaty: (value * 400 - 200.0) update show scrn]
slider 60x16 [Lookatz: (value * 200 ) update show scrn]
return btn "Load Model" [
model: r3d-load-OFF load to-file request-file
modelsize: 1.0
if model/3 [modelsize: model/3]
if modelsize < 1.0 [ modelsize: 1.0 ]
defaultScale: 200.0 / modelsize
objectScaleX: objectScaleY: objectScaleZ: defaultscale
objectRotateX: objectRotateY: objectRotateZ: 0.0
objectTranslateX: objectTranslateY: objectTranslateZ: 0.0
Transx: Transy: Transz: 300.0
Lookatx: Lookaty: Lookatz: 200.0
modelWorld: r3d-compose-m4 reduce [
r3d-scale objectScaleX objectScaleY objectScaleZ
r3d-translate
objectTranslateX objectTranslateY objectTranslateZ
r3d-rotatex objectRotateX
r3d-rotatey objectRotateY
r3d-rotatez objectRotateZ
1
r3d-object: reduce [model modelWorld red]
do update: does [
world: copy []
append world reduce [r3d-object]
camera: r3d-position-object
reduce [Transx Transy Transz]
reduce [Lookatx Lookaty Lookatz]
[0.0 0.0 1.0]
RenderTriangles:
render world camera r3d-perspective 250.0 400x360
]

update show scrn

Like most REBOL solutions, r3D is a brilliantly simple, compact, and powerful design that doesn't require
any external toolkits. It's pure REBOL, and it's really amazing!

9.4 Multitasking

"Threads" are a feature of modern operating systems that allow multiple pieces of code to run
concurrently, without waiting for the others to complete. Without threads, individual portions of code must
be evaluated in consecutive order. Unfortunately, REBOL does not implement a formal mechanism for
threading at the OS level, but does contain built-in support for asynchronous network port and services
activity. See http://www.rebol.net/docs/async-ports.html, http://www.rebol.net/docs/async-examples.html,
http://www.rebol.net/rebservices/services-start.html, and http://www.rebol.net/rebservices/quick-start.html
for more information.




The following technique provides an alternate way to evaluate other types of code in a multitasking
manner:

1. Assign a rate of 0 to a GUIl item in a 'view layout' block.

2. Assign a "feel" detection to that item, and put the actions you want performed simultaneously inside
the block that gets evaluated every time a 'time event occurs.

3. Stop and start the evaluation of concurrently active portions of code by assigning a rate of "none"
or 0, respectively, to the associated GUI item.

The following is an example of a webcam viewer which creates a video stream by repeatedly downloading
and displaying images from a given webcam url. To create a moving video effect, the process of
downloading each image must run without stopping (i.e., in some sort of unending "forever" loop). But for
a user to control the stop/start of the video flow (by clicking a button, for example), the interpreter must be
able to check for user events that occur outside the forever loop. By running the repeated download using
the technique outlined above, the program can continue to respond to other events while continuously
looping the download code:

webcam-url: http://209.165.153.2/axis-cgi/jpg/image.cgi
view layout [
btn "Start Video" [
webcam/rate: 0
webcam/image: load webcam-url
show webcam
1
btn "Stop Video" [webcam/rate: none show webcam]
return
webcam: image load webcam—url 320x240 rate 0 feel [
engage: func [face action event] [
if action = 'time [
face/image: load webcam-url show face

1

Here's an example in which two webcam video updates are treated as separate processes. Both can be
stopped and started as needed:

webcam-url: http://209.165.153.2/axis-cgi/jpg/image.cgi
view layout [
across
btn "Start Camera 1" [
webcam/rate: 0
webcam/image: load webcam-url
show webcam

btn "Stop Camera 1" [webcam/rate: none show webcam]
btn "Start Camera 2" [

webcam2/rate: 0

webcam2/image: load webcam-url

show webcam2
1
btn "Stop Camera 2" [webcam2/rate: none show webcam2]
return
webcam: image load webcam—url 320x240 rate 0 feel [

engage: func [face action event] [

if action = 'time [
face/image: load webcam-url show face

1



1
1

webcam2: image load webcam-url 320x240 rate 0 feel [
engage: func [face action event] [
if action = 'time [
face/image: load webcam-url show face

1

Unfortunately, this technique is not asynchronous. Each piece of event code is actually executed
consecutively, in an alternating pattern, instead of simultaneously. Although the effect is similar (even
indistinguishable) in many cases, the evaluation of code is not concurrent. For example, the following
example adds a time display to the webcam viewer. You'll see that the clock is not updated every second.
That's because the image download code and the clock code run alternately. The image download must
be completed before the clock's 'time action can be evaluated. Try stopping the video to see the
difference:

webcam-url: http://209.165.153.2/axis-cgi/jpg/image.cgi
view layout [
btn "Start Video" [
webcam/rate: 0
webcam/image: load webcam-url
show webcam
]
btn "Stop Video" [webcam/rate: none show webcam]
return
webcam: image load webcam—url 320x240 rate 0 feel [
engage: func [face action event] [
if action = 'time [
face/image: load webcam-url show face
1
1
]
clock: field to-string now/time/precise rate 0 feel [
engage: func [face action event] [
if action = 'time [
face/text: to-string now/time/precise show face

1

One solution to achieving truly asynchronous activity is to simply write the code for one process into a
separate file and run it in a separate REBOL interpreter process using the "launch” function:

write %async.r {
REBOL []
view layout [
clock: field to-string now/time/precise rate 0 feel [
engage: func [face action event] [
if action = 'time [
face/text: to-string now/time/precise show face

1



}

launch %async.r
; REBOL will NOT wait for the evaluation of code in async.r
; to complete before going on:

webcam-url: http://209.165.153.2/axis-cgi/jpg/image.cgi
view layout [
btn "Start Video" [
webcam/rate: 0
webcam/image: load webcam-url
show webcam
]
btn "Stop Video" [webcam/rate: none show webcam]
return
webcam: image load webcam—url 320x240 rate 0 feel [
engage: func [face action event] [
if action = 'time [
face/image: load webcam-url show face

1

The technique above simply creates two totally separate REBOL programs from within a single code file. If
such programs need to interact, share data, or respond to interactive activity states, they can
communicate via http protocol, or by reading/writing data via a shared storage device.

9.5 Using DLLs and Shared Code Files in REBOL

"DlI"s in Windows, "So" files in Linux, and "Dylib" on Macs are libraries of functions that can be shared
among different programming languages. Shared code libraries are used to extend the capabilities of a
language with new functions. They allow you to accomplish goals which aren't possible (or which are
otherwise complicated) using the native functions built into the language. Most of the executable code,
and all the potential capabilities, of most operating systems is contained in such files. Third party code
libraries are also available to make easy work of complex tasks such as multimedia programming, 3d
game programming, specialized hardware control, etc. To use Dlls and shared code files in REBOL, you'll
need to download version 2.76 or later of the REBOL interpreter (rebview.exe). If you're using any of the
beta versions from http://www.rebol.net/builds/, use either rebview.exe or rebcmdview.exe to run the
examples in this section.

Using the format below, you can access and use the functions contained in most DLLs, as if they're native
REBOL functions:

lib: load/library %TheNameOfYour.DLL

"TheFunctionNameInsideTheDll" is loaded from the D1l and converted
; into a new REBOL function called "your-rebol-function-name":
your-rebol-function-name: make routine! [
return-value: [data-type!]
first-parameter [data-type!]
another-parameter [data-type!]
more—-parameters [and-their-data-types!]

] 1lib "TheFunctionNameInsideTheDll"

; When the new REBOL function is used, it actually runs the function
; inside the Dl1:



your-rebol-function-name parameterl parameter2

free 1lib

The first line opens access to the functions contained in the specified DIl. The following lines convert the
function contained in the DIl to a format that can be used in REBOL. To make the conversion, a REBOL
function is labeled and defined (i.e, "your-rebol-function-name" above), and a block containing the labels
and types of parameters used and values returned from the function must be provided ("[return: [integer!]]"
and "first-parameter [data-type!] another-parameter [data-type!] more-parameters [and-their-data-types!]"
above). The name of the function, as labeled in the DIl, must also be provided immediately after the
parameter block ("TheFunctionNamelnsideTheDIl" above). The second to last line above actually
executes the new REBOL function, using any appropriate parameters you choose. When you're done
using functions from the DI, the last line is used to free up the DIl so that it's closed by the operating
system.

Here are some examples:

REBOL []
; The "kernel32.dll" is a standard dll in all Windows installations:
lib: load/library %kernel32.dll

; The "beep" function is contained in the kernel32.dll library.
; We'll create a new REBOL function called "play-sound" that

; actually executes the "beep" function in kernel32.dll. The

; "beep" function takes two integer parameters (pitch and

; duration values), and returns an integer value:

play-sound: make routine! [
return: [integer!] pitch [integer!] duration [integer!]
] 1lib "Beep"

; (Beep returns a value of zero if the function does not complete
; successfully. Otherwise it returns a nonzero number).

; Now we can use the "play-sound" function AS IF IT'S A NATIVE
; REBOL FUNCTION:

for hertz 37 3987 50 [
print rejoin ["The pitch is now " hertz " hertz."]
play-sound hertz 50

1

free 1lib
halt

The next example uses the "dictionary.dll" from
http://www.reelmedia.org/pureproject/archive411/dll/Dictionary.zip to perform a spell check on text entered
at the REBOL command line. There are two functions in the dll that are required to perform a spell check -
"Dictionary_Load" and "Dictionary_Check":

REBOL []
check-me: ask "Enter a word to be spell-checked: "

lib: load/library %Dictionary.dll



; Two new REBOL functions are created, which actually run the
; Dictionary_Load and Dictionary Check functions in the DLL:

load-dic: make routine! [
a [string!]
return: [none]

] 1ib "Dictionary_ Load"

check-word: make routine! [
a [string!]
b [integer!]
return: [integer!]

] 1ib "Dictionary_Check"

; This line runs the Dictionary Load function from the DLL:
load-dic ""

; This line runs the Dictionary Check function in the DLL, on
; whatever text was entered into the "check-me" variable above:

response: check-word check-me 0
; The Dictionary Check function returns 0 if there are no errors:

either response = 0 [
print "No spelling errors found."
11
print "That word is not in the dictionary."

1

free 1lib
halt

The following example plays an mp3 sound file using the DIl at http://musiclessonz.com/mp3.dll. Of
course, that DIl could be compressed and embedded in the code to eliminate the necessity of downloading
the file:

REBOL []

write/binary %mp3.dll read/binary http://musiclessonz.com/mp3.dll
lib: load/library %mp3.dll

; the "playfile" function is loaded from the Dl1ll, and converted
; to a new REBOL "play-mp3" function:

play-mp3: make routine! [a [string!] return: [none]] lib "playfile"

; Then an mp3 file name is requested from the user, which is played
; by the "playfile" function in the DI11l:

file: to-local-file to-string request-file
play-mp3 file

print "Done playing, Press [Esc] to quit this program: "
free lib

The next example uses the "AU3_MouseMove" function from the DIl version of Autolt, to move the mouse
around the screen. Autolt contains a wide variety of functions to programatically push buttons, type text,



select menu items, choose items from lists, control the mouse, etc. in any existing program window, as if
those actions had been performed by a user clicking and typing on screen. Learning the other functions in
the Autolt language can be very helpful in customizing and automating existing Windows applications:

REBOL []

if not exists? %AutoItDLL.dll [

write/binary %AutoItDLL.dll

read/binary http://musiclessonz.com/rebol_tutorial/AutoItDLL.dl1l
1

1lib: load/library %AutoItDLL.d1ll
move—-mouse: make routine! [

return: [integer!] x [integer!] y [integer!] z [integer!]
] 1lib "AUTOIT_MouseMove"

print "Press the [Enter] key to see your mouse move around the screen."
print "It will move to the top corner, and then down diagonally to"
ask "position 200x200: "

for position 0 200 5 [
move-mouse position position 10
; "10" refers to the speed of the mouse movement

1

free 1lib
print "~/Done.”/"
halt

This example uses DIl functions from the native Windows API to adjust the title bar in your REBOL
programs. Just include this code in your script if you need to eliminate the default 'REBOL - ' text at the
top of your GUI programs:

REBOL []

; First, load the necessary dll:

user32.dll: load/library %user32.dll

; Then define the Windows API functions you'll need:
get-focus: make routine! [return: [int]] user32.dll "GetFocus"

set—-caption: make routine! [

hwnd [int]

a [string!]

return: [int]
] user32.dll "SetWindowTextA"
; Next, create your GUI - be sure to use 'view/new', so that it doesn't
; appear immediately (start the GUI later with 'do-events', after you've
; changed the title bar below):

view/new center-face layout [
backcolor white

text bold "Notice that there's no 'Rebol - ' in the title bar above."
text "New title text:"
across

f: field "Tada!"
btn "Change Title" [



; These functions change the text in the title bar:
hwnd: get-focus
set-caption hwnd f/text
1
btn "Exit" [
; Be sure to close the dll when you're done:
free user32.dll

quit

; Once you've created your GUI, run the D1l functions to replace the
; default text in the title bar:

hwnd: get-focus
set-caption hwnd "My Title"

; Finally, start your GUI:

do-events

The following application demonstrates how to use the Windows API to view video from a local web cam,
to save snapshots in BMP format, and to change the REBOL GUI window title:

REBOL []

; First, open the Dlls that contain the Windows API functions we want
; to use (to view webcam video, and to change window titles):

avicap32.dll: load/library %avicap32.dll
user32.dll: load/library %user32.dll

; Create REBOL function prototypes required to change window titles:
; (These functions are found in user32.dll, built in to Windows.)

get-focus: make routine! [return: [int]] user32.dll "GetFocus"
set—-caption: make routine! [

hwnd [int] a [string!] return: [int]
] user32.dll "SetWindowTextA"

; Create REBOL function prototypes required to view the webcam:
; (also built in to Windows)

find-window-by-class: make routine! [
ClassName [string!] WindowName [integer!] return: [integer!]

] user32.dll "FindWindowA"

sendmessage: make routine! [
hWnd [integer!] wvall [integer!] val2 [integer!] val3 [integer!]
return: [integer!]

] user32.dll "SendMessageA"

sendmessage—-file: make routine! [
hWnd [integer!] wvall [integer!] val2 [integer!] val3 [string!]
return: [integer!]

] user32.dll "SendMessageA"

cap: make routine! [
cap [string!] child-vall [integer!] val2 [integer!] wval3 [integer!]
width [integer!] height [integer!] handle [integer!]
val4 [integer!] return: [integer!]

] avicap32.dll "capCreateCaptureWindowA"



; Create the REBOL GUI window:

view/new center-face layout/tight [
image 320x240
across
btn "Take Snapshot" [
; Run the dll functions that take a snapshot:
sendmessage cap-result 1085 0 O
sendmessage—-file cap-result 1049 0 "scrshot.bmp"

btn "Exit" [
; Run the dll functions that stop the video:
sendmessage cap-result 1205 0 0
sendmessage cap-result 1035 0 O
free user32.dll

quit

; Run the D11 functions that reset our REBOL GUI window title:
; (eliminates "REBOL - " in the title bar)

hwnd-set-title: get-focus
set-caption hwnd-set-title "Web Camera"

; Run the D11 functions that show the video:

hwnd: find-window-by-class "REBOLWind" 0
cap-result: cap "cap" 1342177280 0 0 320 240 hwnd O
sendmessage cap-result 1034 0 O

sendmessage cap-result 1077
sendmessage cap-result 1075
sendmessage cap-result 1074
sendmessage cap-result 1076

HRRR
oooo

; start the GUI:

do-events

For more information about DLLs and the Windows API, see:

http://rebol.com/docs/library.html
http://en.wikipedia.org/wiki/Dynamic_Link_Library
http://www.math.grin.edu/~shiremai/docs/DLLSinREBOL.html
http://www.borland.com/devsupport/borlandcpp/patches/BC52HLP1.ZIP
http://www.allapi.net/downloads/apiguide/agsetup.exe
http://www.activevb.de/rubriken/apiviewer/index-apiviewereng.html
http://msdn.microsoft.com/library/

Remember, whenever you use any DIl or code created by another programmer, be absolutely sure to
check, and follow, the licensing terms by which it's distributed.

9.6 Web Programming and the CGl Interface

In "CGI" web applications, HTML forms on a web site act as the user interface (GUI) for scripts that run on
a web server. Users typically type text into fields, select choices from drop down lists, click check boxes,
and otherwise enter data into form widgets on a web page, and then click a "submit" button when done.
The submitted data is transferred to, and processed by, a script that you've stored at a specified URL
(Internet address) on your web server. Data output from the script is then sent back to the user's browser
and displayed on screen as a dynamically created web page. CGl programs of that sort, running on web
sites, are among the most common types of computer application in contemporary use. PHP, Python,



Java, PERL, and ASP are popular languages used to accomplish similar Internet programming tasks, but
if you know REBOL, you don't need to learn them. REBOL's CGl interface makes Internet programming
very easy.

In order to create REBOL CGil programs, you need an available web server. A web server is a computer
attached to the Internet, which constantly runs a program that stores and sends out web page text and
data, when requested from an Internet browser running on another computer. The most popular web
serving application is Apache. Most small web sites are typically run on shared web server hosting
accounts, rented from a data center for a few dollars per month (see http://www.lunarpages.com - they're
REBOL friendly). While setting up a web server account, you can register an available domain name (i.e,
www.yourwebsitename.com). When web site visitors type your ".com" domain address into their browser,
they see files that you've created and saved into a publicly accessible file folder on your web server
computer.

In order for REBOL CGil scripts to run, the REBOL interpreter must be installed on your web server. To do
that, download from rebol.com the correct version of the REBOL interpreter for the operating system on
which your web server runs (most often some type of Linux). Upload it to your user path on your web
server, and set the permissions to allow it to be executed (typically "755"). Ask your web site host if
you don't understand what that means. http://rebol.com/docs/cgil1.html#section-2.2 has some basic
information about how to install REBOL on your server. If you don't have an online web server account,
you can download a full featured Apache web server package that will run on your local Windows PC,
from http://www.uniformserver.com.

9.6.1 HTML

In order to create any sort of CGlI application, you need to understand a bit about HTML. HTML is the
layout language used to format text and GUI elements on all web pages. HTML is not a programming
language - it doesn't have facilities to process or manipulate data. It's simply a markup format that allows
you to shape the visual appearance of text, images, and other items on pages viewed in a browser.

In HTML, items on a web page are enclosed between starting and ending "tags":

<STARTING TAG>Some item to be included on a web page</ENDING TAG>

There are tags to effect the layout in every possible way. To bold some text, for example, surround it in
opening and closing "strong" tags:

<STRONG>some bolded text</STRONG>

The code above appears on a web page as: some bolded text.

To italicize text, surround itin <i > and </ i > tags:

<i>some italicized text</i>

That appears on a web page as: some italicized text.
To create a table with three rows of data, do the following:
<TABLE border=1>

<TR><TD>First Row</TD></TR>
<TR><TD>Second Row</TD></TR>



<TR><TD>Third Row</TD></TR>
</TABLE>

Notice that every

<opening tag>

in HTML code is followed by a corresponding

</closing tag>

Some tags surround all of the page, some tags surround portions of the page, and they're often nested
inside one another to create more complex designs.

A minimal format to create a web page is shown below. Notice that the title is nested between "head" tags,
and the entire document is nested within "HTML" tags. The page content seen by the user is surrounded
by "body" tags:

<HTML>
<HEAD>
<TITLE>Page title</TITLE>
</HEAD>
<BODY>
A bunch of text and <i>HTML formatting</i> goes here...
</BODY>
</HTML>

If you save the above code to a text file called "yourpage.html”, upload it to your web server, and surf to
http://yourwebserver.com/yourpage.html , you'll see in your browser a page entitled "Page title", with the
text "A bunch of text and HTML formatting goes here...". All web pages work that way - this tutorial is in
fact just an HTML document stored on the author's web server account. Click View -> Source in your
browser, and you'll see the HTML tags that were used to format this document.

9.6.2 HTML Forms and Server Scripts - the Basic CGl Model

The following HTML example contains a "form" tag inside the standard HTML head and body layout.
Inside the form tags are a text input field tag, and a submit button tag:

<HTML>
<HEAD><TITLE>Data Entry Form</TITLE></HEAD>
<BODY>
<FORM ACTION="http://yourwebserver.com/your_rebol_script.cgi">
<INPUT TYPE="TEXT" NAME="username" SIZE="25">
<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
</FORM>
</BODY>
</HTML>

Forms can contain tags for a variety of input types: multi-line text areas, drop down selection boxes, check
boxes, etc. See hitp://www.w3schools.com/html/html_forms.asp for more information about form tags.




You can use the data entered into any form by pointing the action address to the URL at which a specific
REBOL script is located. For example, 'FORM ACTION="http://yourwebserver.com/your_rebol_script.cgi"
in the above form could point to the URL of the following CGl script, which is saved as a text file on your
web server. When a web site visitor clicks the submit button in the above form, the data is sent to the
following program, which in turn does some processing, and prints output directly to the user's web
browser.

#!/home/your_user_path/rebol/rebol -cs

REBOL []

print "content-type: text/html*/"

submitted: decode-cgi system/options/cgi/query-string

print [<HTML><HEAD><TITLE>"Page title"</TITLE></HEAD><BODY>]
print ["Hello " second submitted "!"]
print [</BODY></HTML>]

In order for the above code to actually run on your web server, a working REBOL interpreter must be
installed in the path designated by "/home/your_user_path/rebol/rebol -cs".

The first 4 lines of the above script are basically stock code. Include them at the top of every REBOL CGl
script. Notice the "decode-cgi” line - it's the key to retrieving data submitted by HTML forms. In the code
above, the decoded data is assigned the variable name "submitted". The submitted form data can be
manipulated however desired, and output is then returned to the user via the "print"” function. That's
important to understand: all data "print"ed by a REBOL CGlI program appears directly in the user's web
browser (i.e., to the web visitor who entered data into the HTML form). The printed data is typically laid out
with HTML formatting, so that it appears as a nicely formed web page in the user's browser.

Any normal REBOL code can be included in a CGl script - you can perform any type of data storage,
retrieval, organization, and manipulation that can occur in any other REBOL program. The CGl interface
just allows your REBOL code to run online on your web server, and for data to be input/output via web
pages which are also stored on the web server, accessible by any visitor's browser.

9.6.3 A Standard CGI Template to Memorize

Most short CGlI programs typically print an initial HTML form to obtain data from the user. In the initial
printed form, the action address typically points back to the same URL address as the script itself. The
script examines the submitted data, and if it's empty (i.e., no data has been submitted), the program prints
the initial HTML form. Otherwise, it manipulates the submitted data in way(s) you choose and then prints
some output to the user's web browser in the form of a new HTML page. Here's a basic example of that
process, using the code above:

#!/home/your_user_path/rebol/rebol -cs

REBOL []

print "content-type: text/html*/"

submitted: decode-cgi system/options/cgi/query-string

; The 4 lines above are the standard REBOL CGI headers.
; The line below prints the standard HTML, head and body
; tags to the visitor's browser:

print [<HTML><HEAD><TITLE>"Page title"</TITLE></HEAD><BODY>]

Next, determine if any data has been submitted.

Print the initial form if empty. Otherwise, process
and print out some HTML using the submitted data.
Finally, print the standard closing "body" and "html"
tags, which were opened above:

Ne Ne o Ne oNe N



either empty? submitted [
print {
<FORM ACTION="http://yourwebserver.com/this_rebol_script.cgi">
<INPUT TYPE="TEXT" NAME="username" SIZE="25">
<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
</FORM>
</BODY></HTML>
}
11

print rejoin ["Hello " second submitted "!"]
print "</BODY></HTML>"

Using the above standard outline, you can include any required HTML form(s), along with all executable
code and data required to make a complete CGl program, all in one script file. Memorize it.

9.6.4 Examples

Here's a REBOL CGl form-mail program that prints an initial form, then sends an email to a given address
containing the user-submitted data:

#!/home/youruserpath/rebol/rebol -cs

REBOL []

print "content-type: text/html~r/"

submitted: decode-cgi system/options/cgi/query-string
the following account info is required to send email:

set-net [from address@website.com smtp.website.com]
; print a more complicated HTML header:
print read %template_header.html

; if some form data has been submitted to the script:
if not empty? submitted [
sent-message: rejoin [

newline "INFO SUBMITTED BY WEB FORM" newline newline
"Time Stamp: " (now + 3:00) newline
"Name: " submitted/2 newline
"Email: " submitted/4 newline
"Message: " submitted/6 newline

1

send/subject to_address@website.com sent-message "FORM SUBMISSION"

html: make string! 2000
emit: func [data] [repend html data]
foreach [var value] submitted [
emit [<TR><TD> mold var </TD><TD> mold value </TD></TR>]
1
print [<font size=5>"Thank You!'"</font> <br><br>]
print ["The following information has been sent:" <BR><BR>]
print rejoin ["Time Stamp: " now + 3:00]
print [<BR><BR>]
print [<table>]
print html
print [</table>]
print a more complicated HTML footer:

4



print read %template_footer.html
quit

; if no form data has been submitted, print the initial form:

print
print
print
print
print
print
print
print
print
print
print

[<CENTER><TABLE><TR><TD>]

[<BR><strong>"Please enter your info below:"</strong><BR><BR>]
[<FORM ACTION="http://yourwebserver.com/this_rebol_script.cgi">]
["Name:" <BR> <INPUT TYPE="TEXT" NAME='"name'"><BR><BR>]
["Email:" <BR> <INPUT TYPE="TEXT" NAME="email'"><BR><BR>]
["Message:" <BR>]

[<TEXTAREA cols=75 name=message rows=5></textarea> <BR><BR>]
[<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]

[</FORM>]

[</TD></TR></TABLE></CENTER>]

read %template_footer.html

The template_header.html file used in the above example can include the standard required HTML outline,
along with any formatting tags and static content that you'd like, in order to present a nicely designed
page. A basic layout may include something similar to the following:

<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.0 Transitional//EN">

<HTML><HEAD><TITLE>Page Title</TITLE>

<META http-equiv=Content-Type content="text/html;
charset=windows-1252">

</HEAD>
<BODY bgColor=#000000>
<TABLE align=center background="" border=0

cellPadding=20 cellSpacing=2 height="100%" width="95%">

<TR>

<TD background="" bgColor=white vAlign=top>

The footer closes any tables or tags opened in the header, and may include any static content that
appears after the CGl script:

</TD>
</TR>

</TABLE>
<TABLE align=center background="" border=0
cellPadding=20 cellSpacing=2 width="95%">

<TR>

<TD background="" cellPadding=2 bgColor=#000000 height=5>
<P align=center><FONT color=white size=1>Copyright © 2009
Yoursite.com. All rights reserved.</FONT>

</P>

</TD>
</TR>

</TABLE>
</BODY>
</HTML>

The following example demonstrates how to automatically build lists of days, months, times, and data read
from a file, using dynamic loops (foreach, for, etc.). The items are selectable from drop down lists in the
printed HTML form:



#!/home/youruserpath/rebol/rebol -cs

REBOL []

print "content-type: text/html*/"

submitted: decode-cgi system/options/cgi/query-string

print [<HTML><HEAD><TITLE>"Dropdown Lists"</TITLE></HEAD><BODY>]

if not empty? submitted [
print rejoin ["NAME SELECTED: " submitted/2 <BR><BR>]
selected: rejoin [
"TIME/DATE SELECTED: "
submitted/4 " " submitted/6 ", " submitted/8
1

print selected
quit

; Print the initial form:

print [<FORM ACTION="http://yourwebserver.com/your_rebol_script.cgi'">]
print [" SELECT A NAME: " <BR> <BR>]

names: read/lines %users.txt

print [<select NAME="names">]

foreach name names [prin rejoin ["<option>" name]]

print [</option> </select> <br> <br>]

print " SELECT A DATE AND TIME: "
print rejoin ["(today's date is " now/date ")" <BR><BR>]

print [<select NAME="month">]
foreach m system/locale/months [prin rejoin ["<option>" m]]
print [</option> </select>]

print [<select NAME="date'">]
for daysinmonth 1 31 1 [prin rejoin ["<option>" daysinmonth]]
print [</option> </select>]

print [<select NAME="time">]

for time 10:00am 12:30pm :30 [prin rejoin ["<option>" time]]
for time 1:00 10:00 :30 [prin rejoin ["<option>" time]]
print [</option> </select> <br> <br>]

print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
print [</FORM>]

The "users.txt" file used in the above example may look something like this:

nick
john
jim
bob

Here's a simple CGl program that displays all photos in the current folder on a web site, using a foreach
loop:

#! /home/path/public_html/rebol/rebol -cs
REBOL [title: "Photo Viewer"]



print "content-type: text/html*/"
print [<HTML><HEAD><TITLE>"Photos"</TITLE></HEAD><BODY>]
print read %template_header.html

folder: read %.

count: 0

foreach file folder [

foreach ext [".jpg" ".gif" ".png" ".bmp"] [
if find file ext [

print [<BR> <CENTER>]
print rejoin [{<img src="} file {">}]
print [</CENTER>]
count: count + 1

1
1
print [<BR>]
print rejoin ["Total Images: " count]
print read %template_footer.html

Notice that there's no "submitted: decode-cgi system/options/cgi/query-string" code in the above example.
That's because the above script doesn't make use of any data submitted from a form.

Here's an example that allows users to check attendance at various weekly events, and add/remove their
names from each of the events. It stores all the user information in a flat file (simple text file) named
"jams.db":

#! /home/path/public_html/rebol/rebol -cs

REBOL [title: "event.cgi"]

print "content-type: text/html*/"

print [<HTML><HEAD><TITLE>"Event Sign-Up"</TITLE></HEAD><BODY>]

jams: load %$jam.db

a-line: [] loop 65 [append a-line "-"]
a-line: trim to-string a-line

print [<hr> <font size=5>" Sign up for an event:"</font> <hr><BR>]
print [<FORM ACTION="http://yourwebsite.com/cgi-bin/event.cgi">]
print [" Student Name: "]

print [<input type=text size="50" name="student"><BR><BR>]

print [" ADD yourself to this event: "]

print [<select N ="add"><option>""<option>"all"]

foreach jam jams [prin rejoin ["<option>" jam/1]]

print [</option> </select> <BR> <BR>]

print [" REMOVE yourself from this event: "]

print [<select NAME="remove'"><option>""<option>"all"]

foreach jam jams [prin rejoin ["<option>" jam/1]]

print [</option> </select> <BR> <BR>]

print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]

print [</FORM>]

print-all: does [
print [<br><hr><font size=5>]
print " Currently scheduled events, and current attendance:"
print [</font><br>]
foreach jam jams [
print a-line
print [<BR>]
print rejoin ["" jam/1]



print [<BR>]
print a-line
print [<BR>]
for person 2 (length? jam) 1 [
print jam/:person
print [<BR>]
1
print [<BR>]
]
print [</BODY></HTML>]
]

submitted: decode-cgi system/options/cgi/query-string

if submitted/2 <> none [

if ((submitted/4 = "") and (submitted/6 = "")) [
print [<strong>]
print "Please try again. You must choose an event."
print [</strong>]
print-all
quit

1

if ((submitted/4 <> "") and (submitted/6 <> "")) [
print [<strong>]
print "Please try again. Choose add OR remove."
print [</strong>]
print-all
quit

1

if submitted/4 = "all" [
foreach jam jams [append jam submitted/2]
save %jam.db jams
print [<strong>]
print "Your name has been added to every event:
print [</strong>]
print-all
quit

1
if submitted/6 = "all" [
foreach jam jams [
if find jam submitted/2 [
remove—-each name jam [name = submitted/2]
save %jam.db jams
1
1
print [<strong>]
print "Your name has been removed from all events:
print [</strong>]
print-all
quit

1
foreach jam jams [
if (find jam submitted/4) [
append jam submitted/2
save %jam.db jams
print [<strong>]
print "Your name has been added to the selected event: "
print [</strong>]
print-all
quit
1
1

found: false



foreach jam jams [
if (find jam submitted/6) [
if (find jam submitted/2) [
remove-each name jam [name = submitted/2]
save %jam.db jams
print [<strong>]
print "Your name has been removed "
print "from the selected event: "
print [</strong>]
print-all
quit
found: true

1
1
if found <> true [
print [<strong>]
print "That name is not found in the specified event!"
print [</strong>]
print-all
quit

1

print-all

Here is a sample of the "jam.db" data file used in the above example:

["Sunday September 16, 4:00 pm - Jam CLASS"

"Nick Antonaccio" "Ryan Gaughan" "Mark Carson"]
["Sunday September 23, 4:00 pm - Jam CLASS"

"Nick Antonaccio" "Ryan Gaughan" "Mark Carson"]
["Sunday September 30, 4:00 pm - Jam CLASS"

"Nick Antonaccio" "Ryan Gaughan" "Mark Carson"]

Here's a simple web site bulletin board program:

#! /home/path/public_html/rebol/rebol -cs

REBOL [title: "Jam"]

print "content-type: text/html”r/"

print read %template_header.html

; print [<HTML><HEAD><TITLE>"Bulletin Board"</TITLE></HEAD><BODY>]

bbs: load %bb.db

print [<center><table border=1 cellpadding=10 width=600><tr><td>]
print [<center><strong><font size=4>]

print "Please REFRESH this page to see new messages."

print [</font></strong></center>]

print-all: does [
print [<br><hr><font size=5>" Posted Messages:" </font> <br>]
print [<hr>]
foreach bb (reverse bbs) [
print [<BR>]
print rejoin ["Date/Time: " bb/2]
print " "
print rejoin ["Name: " bb/1]



print [<BR><BR>]
print bb/3
print [<BR><BR><HR>]

1
submitted: decode-cgi system/options/cgi/query-string

if submitted/2 <> none [
entry: copy []
append entry submitted/2
append entry to-string (now + 3:00)
append entry submitted/4
append/only bbs entry
save %bb.db bbs
print [<BR><strong>"Your message has been added: "</strong><BR>]

1
print-all

print [<font size=5>" Post A New Public Message:'"</font><hr>]
print [<FORM ACTION="http://website.com/bb/bb.cgi">]

print [<br>" Your Name: " <br>]
print [<input type=text size="50" name="student"><BR><BR>]
print [" Your Message: " <br>]

print [<textarea name=message rows=5 cols=50></textarea><BR><BR>]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Post Message'">]
print [</FORM>]

print [</td></tr></table></center>]
print read %template_footer.html

Here's an example data file for the program above:

"Nick Antonaccio"
"8-Nov-2006/4:55:59-8:00"
{
WELCOME TO OUR PUBLIC BULLETIN BOARD.
Please keep the posts clean cut and on topic.
Thanks and have fun!

The default format for REBOL CGl data is "GET". Data submitted by the GET method in an HTML form is
displayed in the URL bar of the user's browser. If you don't want users to see that data displayed, or if the
amount of submitted data is larger then can be contained in the URL bar of a browser, the "POST" method
should be used. To work with the POST method, the action in your HTML form should be:

<FORM METHOD="post" ACTION="./your_ script.cgi">

You must also use the "read-cgi" function below to decode the submitted POST data in your REBOL
script. This example creates a password protected online text editor, with an automatic backup feature:



#!/home/path/public_html/rebol/rebol -cs

REBOL []

print "content-type: text/html*/"

print [<HTML><HEAD><TITLE>"Edit Text Document"</TITLE></HEAD><BODY>]

; submitted: decode-cgi system/options/cgi/query-string

; We can't use the normal line above to decode, because

; we're using the POST method to submit data (because data
; from the textarea may get too big for the GET method).

; Use the following standard function to process data from
; a POST method instead:

read-cgi: func [/local data buffer][
switch system/options/cgi/request-method [
"POST" [
data: make string! 1020
buffer: make string! 16380
while [positive? read-io system/ports/input buffer 16380] [
append data buffer
clear buffer
1
1
"GET" [data: system/options/cgi/query-string]
1
data
1

submitted: decode-cgi read-cgi

; 1f document.txt has been edited and submitted:

if ((submitted/2 = "save") or (submitted/2 = "save")) [
; save newly edited document:
write to-file rejoin ["./" submitted/6 "/document.txt"] submitted/4

print ["Document Saved."]
print rejoin [
{<META HTTP-EQUIV="REFRESH" CONTENT="0;
URL=http://website.com/folder/}
submitted/6 {">}
1
quit

; 1f user is just opening page (i.e., no data has been submitted
; yet), request user/pass:

if ((submitted/2 = none) or (submitted/4 = none)) [
print [<strong> WA RNI NG - "]
print ["Private Server, Login Required:'"</strong><BR><BR>]
print [<FORM ACTION="./edit.cgi">]
print [" Username: " <input type=text size="50" name="name"><BR><BR>]
print [" Password: " <input type=text size="50" name="pass'"><BR><BR>]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
print [</FORM>]
quit
1

; check user/pass against those in userlist.txt,
; end program if incorrect:

userlist: load %userlist.txt



folder: submitted/2
password: submitted/4
response: false
foreach user userlist [
if ((first user) = folder) and (password = (second user)) [
response: true
]
1

if response = false [print "Incorrect Username/Password." quit]
; if user/pass is ok, go on...
; backup (before changes are made):

cur-time: to-string replace/all to-string now/time ":" "-"

document_text: read to-file rejoin ["./" folder "/document.txt"]
write to-file rejoin [
"./" folder "/" now/date "_" cur-time ".txt"] document_text

; note the POST method in the HTML form:

print [<strong>"Be sure to SUBMIT when done:"</strong><BR><BR>]
print [<FORM method="post" ACTION="./edit.cgi">]

print [<INPUT TYPE=hidden NAME=submit_confirm VALUE="save'>]

print [<textarea cols="100" rows="15" name="contents">]

print [document_text]

print [</textarea><BR><BR>]

print rejoin [{<INPUT TYPE=hidden NAME=folder VALUE="} folder {">}]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]

print [</FORM>]

print [</BODY></HTML>]

The following example demonstrates how to upload files to your web server using the decode-multipart-
form-data function by Andreas Bolka:

#! /home/path/public_html/rebol/rebol -cs

REBOL [Title: "HTTP File Upload"]

print "content-type: text/html*/"

print {<HTML><HEAD><TITLE>Upload Progress</TITLE></HEAD>}
print {<BODY><br><br><center><table width=95% border=1>}
print {<tr><td width=100%><br><center>}

read-cgi: func [/local data buffer] |
switch system/options/cgi/request-method [
"POST" [
data: make string! 1020
buffer: make string! 16380
while [positive? read-io system/ports/input buffer 16380] [
append data buffer
clear buffer
1
1
"GET" [data: system/options/cgi/query-string]
1
data
1

submitted: read-cgi

if submitted/2 = none [



print {

<FORM ACTION="./upload.cgi"

METHOD="post" ENCTYPE="multipart/form-data">
<strong>Upload File:</strong><br><br>
<INPUT TYPE="file" NAME="photo"> <br><br>
<INPUT TYPE="submit" NAME="Submit" VALUE="Upload">

</FORM>

<br></center></td></tr></table></BODY></HTML>
}
quit
1

decode—-multipart-form—-data: func [
p—-content-type
p-post-data
/local list ct bd delim-beg delim-end non-cr non-1f non-crlf mime-part

list: copy [1]

if not found? find p-content-type "multipart/form-data" [return list]
ct: copy p—content-type

bd: join "--" copy find/tail ct "boundary="

delim-beg: join bd crlf

delim-end: join crlf bd

non-cr: complement charset reduce [ cr ]
non-1f: complement charset reduce [ newline ]
non—-crlf: [ non-cr | cr non-1f ]

mime-part: [

( ct-dispo: content: none ct-type: "text/plain" )
delim-beg ; mime-part start delimiter
"content-disposition: " copy ct-dispo any non-crlf crlf
opt [ "content-type: " copy ct-type any non-crlf crlf ]
crlf ; content delimiter
copy content
to delim-end crlf ; mime-part end delimiter
( handle-mime-part ct-dispo ct-type content )

1

handle-mime-part: func [
p-ct-dispo
p-ct-type
p—content
/local tmp name value val-p

p-ct-dispo: parse p-ct-dispo {;="}
name: to-set-word (select p-ct-dispo "name")
either (none? tmp: select p-ct-dispo "filename")
and (found? find p-ct-type "text/plain") [
value: content
110
value: make object! [
filename: copy tmp
type: copy p-ct-type
content: either none? p-content [none] [copy p-content]
1
]
either val-p: find list name
[change/only next val-p compose [(first next val-p) (value)]]
[append list compose [ (to-set-word name) (value)]]
1
use [ct-dispo ct-type content] [
parse/all p-post-data [some mime-part "--" crlf]

1
list



; After the following line, "probe cgi-object" will display all parts of
; the submitted multipart object:

cgi-object: construct decode-multipart-form-data
system/options/cgi/content-type copy submitted

; Write file to server using the original filename, and notify the user:

the-file: last split-path to-file copy cgi-object/photo/filename
write/binary the-file cgi-object/photo/content
print {

<strong>UPLOAD COMPLETE</strong><br><br>

<strong>Files currently in this folder:</strong><br><br>
}
folder: sort read %.
foreach file folder [

print [rejoin [{<a href="./} file {">} file "</a><br>"]]
1
print {<br></td></tr></table></BODY></HTML>}

Alternatively, you could forward to a different page when done:

wait 3
refresh-me: {

<head><title></title>

<META HTTP-EQUIV="REFRESH" CONTENT="0; URL=./index. cgi">< /head>
}

print refresh-me

Ne Ne Ne Ne N Ne Ne N

Be sure to see the following links for more insight about REBOL CGI programming:

http://rebol.com/docs/cgi1.html
http://rebol.com/docs/cgi2.html
http://rebol.com/docs/cgi-bbs.html
http://www.rebol.net/cookbook/recipes/0045.html

To create web sites using a PHP-like version of REBOL that runs in a web server written entirely in
REBOL, see:

http:/cheyenne-server.org (binaries are available for Windows, Mac, and Linux).
http://cheyenne-server.org/docs/rsp-api.html - documentation for the "RSP" (REBOL server pages) API.

9.7 REBOL as a Browser Plugin

REBOL interpreters exist not only for an enormous variety of operating systems, but also as plugins for
several popular browsers (Internet Explorer and many Mozilla variations, including Opera). That means
that you can embed the REBOL interpreter directly into a web page, and have complete, complex REBOL
programs run right inside pages of your web site (in a way similar to Flash and Java, and useful like
Javascript code). This provides a nice alternative to CGI programming for any type of application that runs
appropriately in the stand-alone view.exe interpreter (i.e., for games, multimedia applications, and rich
graphic/GUI applications of all types). Since the browser plugin runs typical REBOL code in the same way
as the downloadable view.exe interpreter, you can run code directly on your web pages, without making
any changes. For more information about the REBOL plugins, see http://www.rebol.com/plugin/install.html.

9.8 Using Databases

Databases manage all the difficult details of searching, sorting, and otherwise manipulating large amounts
of data, quickly and safely in a multiuser environment. MySQL is a free, open source database system
used in many web sites and software projects. ODBC is a common interface that allows programmers to



connect to many other types of databases. The most recent releases of REBOL, along with all commercial
versions, have built-in native access to MySQL, ODBC, and other database formats. You can also
download a free MySQL protocol module that runs in every free version of REBOL, from
http://softinnov.org/rebol/mysqgl.shtml. A free module for the postgre database system is also available at
that site.

To explore database concepts and techniques in this section, we'll use the open source MySQL module
above because it provides access to a powerful and popular database solution which works even in old
and unusual versions of REBOL.

Most web hosting accounts come with MySQL already installed. See your web host account instructions
to learn how to access it (you need a web address, database name, user name, and password). To get a
free, simple-to-install web server package for Windows that includes MySQL, go to
http://www.uniformserver.com. That program enables you to easily install a web server with MySQL pre-
configured on your local computer. It's useful if you don't have access to a web server on the Internet, or if
you want to create multiuser applications which use MySQL on a local network.

To use the REBOL MySQL module above, unpack the compressed "rip" file available at the link above.
This step only needs to be done the first time you use the package on a given computer:

do mysql-107.rip

Every time you access a MySQL database, you need to "do" the module that was unpacked in the step
above:

do %$mysql-rl07/mysql-protocol.r

; At the time of this writing, 1.07 was the most current version of
; the mysql module. Update the numbers in the previous two lines
; of code to reflect the current version number you've downloaded.

Next, enter the database info (location, username, and password), as in the instructions at
http://softinnov.org/rebol/mysqgl-usage.html:

db: open mysql://username:password@yourwebsite.com/yourdatabasename

In MySQL and other databases, data is stored in "tables". Tables are made up of columns of related
information. A "Contacts" table, for example, may contain name, address, phone, and birthday columns.
Each entry in the database can be thought of as a row containing info in each of those column fields:

name address phone birthday

John Smith 123 Toleen Lane 555-1234 1972-02-01
Paul Thompson 234 Georgetown Place 555-2345 1972-02-01
Jim Persee 345 Portman Pike 555-3456 1929-07-02
George Jones 456 Topforge Court 1989-12-23
Tim Paulson 555-5678 2001-05-16

"SQL" statements let you work with data stored in the table. Some SQL statements are used to create,
destroy, and fill columns with data:



CREATE TABLE table_name ; create a new table of information

DROP TABLE table_name ; delete a table
INSERT INTO table_name VALUES (valuel, value2,....)
INSERT INTO Contacts
VALUES ('Billy Powell', '5 Binlow Dr.', '555-6789', '1968-04-19')

INSERT INTO Contacts (name, phone)
VALUES ('Robert Ingram', '555-7890')

The SELECT statement is used to retrieve information from columns in a given table:

SELECT column_name (s) FROM table_name
SELECT * FROM Contacts
SELECT name, address FROM Contacts
SELECT DISTINCT birthday FROM Contacts ; returns no duplicate entries
; To perform searches, use WHERE. Enclose search text in single
; quotes and use the following operators:
; =, <>, >, <, >=, <=, BETWEEN, LIKE (use "%" for wildcards)
SELECT * FROM Contacts WHERE name='John Smith'
SELECT * FROM Contacts WHERE name LIKE 'J%'
SELECT * FROM Contacts WHERE birthday LIKE '%72%' OR phone LIKE '%34'
SELECT * FROM Contacts
WHERE birthday NOT BETWEEN '1900-01-01' AND '2010-01-01"'
; IN lets you specify a list of data to match within a column:
SELECT * FROM Contacts WHERE phone IN ('555-1234', '555-2345")
SELECT * FROM Contacts ORDER BY name ; sort results alphabetically
SELECT name, birthday FROM Contacts ORDER BY birthday, name DESC

Other SQL statements:

UPDATE Contacts SET address = '643 Pine Valley Rd.'
WHERE name = 'Robert Ingram' ; alter or add to existing data
DELETE FROM Contacts WHERE name = 'John Smith'
DELETE * FROM Contacts
ALTER TABLE - change the column structure of a table
CREATE INDEX - create a search key
DROP INDEX - delete a search key

To integrate SQL statements in your REBOL code, enclose them as follows:

insert db {SQL command}

To retrieve the result set created by an inserted command, use:

copy db

You can use the data results of any query just as you would any other data contained in REBOL blocks.
To retrieve only the first result of any command, for example, use:



first db

When you're done using the database, close the connection:

close db

Here's a complete example that opens a database connection, creates a new "Contacts" table, inserts
data into the table, makes some changes to the table, and then retrieves and prints all the contents of the
table, and closes the connection:

REBOL []

do %mysqgl-protocol.r

db: open mysql://root:root@localhost/Contacts

; insert db {drop table Contacts} ; erase the old table if it exists
insert db {create table Contacts (

name varchar (100),
address text,
phone varchar (12),
birthday date

)}
insert db {INSERT into Contacts VALUES

('John Doe', 'l Street Lane', '555-9876', '1967-10-10'),
('John Smith', 'l123 Toleen Lane', '555-1234', '1972-02-01"'),

('Paul Thompson', '234 Georgetown P1l.', '555-2345', '1972-02-01"'),
('Jim Persee', '345 Portman Pike', '555-3456', '1929-07-02"'"),
('George Jones', '456 Topforge Court',6 '', '1989-12-23'"),
('Tim Paulson', '', '555-5678', '2001-05-16")

}

insert db "DELETE from Contacts WHERE birthday = '1967-10-10'"

insert db "SELECT * from Contacts"
results: copy db

probe results

close db

halt

Here's a shorter coding format that can be used to work with database tables quickly and easily:

read join mysql://user:pass@host/DB? "SELECT * from DB"

For example:

foreach row read rejoin [mysql://root:root@localhost/Contacts?
"SELECT * from Contacts"] [print row]

Here's a GUI example:

results: read rejoin [



mysql://root:root@localhost/Contacts? "SELECT * from Contacts"]
view layout [
text-1list 100x400 data results [
string: rejoin [

"NAME : " value/l newline
"ADDRESS: " value/2 newline
"PHONE : " value/3 newline
"BIRTHDAY: " value/4

1
view/new layout [
area string

1

For a more detailed explanation about how to set up MYSQL, how to us the SQL language syntax, and
other related topics, see http://musiclessonz.com/rebol_tutorial.html#section-27.

To use SQLite in REBOL, see http://www.dobeash.com/sqlite.html.

To use ODBC in REBOL, see http://www.rebol.com/docs/database.html.

For a useful open source SQL database system created entirely in native REBOL, see
http://www.dobeash.com/rebdb.html.

The following additional database management systems ("DBMS"s) are also available for REBOL.:

http://www.tretbase.com/forum/index.php
http://www.fys.ku.dk/~niclasen/nicomdb/
http://www.rebol.net/cookbook/recipes/0012.html
http://www.cs.unm.edu/~whip/
http://www.garret.ru/dybase.html
http://www.rebol.org/view-script.r?script=sql-protocol.r
http://www.rebol.org/view-script.r?script=db.r

Be sure to search rebol.org for more information and code related to databases.
9.9 Parse (REBOL's Answer to Regular Expressions)

The "parse" function is used to import and convert organized chunks of external data into the block format
that REBOL recognizes natively. It also provides a means of dissecting, searching, comparing, extracting,
and acting upon organized information within unformatted text data (similar to the pattern matching
functionality implemented by regular expressions in other languages).

The basic format for parse is:

parse <data> <matching rules>

Parse has several modes of use. The simplest mode just splits up text at common delimiters and converts
those pieces into a REBOL block. To do this, just specify "none" as the matching rule. Common delimiters
are spaces, commas, tabs, semicolons, and newlines. Here are some examples:

textl: "apple orange pear"
parsed-blockl: parse textl none



text2: "apple,orange,pear"
parsed-block2: parse text2 none

text3: "apple orange pear"
parsed-block3: parse text3 none

text4: "apple;orange;pear"
parsed-block4: parse text4 none

text5: "apple,orange pear"
parsed-block5: parse text5 none

text6: {"apple", "orange", "pear"}
parsed-block6: parse text6 none

text7: {
apple
orange
pear

}

parsed-block7: parse text7 none

To split files based on some character other than the common delimiters, you can specify the delimiter as
a rule. Just put the delimiter in quotes:

text: "apple*orange*pear"
parsed-block: parse text "*"

text: "apple&orange&pear"
parsed-block: parse text "&"

text: "apple & orangeé&pear"
parsed-block: parse text "&"

You can also include mixed multiple characters to be used as delimiters:

text: "apple&orange*pear"
parsed-block: parse text "&*"

text: "apple&orange*pear"
parsed-block: parse text "*&" ; the order doesn't matter

Using the "splitting" mode of parse is a great way to get formatted tables of data into your REBOL
programs. Splitting the text below by carriage returns, you run into a little problem:

text: { First Name
Last Name
Street Address
City, State, Zip}

parsed-block: parse text "//"

; ~/ is the REBOL symbol for a carriage return



Spaces are included in the parsing rule by default (parse automatically splits at all empty space), so you
get a block of data that's more broken up than intended:

["First" "Name" "Last" "Name" "Street" "Address" "City,"
"state, "w Hzipll]

You can use the "/all" refinement to eliminate spaces from the delimiter rule. The code below:

text: { First Name
Last Name
Street Address
City, State, Zip}

parsed-block: parse/all text "~/"

converts the given text to the following block:

[" First Name" " Last Name" " Street Address"
" City, State, Zip"]

Now you can trim the extra space from each of the strings:

foreach item parsed-block [trim item]

and you get the following parsed-block, as intended:

["First Name" "Last Name" "Street Address" "City, State, Zip"]

Pattern Matching Mode:

You can use parse to check whether any specific data exists within a given block. To do that, specify the

rule (matching pattern) as the item you're searching for. Here's an example:

parse ["apple"] ["apple"]

parse ["apple" "orange"] ["apple" "orange"]

Both lines above evaluate to true because they match exactly. IMPORTANT: By default, as soon as parse
comes across something that doesn't match, the entire expression evaluates to false, EVEN if the given
rule IS found one or more times in the data. For example, the following is false:

parse ["apple" "orange"] ["apple"]

But that's just default behavior. You can control how parse responds to items that don't match. Adding the



words below to a rule will return true if the given rule matches the data in the specified way:

"any" - the rule matches the data zero or more times

"some" - the rule matches the data one or more times

"opt" - the rule matches the data zero or one time

"one" - the rule matches the data exactly one time

an integer - the rule matches the data the given number of times

two integers - the rule matches the data a number of times included in the range between the two
integers

IZEA SRl

The following examples are all true:

parse ["apple" "orange"] [any string!]
parse ["apple" "orange"] [some string!]
parse ["apple" "orange"] [l 2 string!]

You can create rules that include multiple match options - just separate the choices by a "|" character and
enclose them in brackets. The following is true:

parse ["apple" "orange"] [any [string! | url! | number!]]

You can trigger actions to occur whenever a rule is matched. Just enclose the action(s) in parentheses:

parse ["apple" "orange"] [any [string!
(alert "The block contains a string.") | url! | number!]]

You can skip through data, ignoring chunks until you get to, or past a given condition. The word "to"
ignores data UNTIL the condition is found. The word "thru" ignores data until JUST PAST the condition is
found. The following is true:

parse [234.1 $50 http://rebol.com "apple"] [thru string!]

The real value of pattern matching is that you can search for and extract data from unformatted text, in an
organized way. The word "copy" is used to assign a variable to matched data. For example, the following
code downloads the raw HTML from the REBOL homepage, ignores everything except what's between
the HTML title tags, and displays that text:

parse read http://rebol.com [
thru <title> copy parsed-text to </title> (alert parsed-text)
1

The following code extends the example above to provide the useful feature of displaying the external ip
address of the local computer. It reads http:/whatsmyip.org, parses out the title text, and then parses that
text again to return only the IP number. The local network address is also displayed, using the built in dns
protocol in REBOL:

parse read http://whatsmyip.org/ [
thru <title> copy my-ip to </title>



1
parse my-ip [
thru "Your IP is " copy stripped-ip to end
1
alert to-string rejoin [
"External: " trim/all stripped-ip " "
"Internal: " read join dns:// read dns://

Here's a useful example that removes all comments from a given REBOL script (any part of a line that
begins with a semicolon ";"):

code: read to-file request-file

parse/all code [any [
to #";" begin: thru newline ending: (
remove/part begin ((index? ending) - (index? begin))) :begin
]
1

editor code

For more about parse, see the following links:

http://www.codeconscious.com/rebol/parse-tutorial.html
http://www.rebol.com/docs/core23/rebolcore-15.html
http://en.wikibooks.org/wiki’/REBOL_Programming/Language Features/Parse
http://www.rebolforces.com/zine/rzine-1-06.html#sect4.

9.10 Objects

Obijects are code structures that allow you to encapsulate and replicate code. They can be thought of as
code containers which are easily copied and modified to create multiple versions of similar code and/or
duplicate data structures. They're also used to provide context and namespace management features (i.e.,
to avoid assigning the same variable words and/or function names to different pieces of code in large
projects).

Object "prototypes” define a new object container. To create an original object prototype in REBOL, use
the following syntax:

label: make object! [object definition]

The object definition can contain functions, values, and/or data of any type. Below is a blank user account
object containing 6 variables which are all set to equal "none"):

account: make object! [
first-name: last—-name: address: phone: email-address: none

1

The account definition above simply wraps the 6 variables into a container, or context, called "account".

You can refer to data and functions within an object using refinement ("/path") notation:



object/word

In the account object, "account/phone" refers to the phone number data contained in the account. You can
make changes to elements in an object as follows:

object/word: data

For example:

account/phone: "555-1234"
account/address: "4321 Street Place Cityville, USA 54321"

Once an object is created, you can view all its contents using the "help” function:

help object
? object

"?" is a synonym for "help"

If you've typed in all the account examples so far into the REBOL interpreter, then:

? account

displays the following info:

ACCOUNT is an object of value:

first—name none! none

last—-name none! none

address string! "4321 Street Place Cityville, USA 54321"
phone string! "555-1234"

email-address none! none

Once you've created an object prototype, you can make a new object based on the original definition:

label: make existing-object [
values to be changed from the original definition

1

The code below creates a new account block labeled "user1":

userl: make account [
first—-name: "John"
last—-name: "Smith"



address: "1234 Street Place Cityville, USA 12345"
email-address: "john@hisdomain.com"

In this case, the phone number variable retains the default value of "none" established in the original
account definition.

You can extend any existing object definition with new values:

label: make existing-object [new-values to be appended]

The definition below creates a new account object, redefines all the existing variables, and appends a new
variable to hold the user's favorite color.

user2: make account [
first—-name: "Bob"
last-name: "Jones"
address: "4321 Street Place Cityville, USA 54321"
phone: "555-1234"
email-address: "bob@mysite.net"
favorite-color: "blue"

"user2/favorite-color" now refers to "blue".

The code below creates a duplicate of the user2 account, with only the name and email changed:

user2a: make user2 [
first—-name: "Paul"
email-address: "paul@mysite.net"

"? user2a" provides the following info:

USER2A is an object of value:

first-name string! "Paul"

last—-name string! "Jones"

address string! "4321 Street Place Cityville, USA 54321"
phone string! "555-1234"

email-address string! "paul@mysite.net"

favorite-color string! "blue"

You can include functions in your object definition:

complex—account: make object! [
first-name:
last—name:
address:
phone:



none
email-address: does [
return to-email rejoin [
first-name "_" last-name "@website.com"
]

1
display: does [

print nmn

print rejoin ["Name: " first-name " " last-name]
print rejoin ["Address: " address]

print rejoin ["Phone: " phone]

print rejoin ["Email: " email-address]

print ""

Note that the variable "email-address" is initially assigned to the result of a function (which simply builds a
default email address from the object's first and last name variables). You can override that definition by
assigning a specified email address value. Once you've done that, the email-address function no longer
exists in that particular object - it is overwritten by the specified email value.

Here are some implementations of the above object. Notice the email-address value in each object:

userl: make complex—account []

user2: make complex—account [
first—-name: "John"
last-name: "Smith"
phone: "555-4321"

1

user3: make complex—account [
first-name: "Bob"
last-name: "Jones"
address: "4321 Street Place Cityville, USA 54321"
phone: "555-1234"
email-address: "bob@mysite.net"

To print out all the data contained in each object:

userl/display user2/display user3/display

The display function prints out data contained in each object, and in each object the same variables refer
to different values (the first two emails are created by the email-address function, and the third is
assigned).

Here's a small game in which multiple character objects are created from a duplicated object template.

Each character can store, alter, and print its own separately calculated position value based on one object
prototype definition:

REBOL []

hidden-prize: random 15x15
character: make object! [



position: 0x0
move: does [
direction: ask "Move up, down, left, or right: "
switch/default direction [
"up" [position: position + -1x0]
"down" [position: position + 1x0]
"left" [position: position + 0x-1]
"right" [position: position + 0x1]
] [print newline print "THAT'S NOT A DIRECTION!"]
if position = hidden-prize [
print newline
print "You found the hidden prize. YOU WIN!"
print newline
halt
1
print rejoin [
newline
"You moved character " movement " " direction
". Character " movement " is now "
hidden-prize - position
" spaces away from the hidden prize. "
newline

1
1

characterl: make character[]
character2: make character|[position: 3x3]
character3: make character|[position: 6x6]
character4: make character|[position: 9x9]
character5: make character[position: 12x12]
loop 20 [
prin "4~ (1B) [J"
movement : ask "Which character do you want to move (1-5)? "
if find [ n 1 n n 2 n n 3 n n 4 n n 5 n ] movement [
do rejoin ["character" movement "/move"]
print rejoin [
newline
"The position of each character is now: "
newline newline

"CHARACTER ONE: " characterl/position newline
"CHARACTER TWO: " character2/position newline
"CHARACTER THREE: " character3/position newline
"CHARACTER FOUR: " character4/position newline
"CHARACTER FIVE: " character5/position

ask "~/Press the [Enter] key to continue."

You could, for example, extend this concept to create a vast world of complex characters in an online
multi-player game. All such character definitions could be built from one base character definition
containing default configuration values.

9.10.1 Namespace Management
In this example the same words are defined two times in the same program:
var: 1234.56

bank: does [
print mn



print rejoin ["Your bank account balance is: §" var]
print ""

var: "Wabash"
bank: does [
print mn
print rejoin [
"Your favorite place is on the bank of the: " var]
print mn

bank

There's no way to access the bank account balance after the above code runs, because the "bank" and
"var" words have been overwritten. In large coding projects, it's easy for multiple developers to
unintentionally use the same variable names to refer to different pieces of code and/or data, which can
lead to accidental deletion or alteration of values. That potential problem can be avoided by simply
wrapping the above code into separate objects:

money: make object! [
var: 1234.56
bank: does [
print mn
print rejoin ["Your bank account balance is: §" var]
print mn

1

place: make object! [
var: "Wabash"
bank: does [
print ""
print rejoin [
"Your favorite place is on the bank of the: " var]
print ""

Now you can access the "bank" and "var" words in their appropriate object contexts:

money/bank
place/bank

money/var
place/var

The objects below make further use of functions and variables contained in the above objects. Because
the new objects "deposit" and "travel" are made from the "money" and "place" objects, they inherit all the
existing code contained in the above objects:

deposit: make money [
view layout [
button "Deposit $10" [
var: var + 10



bank

1

travel: make place [
view layout [
new—-favorite: field 300 trim {
Type a new favorite river here, and press [Enter]} [
var: value
bank

For more information about objects, see:

http://rebol.com/docs/core23/rebolcore-10.html
http://en.wikibooks.org/wiki/REBOL_Programming/Language_Features/Objects
http://en.wikipedia.org/wiki/Prototype-based programming

9.11 Menus

One oddity about Rebol's GUI dialect is that it doesn't incorporate a native way to create standard menus.
Users typically click buttons or text choices directly in REBOL GUIs to make selections. The "request-list"
function and the GUI "choice" widget are short and simple substitutes which provide menu-like
functionality. The menu example shown earlier in this tutorial can also be useful, but it doesn't look or
operate in the typical way users expect. The popular REBOL GUI tool called RebGUI has a simple facility
for creating basic menus, which can be useful.

For full blown menus with all the bells and whistles, animated icons, appropriate look-and-feel for various
operating systems, and every possible display option, a module has been created to easily provide that
capability: http://www.rebol.org/library/scripts/menu-system.r. Here's a minimal example demonstrating it's
use:

do-thru http://www.rebol.org/library/scripts/menu-system.r
menu—-data: [edit: item "Menu" menu [item "Iteml" item "Item2"]]
simple-style: [item style action [alert item/body/text]]

view center-face layout/size [

at 2x2 menu-bar menu menu-data menu-style simple-style
1 400x500

Here's a typical example that demonstrates the basic syntax for common menu layouts:

REBOL []
You can download the menu-system.r script to your hard drive:

4

if not exists? %$menu-system.r [write %menu-system.r (
read http://www.rebol.org/library/scripts/menu-system.r)]

; If you're packaging your program into an .exe file, be sure to
; include the menu-system.r script in your package:

do %$menu-system.r



Here's how to create a menu layout:

The "menu-data" block contains all the top level menus.

Items in each of those menus go into separate "menu" blocks.
Submenus are simply items with their own additional "menu" blocks.
Use "---" for separator lines:

menu-data: [
file: item "File" menu [item "Open" item "Save" item "Quit"]
edit: item "Edit" menu [

4

4

1

item "Item 1"
item "Item 2" <ctrl-og>
item "Submenu..." menu [
item "Submenu Item 1"
item "Submenu Item 2"
item "Submenu Item 3" menu [
item "Sub-Submenu Item 1"
item "Sub-Submenu Item 2"

1

item "Item 3"

icons: item "Icons" menu [

item "Icon Item 1" icons [help.gif stop.gif]
item "Icon Item 2" icons [info.gif exclamation.gif]

Each menu selection can now run any code you want.
Just use the "switch" structure below:

basic-style: [item style action [
switch item/body/text [

11

4

’

; put any code you want, in each block:
case "Open" [
the-file: request-file
alert rejoin ["You opened: " the-file]
]
case "Save" [
the-file: request-file/save
alert rejoin ["You saved to: " the-file]
1
case "Quit" [
if (request/confirm "Really Quit?") = true [quit]

case "Item 1" [alert "Item 1 selected"]

case "Item 2" [alert "Item 2 selected"]

case "Item 3" [alert "Item 3 selected"]

case "Submenu Item 1" [alert "Submenu Item 1 selected"]

case "Submenu Item 2" [alert "Submenu Item 2 selected"]

case "Submenu Item 3" [alert "Submenu Item 3 selected"]

case "Sub-Submenu Item 1" [alert "Sub-Submenu Item 1 selected"]
case "Sub-Submenu Item 2" [alert "Sub-Submenu Item 2 selected"]
case "Icon Item 1" [alert "Icon Item 1 selected"]

case "Icon Item 2" [alert "Icon Item 2 selected"]

The following lines need to be added to eliminate a potential problem

closing down:

evt-close: func [face event] [either event/type = 'close [quit] [event]]



insert—-event-func :evt-close
; Now put the menu in your GUI, as follows:

view center-face layout [
size 400x500
; use this stock code:
at 2x2 menu-bar menu menu-data menu-style basic-style

The demo at http://www.rebol.org/library/scripts/menu-system-demo.r shows off many more advanced
features of the module.

Below is an intermediate example with explanations of the most important features. It also includes some
stock code to display menus with a standard MS Windows style (OS specific appearance). The menu
module has been compressed and embedded directly into the script, using "compress read
http://www.rebol.org/library/scripts/menu-system.r" (so that the module does not need to be downloaded or
included as a separate file):

REBOL [Title: "Menu Example"]
; The following line imports the compressed menu module.

do decompress #{

789CED7DED761B3792ESEFEBA740343F24AD4D5352EC24C3331E1F59A213258E
E548B233191EDE735A64536A9B6433ECA64566BD8F71DFF7A2AAFOD9F8E82645
27D9DD602672B31B28140A8542A150285C745F9CBF62BD078CA78BECE6B62C3A
8CFD27FE847492CF567378CDF606FBECESEOE0293BB99D6745992553D69D16E9
58653D1E8F19662DD83C2DD2F9C774F8F881FA7TA910E79A97976BD28B37CCA92
E9902D8A94655356E48BF920C537D7D93499AFD8289F4F8A47EC2E2B6F593EC7
TFF345C914AC493ECC46D92001488F58324FD92C9D4FB2B24C876C36CF3F6643
FE50DE2625FF937268E3717E974D6FD8209F0E3328546858507A92961D8DEYFF
AB225BB07C24B11CE4439E7F5194BC8D65C2B1871A92EBFC237C12A45290789A
E66536481FF16C59C1C61C28C032F08056DB48F29A07E3249BA4F3C7319478D5
06B5244ABCF5C30547D38315DB165A8C5A6D821BE683C5249D9689ECDB36EFB6
9C679AB34952A6F32C1917BA67B0SFO01BAD922ABB1AFD30C0B43A6693249013B
78D68DBO9CDC7439E619AEB4C9C266561B5923788E0E7F38223B262D729301D6F
S5ACED2E990BF4D81BF386293BC4C19118FC3E09033CEBD16AC11CF44E42AF251
79076C23F9B298A503E0470E2003769D03274E89278B02DBA6205D7D7776C92E
CF5F5EFD7C7CD165FCF9CDCS5F9BBB3D3EE297BF10BFFD86527E76F 7TEB938FBF 6
BB2BF6DDF9ABD3EEC5253B7E7DCADFBEBEBA387BF1F6EAFCE252C1DA39BEE410
7630C3F1EBSF58F75F6F2EBA9797ECFC829DFDF8E6D51907CA6BB9387E7D75D6
BD7CC4CESE9FBC7A7B7AF6FADB478C0362AFCFAF74035F9DFD7876C5F35F9D3F
422CDCF2ECFC25FBB17B71F21DFF79FCE2ECD5D9D52F58F1CBB3ABD750E94B5E
ABl1605ECCDF1C5D5D9C9DB57C717ECCDDB8B37E7975D060D3E3DBB3C79757CF6
63F7F431C787E3COBAEFBAAFAFDS8ES77C7AFSESS5DAAFAOODFFFCBA7B01AD32A9
COS5E7439D6C72F5E75B16A68FFE9D945F7E40A1AAA9F4E386D39C2AF1E697097
6FBA2767FO0A6GFBAF2E6FEG6F1C52F8F04F0CBEE4F6F796EFE919D1EFF78FC2D6F
F55E53AAF17E3C797BD1FD115AC34975F9F6C5E5D5D9D5SDBAB2EFBF6FCFC143B
ES5B27BF1EEEC840315E9F4F8EA18ABE6653919D57B4E86F38B5F000A341049FD
88FDFC5D97BFBF00AA21198EA17D979C1C275766360E8D53C7C0513780BDEE7E
FBEAECDBEEEB932E643B07703F9F5D76F779CF9C5D42060E1BESF8F331AFFC2D
36037AE42DEF3BDD172F6D167E841DC8CESEB2E3D3771CD8A92CC5BBFCF24CF0
09D2E3E43B41D4C73BAC2E6175FFF5A0FFEOC1AOSCB6B86459F059094673BA2C
F95CF5C0CAS7DC26C3FCAE954D929BB483934A0FE69F92E19BBE98DB20E1ERBOE
2B5645994EDAF90C655D9BC468EB3A29B44C0B67E9BOAF9EA86CA2CE719E0CF9
EBBFFDE783ECDD8BF38BBB831FBEBDC98F797A7DFI9F6B6FBF6863FBD809FC73F
9D1CFFO02FF8EBE69FFFD161ES5E4CBE7F7571F0D371FBEEB47DFCE6E1CD838F49
7AO51F4EFEFS5E2ECE77FFDC89F0AF8FDAA7BD73D9ECCEEBOF48B2F2FBEBF 7AFB
F6BBC39F7E7A7BF2DB2FDFAEDE24C9F827FEE1ECF5F70F2EBA2FDFAG6AFE7C383



SFBBE777EFS8FDFBE181E9F9E9E7D7F7AF 64BF2EF 9FDFBCFF7E74F9EFC5717E74
FD53B6BAFEE1877FBF9AFCFAF6B78B41F 7FOEADFE70FDF7ED91D3D78F3F4EFA7
776F57DF 9DDCFDFOEDAF372FF2C1CB7CF1FOEEDSCDEDEDACFCE1DDE9FBF 7DFFE
38FB707EFDD5ABF4F8CDCDCOAFBF 7DDF3DBC7C77F9E4E3FBEF6F2EOESBE3F70F
TEFEF7F7B7C7CB9BF7DF1497072F3ECE9E941F3EBE990C96CBB47BD25EFDB67A
F26A79F8F1F8F8ES555FBFCB7BF1F5FBEG6FBFBC3DCDAEFFF5DD3552A83B7EF9EQ
EAC3ES5E2A7C9C9C983FF6AD41FD8AB7697EOAF3EF1C92029789F8F16D301EB7D
4CC68B14DEA405E78B820BF0019F8956B3F479FB2E9F0F59C7CC40C581E55A45
F65BFAS5C02D9B948CBC51C2649364A06E96E817918E481D9E46079C0391CBEBO
SE7EFD3E1D945FF4597B9CO0F9231E5E1F82EC625AF5F8F2A78DFC1326D7854EF
D59BOE3B3CE069897F6B878F7F3C8911COEBEE60852D441BAAFOD567E141C504
55154024758536AFCF5F775B45324AE92B02E323349F978345B9432F590FFFF 9
82CFDED3F48BBE394293E98AF512AE48521603481F08DB7750981665321DA4AD
7C2451D0OD3A3ECA7ABS8BB75D968DF8945F66E58A65A8CFCDD35F17D99C4FF25C
AB290AB6078893CA729715E9FEE31D054714939D29B016E57AC0375F08BC8C76
40134CF58151E9E7029AF5691799E519BB01993595F5EDO25F5AF946F9623A7C
CE461957CE9050950202A3BEC04D9575A8E6658DA6090B4CD3BBD61014E0B13B
2AA66C31CDA65CI911CF36E1B72A52C9D30CAFB78C7ECEB49F2219503FB6396DE
F13F43F8AF4563675DBC3061C33B04FA9ASFBI0F5F704EE2150864FB9BC04C87
20E307F9389F77583A1AF16E94FFF2AA801B9AC1B1D96134A2B908071B676DBB
A7D3742C5A8143127E57F8091267DF7972277B809A28204B89038DEF7B8A4282
6F1DD135ED19D768A765CB120756E691CC299A1E000ACOCAD861B36CFOAL5A18
BO9E21FFFC47FDB30C1B7930157D38953ABFFDI9F37D90B6D8D135A4530F1C1F44
8E6887E8A41F3905AAC4E2ED063D3F9B3EATEF6D415FBE286AD1E3736A0CB604
C59D4B18DD4A408733799195FA253EF9CB60765E2BACBA7C991025EB6DDF18F 6
86FC3619C5CABF73CABFEOA8850A1AE866350969A1273E41ADDE2CCI9E65F68DC
883B2D44B8202F531A66BA093D374B47FD44BEEA1DB1C33EDSFACCCB4D95C254
CD4355F8A02F7AOEDFB30ASFDI9ACO0F9841CASBEE66B47BEDE2BB3B468231D31
S5BD1EE2058174AC695D9B6D01E235020DB63CC56034A0EBSFB81BACE87ABF 688
ABDI91D16C30AB23D866C11088A4E7108ED1A3A213C2E9A920618413617C287B4
D2243F049E2DD0240940F77C14405D8B009CD5A030387F83683A725E57014036
TF619B858385EB1A8279EAFI9CEC81681658289C00A83A9CAEC695EB274322B57
CF231C43C32124AF91F72466837C32CB8BB43D4CD35960E603111B991449A1DD
4EDA4B8A1648547660A00A734F7BC55A6CAF48C19467EAE7B5441034DD676D76
B41FD509F79A82F242E93B6FFB81E90B92F543B02D6ABE9E91E915405C094C06
1FFC6A9FCB8638DB4237B626C9FC8398CB08CEBAAY022F99CFF3BB4DE11913B9
42CE525CF4744BC07BE56236AEACAC1452505AB1B5BB4EB1F3B9030D12AC8F43
3AA55E9069306C779E0CB33C32381A0C2F93045C9F48A76COF5BBBCF1744E371
CB7C31C8E68371CABESE7EC3BE74190E49CA7CAC1869C0E036057D617B0D8866
311B33CEA669EB2E1B96B7EC887E0C92192B7E5D80091A7FBFCF613380AB82E3
2850C8CBBEE434F96A7978C80E8F964FB59EESFBCF5E2F6A36DE9CF5B07813DE
2B16D72ED3DD5B02477966968F5737F9342EFAA4D8355A835277C9A52EFBC679
BD0269CA3F1DD648D41858DE5521B04F3E07D887B5SF2FFFE44A859DCE1F24872
590C9535D2CE3B002AD69D7B435CF364E56EC16EF38F7C714533165FFDD84C6D
2C442AF345712BESF9E6A962A0B15EE19ACFBF60EBC227D912C043B4840F1A34
959BB62B488126B5A7EIDD3D90F7266504CA26937498719A8E57B473067866D3
9BFBAF2FFF4A0D53DFB163A0C0DD661552566F0B1E28ED7A31EE482130B509F3
A769369CE5B3166E617BA78E7ECFB51A89DD651800FED902B815C7120E12A891
CFCOD3A11CF26BB5BB5F5305FEBA6715768BA382659C261FD32D08575B26BD02
A81EE9BA98A27C4D87C2EE027E0583319FC65D99E5015BD130EE87677F7TBAC6F
2149BB15B2BBE403E9FED854F5AEEF9F418C69D1370FDCC022CE51F90DF36E51
D5B502EAF906AA39171AF968A40C6B6A45105BE6DA393BACIC2FFC16655F8A82
2D3A86810F467C7B964CC3B047F93C4D06B7ACC8AECT7EOC182206A146F29256B
113689292BD805C45A5E3B6D35C922C2025E5F9DA2EACD3C5FCCF466910024FA
123F468105A4910737AB1347C9BSABEF456469B3B8BBD8673ECD4FB572FDB597
C36E6AOE89ACSFODBD4EFEAAOC38AFE685032F19A08F131ADE6D761543729E73
OCF89CC47B89D73E2FC1D348F09E8D4D608216153C63BB1C024D794ABAD81364
3F2ACO5DEASEC876B2F6BA7DED75B24BF048E7892D0E25E6FC03C26596E0ACOE
963FDCA9296EB351793F8D073AD3943A882CBCD4CDE6AFBD8D835CE62C00BF 9B
12C69D1B54817A3A6423BFB54F30D6BDE831CC8D49A80F1E88C36865196D2BB1
DD221D8F02EBA5980110F8BFA2CD78F6B1F1C7753207F8E606A0FA6D307DB198
C1lC24A7D521F404F11DBB98E30BODOB037D3B04DB4CBE5B57908AB256E37693E
22DB7A6817D46AA0264868CB524A1E2CDB501930048B516F4CC6422E216377B9



9A3A6D95790B57A935659AEF78421AE58345D19EE62D3504FC23CC1D073652D6
66604C67F9DC88621D23C28E234592095C3B6A752893E0A845C729AEOAD6ED1 9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8C97205A49F4835A4716883D1A4D0AB12BDB5C004A83EE3A6228169B0996771D
EBOD5FO0CA4D3E84D66C2CE439124D416A8BDEC34EE488C5D8BESB12E599F1ES8
996209331977232A4FA6637C57A87B29B85681260CEBD2167A198DE2EOACDAD7
SBB6D7AECO05D9A88D6683A570818722BADA51766A0FBESF06898CF6077C9BF78
2EODB8CBA64338A3E31CEOB309472628610EDA66DA793347D3E0755A30BA168D
F32BA7E6D4B857651D7889BAEDEOFEBS8D961FF772ED2A29C670315AF08BE6A42
4E922599C8CCCB16E028880670CE9BO55D00E74304DD2DAE9D4CD2619694E978
55DB66153B5C41B7050859DBESDE61CB9487264DC453381509B35ED57E67 7CED
B027CB2D38C04902C9D07E925E4409A475DFE275856A277C476A4548C9B3F41D
TD9A58FC3ES5C1EBOFFD020DB4BF6904F298747216CC11FBA85C790C99485C7F5
EE91AAFOFOEODD3D92473ACBBD1DD8B8D83C697872BBA2480739C403E772EA79



456C3585A74F4F2E3B951ADA4BI9F74956DC157C48B66FB3CDD6E9530223798AC
60BD0958CF5CD632C34899014FEE951EB23D4157986090279F1B04D8DF00DE91
60F050CBDAABFDCAS54F2D01CE6D5E3A4FF5423B65D55B68DC106B1203ABES821
1DB64A0BB754252E8659C7FD53AB86A87513696B1322FACOF8C9EABB76C7A4A2
43C1695E43C02A4FEAAA98BO9A3571D01F17838460D0139ABC31375EA29B6EFCO
E52FBCFDA3672F376COB53AE6D3A3252A78A8D37A64F9F3970CD3026EB403562
8CF43D1B2CA6B03266210DC91E706106F2A88EA59836C385D64EC9763539E792
866DC0847657AF6492156C060F6620F82BFB54F83C09A560DD64B799BC2C69B3
BF5979AF280922A9C057674E99BCA1152A0B9D502C5C940A89113B451709C5D5
71AB33A03C14E1C04C02EB284A5283681FCA2F6D76E40A6882C727097680CF9E
0C91C5BO0A929F42BC3548F4F63C4FAEE141B593D21F8E49FA6DACATFAFCT7ECAG
4621478BAFE94BA3E94BBB5B44BD2D0F13DB048903B65BD132DB18A06BBF4299
954599558532EB4A2CB3BF6D38266EBED3539F031B0392CB2BFOCEO2EECEDS59E
6945B5E6899BDDO9DDAAD498897A98BA8D64C070B6A028E12618F19A93E1B63CE
582FF2596D96CF16B3B6200A5E77888B1DB1D65D2BB937FCA8AAE46D427C15DD
13F10BE4B15CDB76D2C8CEE44B644F29577044AE3D498AD20A6DSE8SBC86BB8C6
134F47603CDB4A7050FBCO9BF92974620E00DA39A55BBFE39B48A7049CD70D0E
AEA2A38CA7289D3C810398A34DC8E524E4929B74ABD72CED5C828B94B830B5C4
9B3DC78BB4607BE9321D804B181BE4C354DEASBASB488F64BC9CCDE104E7DAEL
3E732F1AE60A1799A4F08867462629B86ED007116BD7AESD27F053A03674B1B2
OFD57AA25E4172A277F47B0177D68E3C3C4BB645BAAC065A277C41A0991DF8C7
292DA6A274322B57CF290C72E0D25C48C39C5D83575DC7A435DBO5C6F1E6C7C1
EBS8FD91B084C8CBE938BEB36D8AA343658DF5A7670AF 7FESE1D7DF3C3EFCE6EQ
F1lE1DFOFAB1195D5360FF9C94E93091F4B3B57C96D3E497698B0211D4A0F70F2
8395F210C36290DD25ECOF6BI9CI9D330F5219A750552CEAEAF004060571E21000
A52BA51E1787F2FC10753F522F99DF14FACOEFA3DE122E750041488886102A87
ABA770B19A8B25ED1A5070644FA8996D0B1F41C55075F2CO0F1A05CD2EDS8DABS5
CB200DEEF0924790DDFCE2627B9FCASDAE24E4D5097DD2D7FES8AFC97F05774CA
61BO00BDA46923302DEEASDE840DFD28A4BB116F063283A919EA582A353380402
4A7E18C10914894BB871F9C231127E3C7BF84E9E9FCT7EFA21FFA61E34BF043C4
594665513B6F1A0972B8896FA242125D82F79CAB28ED420AC0OD13DF2076EA444
504916267535093540C590879F7541D8AB8976C5744F372A84D78F33DC15246A
C5B785CD244F19C8FADADE1350BE241DF2EBDCF11B2B6CDAGFFF89F2DB4711AA
1CF61B818AFBCI9C9E44A0CDE781C8D4EBC82CD2A31195111976672397DE1BCO8
F7C5BBF1EOAB69838106297C0F86998CF156CEB3E94D6CABDB4C883F283EB19D
6E33C56DB5BS8F98EB3DF1ASBEFOE3E345D0AEASB56A1CC6A0E82AB2A1D669E93
683E9C94AA639E076E52D093E2D48AF34BFOE33A11C782CAS5CCBB76B6326EB22
85C08D0926COB6DC111C32E0276144C6D28651392A44E5048DEO50F2A8A73649
96BA907F0622EA516EC1546185FB26DC2F16E5CC1A8C30A7724FD3C87BIF0E73
B369425B3B8074699A26B533E7D990268B7199C9D857F0EC212D7830CBB522AE
A9AFC71F425DC03B6F96E151B40FEC30D24D38ADD00847C768526979A986446A
12016C031343DCB4005EE8D2DB056C073EE3026AEBBEF53FAD510EO0E964787D5
TBFOF4EAC67714F0ABD869BF3EOBAD85CCF38336B50CEF2BE7F81B1C28350381
C88551706D66F8B619AA829AESDSFC7F74B47C5A59D5E9A86B95806B32C9B867
06EB71D59ACD72AE56E34237C8832440A6640292AEDB38053D2734E9554C90E8
6C1D6269A31CClFDC73FC10E968C31FE859F6F0392D746907AFC1E5842791755
FDB639BEEE38033382116E2A604DB043D6AA9EA25078B1BE2AF810E2D30B640E
37120D3C8D028C8A6B8E1001DD56D65B4CC710A0AC057352BF7A41395E6F1E97
1503AE04F011418312AC77F882EAA1906562E9175FOECI9DAC2734E1840EEBF 98
D94C14D9B925884028D6A35CAF568A88D1B79C844446BC2D8CF52A2F3A54650D
2921E9827C79D5D9127521D5531852E47C58B88AB8533324C98332D21D445D6E
COBA9084E89CA66DF2388DA38F16DB5A98B020C2CBBCD261469C6F50940CB552
4036A9F4DE8A68035152D14D70A65DD3DE6658DAEE6368A3597CAB86366578C2
6A7C8627F810303C25D3C16D2E8309852684901989E20F218488BD498C725A39
3E67142F84168582B3E9155F124C9810A4683EDAD9091DCOAA2A2E14AA62958E
C77C983E6418D302C35A043097E1B4508AB761F5C776AFCBD880AA865A3B7C82
BE7DACO073EABO78FF9FF409D1DB7F4CF593E5EDDE453F674F935579BF89F6F 96
87315F76A1277DBD3CFC3A2CABAD2580B1FDCB5AECE860D972AFD753D069588A
6D675A449B0B58010BF82508433AADC7C58E2F44AA838DF457960218EE606C89
OD4381A3E1FCCOF64C6710FAOOFE457B075CABB4ESBOCF0971E889FF22536399
125D064012EB8107FDFFO0F1217899678240100

}



; Note that
; block.

; one line.

there are two menus in the following

The "file" menu is indented and spread
; across several lines.

The edit menu is all on
Notice that you can place action blocks

; after each menu item, to be performed whenever the

; menu item

is selected - as with the [print "You

; chose Item 1"] block below:

menu-data: [

file: item "File"
menu [
new: item "Item 1" [print "You chose Item 1"]
open: item "Item 2" ; icons [l.png 2.png]
recent: item "Look In Here..."
menu [
item "WIN A PRIZE!"
item "Try door number two"
]
exit: item <Ctrl-Q> "Exit"
]
edit: item "Edit" menu [item "copy" item "paste"]

; Most of the style definition below is totally optional.

; It's designed to look like a native Microsoft menu.
; example at

; http://www.rebol.org/library/scripts/menu-system-demo.r
; contains many more examples of menu styles and options.
; The only part that's required in the example below is

; the action block in the "item style" section.

The

Everything

; else serves only to adjust the cosmetic appearance of the

; menu:

winxp-menu:

menu style edge [size:

layout-menu/style copy menu-data xp-style: [
1x1l color: 178.180.191 effect:

color white
spacing 2x2

effe

ct none

item style

font

[name: "Tahoma" size: 11 colors: reduce [

black black silver silver]]

colors [none 187.183.199]

effe
edge

acti

cts none

[size:
effects:
on [

1x1l colors:

[11

reduce [none 178.180.191]

; Change the lines below to fit your needs.
; You can use the action block of each item
; in the switch structure to run your own

; functions. "item/body/text" refers to the
; selected menu item.

none]

This does the exact same

; thing as including a code block for each item

; in the menu definition above (i.e., you can
; put the [quit] block after the "exit" item
; above, and it will perform the same way -

; just like the "[print "You chose Item 1"]"
; block after the "new" item above).

switch/default item/body/text [
"exit" [quit]



"WIN A PRIZE!" [alert "You win!"]
"Try door number two" [alert "Bad choice : ("]
] [print item/body/text] ; default thing to do

; The following function traps the GUI close event. This
must be included whenever the menu module is used, or a
portion of the application will continue to run after being
; shut down.

evt—-close: func [face event] [
either event/type = 'close [quit] [event]

lnsert—event—func :evt-close
; And finally, here's the user interface:
window: layout [

size 400x500

; The line below shows the winxp style menu:

at 2x2 app-menu: menu-bar menu menu-data menu-style xp-style

; THE LINE BELOW SHOWS THE SAME MENU, WHENEVER THE BUTTON
; IS CLICKED:

at 150x200 btn "Menu Button" [
show-menu/offset window winxp-menu
0x1l * face/size + face/offset - 1x0

1

view center-face window

9.12 Multi Column GUI Text Lists (Data Grids)

REBOL's built-in "text-list" GUI widget is very simple to use, but it can only display one column of data:

view layout [text-list data (system/locale/months)]

REBOL does have a built-in "list" widget for multiple column "data grid" displays, but it's a bit more
complex to use than the text-list widget. Earlier in this text, Henrik Mikael Kristensen's listview module was
introduced as a simple solution for creating multiple column data grid displays. It works well, but requires
you to include a third party module. With a little knowledge and practice, you'll find that REBOL's built-in
list widget can be very powerful and easy to use. In it's simplest form, the native list widget takes a size
parameter, and 2 additional block parameters:

list (size) [GUI widget layout block] data [block(s) of data to display]

The "(size)" parameter is an XxY pair indicating the pixel size of the overall list widget. The "[GUI widget
layout block]" is a layout of standard VID widgets used to display each row of data in the grid. The GUI
elements in this block are replicated to display each consecutive row of data in the grid. The GUI layout
block typically contains the word "across" (because these widgets are used to display rows of data), and it



typically includes size parameters for each widget. The "data" block is made up of rows of information to
be displayed in the grid. Each row of data is contained in a separate interior block:

view layout [

list 220x100

["row
["row
["row
["row

The GUI block can contain other standard facet modifiers such as colors and spacing:

view layout [

1,

2,
3,
4,

list 200x100

["row
["row
["row
["row

The GUI block does not need to be comprised of only text fields. You can display the rows of data on

widgets of any type:

view layout [

list 304x100

1,

2,
3,
4,

[across text 100 text 100] data [

column
column
column
column

[across space 0 text red 100 text blue 100] data [

column
column
column
column

[across space 0 button 150 button 150] data [

"
1"
"
"

1"
1"
i
1"

"row
"row
"row
"row

"row
"row
"row
"row

1,

2,
3,
4,

1/
2/
3,
4/

column
column
column
column

column
column
column
column

2"]
2"]
2"]
2"]

2"]

["row 1, column 1" "row 1, column 2"]
["row 2, column 1" "row 2, column 2"]
["row 3, column 1" "row 3, column 2"]
["row 4, column 1" "row 4, column 2"]

IMPORTANT: You can make widgets in the list perform actions, just like in any other "view layout" code:

view layout [
list 304x100 [
across space 0
button 150 [alert face/text] ;
button 150 [alert face/text] ;

When clicked, alert the text
contained on the button's face.

] data [
["row 1, column 1" "row 1, column 2"]
["row 2, column 1" "row 2, column 2"]
["row 3, column 1" "row 3, column 2"]
["row 4, column 1" "row 4, column 2"]

This means that creating user editable cells is very simple - just reassign the text of the clicked face, then
update the display:



view layout [
list 304x92 |
across space 0
btn 150 [face/text: request-text/default face/text show face]
btn 150 [face/text: request-text/default face/text show face]

] data [
["row 1, column 1" "row 1, column 2"]
["row 2, column 1" "row 2, column 2"]
["row 3, column 1" "row 3, column 2"]
["row 4, column 1" "row 4, column 2"]

Unintentional visual artifacts can be caused by the caret (cursor) in text widgets. To eliminate them,
simply focus and unfocus the widget after updating the display:

view gui: layout [
list 304x84 [
across space 0
text 150 [
face/text: request-text/default face/text
show gui focus face unfocus face
1
text 150 [
face/text: request-text/default face/text
show gui focus face unfocus face

1

] data [
["row 1, column 1" "row 1, column 2"]
["row 2, column 1" "row 2, column 2"]
["row 3, column 1" "row 3, column 2"]
["row 4, column 1" "row 4, column 2"]

Notice that the number of rows contained in the data block does not affect the number of rows displayed.
The list always shows as many rows as will fit in the overall pixel size of the widget (we'll attend to this
issue later...):

view layout [
list 304x100 [across space 0 button 150 button 150] data [
["row 1, column 1" "row 1, column 2"]

1

view layout [
list 304x100 [across space 0 button 150 button 150] data [

["row 1, column 1" "row 1, column 2"]
["row 2, column 1" "row 2, column 2"]
["row 3, column 1" "row 3, column 2"]
["row 4, column 1" "row 4, column 2"]
["row 5, column 1" "row 5, column 2"]
["row 6, column 1" "row 6, column 2"]
["row 7, column 1" "row 7, column 2"]



You can resize lists to stretch and fit resizable GUI windows:

insert-event-func [
either event/type = 'resize [
li/size: gui/size - 40x40
tl/size: t2/size: as-pair (round (li/size/1 / 2)) 19
show li unview view gui
none
] [event]
1

view/options gui: layout [

1li: list 220x110 [across tl: text 100 t2: text 100] data [
["row 1, column 1" "row 1, column 2"]
["row 2, column 1" "row 2, column 2"]
["row 3, column 1" "row 3, column 2"]
["row 4, column 1" "row 4, column 2"]

1

] [resize]

Here's one way to stretch and/or shrink all the cells to fit inside a resizable list:

gui-size: 220x110 1li-size: 100x19
gui-block: [
li: list li-size [
across
text first (li-size / 2) ; (1/2 the width of the list widget)
text first (li-size / 2)

] data [
["row 1, column 1" "row 1, column 2"]
["row 2, column 1" "row 2, column 2"]
["row 3, column 1" "row 3, column 2"]
["row 4, column 1" "row 4, column 2"]
1
1
insert-event-func [
either event/type = 'resize [
li-size: gui/size - 40x40
unview
view/options gui: layout gui-block [resize]
none
] [event]

1

view/options gui: layout gui-block [resize]

Of course, you can assign a label to any properly formatted data block, and display it later in a list widget:

x: [
["row 1, column 1" "row 1, column 2"]
["row 2, column 1" "row 2, column 2"]
["row 3, column 1" "row 3, column 2"]
["row 4, column 1" "row 4, column 2"]



view layout [list 220x100 [across text 100 text 100] data x]

That allows you to build and display multi-column lists very easily:

x: copy []

for i 1 12 1 [
some—-info: copy []
append some-info (pick system/locale/months i)
append some-info (pick system/locale/days i)
append/only x some-info

1

view layout [list 220x240 [across text 100 text 100] data x]

Here's a resizable version of the script above, which has user editing enabled for the first column only:

x: copy I[1]

for i 1 12 1 [
some—-info: copy []
append some-info (pick system/locale/months i)
append some-info (pick system/locale/days i)
append/only x some-info

1

gui-size: 220x110 1li-size: 100x19

gui-block: [
li: list li-size [

across
text first (li-size / 2) [
face/text: request-text/default face/text ; enable user edit

show face focus face unfocus face
1
text first (li-size / 2)
] data x
1

insert-event-func [

either event/type = 'resize [
li-size: gui/size - 40x40
unview
view/options gui: layout gui-block [resize]
none
] [event]

1

view/options gui: layout gui-block [resize]

You can collect the entire block of user-edited data using the following code:

editor second second get in (list-widget-label) 'subfunc

For example:

view layout [
the-1list: list 304x100 [



across space 0

info 150 [face/text: request-text/default face/text show face]

info 150 [face/text: request-text/default face/text show face]
] data [

["row 1, column 1" "row 1, column 2"]
["row 2, column 1" "row 2, column 2"]
["row 3, column 1" "row 3, column 2"]
["row 4, column 1" "row 4, column 2"]
1
btn "Display Current Data" [

editor second second get in the-list 'subfunc

1

This can be used to save and load all data in the list to files, or otherwise put to use. That makes the
widget very useful for data management of all types! Take a look at this script to see one way to save and
load data:

x: copy [
["row 1, column 1" "row 1, column 2"]
["row 2, column 1" "row 2, column 2"]
["row 3, column 1" "row 3, column 2"]
["row 4, column 1" "row 4, column 2"]

1
do gqq: [view layout [
the-list: list 304x100 [
across space 0
info 150 [face/text: request-text/default face/text show face]
info 150 [face/text: request-text/default face/text show face]
] data x
across
btn "Save" [
save to-file request-file/save
second second get in the-list 'subfunc
show the-list
1
btn "Load" [
Xx: copy load to-file request-file
unview do qq

11

To enable more versatile list displays, the "data" block can be replaced with a "supply" function. "Supply"
works much like a "for" loop that iterates through each row of widgets in the displayed GUI list. The
"supply" function automatically creates 2 new variables which are automatically incremented each time
through the rows in the list:

1. "count": the current ROW in the list
2. "index": the current COLUMN in the current row

You can use the "count" and "index" variables to select sequential values from a block of data, using the
"pick" function (in the same way as in a for loop). Typically, this is used to set the "/text" property of each
widget in every row.

In the following example, every row in the list contains a single text widget. The supply function runs
through each row, and sets the text property of the widget's face to be one item from the "x" block (a list of
months). The loop automatically increments the "count” variable to display each of the months:



x: copy system/locale/months

view layout [
list 200x300 [text 200] supply [
face/text: pick x count

1

This example loops through a list of files read from the current directory:

X: read %.

view layout [
list 200x400 [text 200] supply [face/text: pick x count]
1

You can use the "count" variable to change properties of each widget face. In this example, the color
property of alternate rows is changed (one color is assigned to even counted rows, another to odd rows):

x: read %.

view layout [
list 200x400 [text 200] supply [
either even? count [face/color: white] [face/color: tan]
face/text: pick x count

You can apply actions to any widget in a list, just as you can with any other widget. Clicking on any file
name in the list below will open that file in the editor:

Xx: read %.

view layout [
list 200x400 [
text 200 [editor to-file face/text]
1 supply [
face/text: pick x count

1

You can use the "count" variable in the supply function to build multi-column lists from 2 or more separate
data blocks (multi column grids are the whole point of learning to use the list widget):

x: copy system/locale/months
y: copy system/locale/days

view layout [
list 250x400 [across tl: text 50 t2: text 100 t3: text 100] supply [
tl/text: count
t2/text: pick x count



t3/text: pick y count

The next example uses both the "count" and "index" variables to loop through a block with 2 columns of
data. Understanding this format is the basis for all the most complex list layouts you'll need. Take special
notice of the first line in the supply block. Once all the data from the "x" block has been looped through, if
there are more rows in the list display, the index value will go past the length of the data block, and cause
an error. To avoid this, you simply check if the picked value is "none", and apply a value of none to the
face/text, then exit the loop:

x: copy [1]
for i 1 12 1 [

append/only x reduce [
pick system/locale/months i
pick system/locale/days i

1

view layout [
list 400x400 [across text 200 text 200] supply [
if none? q: pick x count [face/text: none exit]
face/text: pick g index

To help clarify the above format, here's the same example with a third row added:

x: copy I[1]
for i 1 12 1 [
append/only x reduce [
i
pick system/locale/months i
pick system/locale/days i

1

view layout [

list 250x300 [
across
text 50
text 100
text 100

1 supply I
if none? q: pick x count [face/text: none exit]
face/text: pick g index

Here's an example of the directory reading example from earlier, but with two columns of data displayed
(file name and size). Clicked file names still bring up the editor:

y: read %.
x: copy []
foreach i y [append/only x reduce [i (size? to-file i)]]



view layout [

list 300x400 [
across
text 200 [editor to-file face/text]
text 100

1 supply [
if none? q: pick x count [face/text: none exit]
face/text: pick g index

The following example demonstrates how to add a slider to scroll through items in a large data block:

x: copy [] for i 1 397 1 [append x i]

slider-pos: 0
view layout [
across
the-1list: list 240x400 [text 200] supply [
count: count + slider-pos
face/text: pick x count
]
slider 16x400 [
slider-pos: (length? x) * value
show the-list

Here's the above slider technique applied to the earlier directory reading example:

x: read %.

slider-pos: 0
view layout [
across
the-1list: list 300x400 [
text 200 [editor to-file face/text]
1 supply [
count: count + slider-pos
face/text: pick x count
1
slider 16x400 [
slider-pos: (length? x) * value
show the-list

Here's the 2 column version of the directory reading script, with a slider attached. Be aware that clicking
on any file name still reads and edits that file:

y: read %.

x: copy I[1]
foreach i y [append/only x reduce [i (size? to-file i)]]



slider-pos: 0
view layout [
across
the-1list: list 300x400 [
across
text 200 [editor to-file face/text]
text 100
1 supply [
count: count + slider-pos
if none? q: pick x count [face/text: none exit]
face/text: pick g index
1
slider 16x400 [
slider-pos: (length? x) * value
show the-list

Here's another refinement of the above script, with a third column added. The look of this display is
changed by adding a line between each row (the line is drawn using a box widget), and by changing the
color and font of the text:

y: read %.
c: O
x: copy []

foreach i y [append/only x reduce [(c: ¢ + 1) i (size? to-file i)]]

slider-pos: 0
view layout [
across space 0
the-list: list 400x400 [
across 0 space 0
text 50 purple
text 250 bold [editor read to-file face/text]
text 100 red italic
return box green 400x1
1 supply [
count: count + slider-pos
if none? q: pick x count [face/text: none exit]
face/text: pick g index
1
slider 16x400 [
slider-pos: (length? x) * value
show the-list

This example by Carl Sassenrath demonstrates a basic 4 column display:

REBOL []

"000" "Ian Fleming" "ian" 31-Dec-2003 ]
"007" "James Bond" "jb" 1-Jan-2004 ]

"001" "M" "m" 2-Jan-2004 ]

"ABC" "Miss Moneypenny" "missm" 3-Jan-2004]
"008" "Pierce Brosnan" "pb" 4-Jan-2004 ]
"009" "George Lazenby" "gl" 5-Jan-2004 ]

L R B B B e B ]



[ "010" "Roger Moore" "rm" 6-Jan-2004 ]
1
sld-cnt: O
view 1lstl: layout [across space 0x0
style text text [alert form face/user-datal]
list 406x100 [
across space 0x0 text 36 text 100 text 120 text 150
1 supply I
face/text: none face/user-data: none
count: count + sld-cnt
record: pick db count
if not record [exit]
n: pick [1 2 3 4] index
face/text: pick record n
face/user-data: record
1
scll: scroller 16x100 [
value: to-integer value * length? db
if value <> sld-cnt [sld-cnt: value show lstl]

The following example demonstrates how to enable users to add and remove data from a list display.
Notice that after adjusting the content of your original data block and then "show"ing the list, the displayed
grid is automatically updated with the new data:

x: copy []
for i 1 10 1 [
append/only x reduce [form random 1000 form random 1000]

1

slider-pos: 0
view layout [
across
the-list: list 220x240 [across text 100 text 100] supply [
count: count + slider-pos
if none? q: pick x count [face/text: none exit]
face/text: pick g index
1
slider 16x240 [
slider-pos: (length? x) * value
show the-list
1
return
btn "Remove" [remove head x show the-list
1
btn "Add" [
insert/only head x reduce [form random 1000 form random 1000]
show the-list

To save user-edited contents of a GUI list created with the "supply” function, you need to use the following
"set-it" code when iterating through the supply function with "count" and "index" (the "second second get in
(list-widget-label) 'subfunc" trick only works for lists created using the "data" function):

x: copy [
["row 1, column 1" "row 1, column 2"]



["row 2, column 1" "row 2, column 2"]
["row 3, column 1" "row 3, column 2"]
["row 4, column 1" "row 4, column 2"]
1
do gqq: [view gui: layout [
the-list: list 304x100 [
across space 0
info 150 [face/text: request-text/default face/text show guil]
info 150 [face/text: request-text/default face/text show guil]
1 supply I
either count > length? x [face/text: "" face/image: none] [
the-list/set-it face x index count
]
]
across
btn "Save" [
save to-file request-file/save x
1
btn "Load" [
X: copy load to-file request-file
unview do qq

11

Be sure to see http://www.rebol.org/view-script.r?script=list-supply-how-to.r, http://www.rebol.org/view-
script.r?script=vid-usage.r, http://www.rebol.org/view-script.r?script=list-scroll-demo.r, and
http://www.pat665.free.fr/gtk/rebol-view.html#sect19. for more about lists.

9.12.1 Creating Home Made Multi Column Data Grids

As it turns out, it can actually be easier and more versatile to roll your own data grids using native VID
components, than it is to use the "list" widget. The following examples are based on the concept at
http://www.rebol.org/view-script.r?script=presenting-text-in-columns.r. In every example, a forskip loop is
used to build a visual grid of GUI widgets. The loop inserts individual text items from a data block onto
each widget's face. For large lists, these example run slowly, but they can be useful for creating
reasonably small displays.

The first example creates a random block of two columns of data, labeled "x". Then, a forskip loop is used
to assemble a layout block of field widgets, with each row of fields containing 2 consecutive text items
from the data block. That GUI block is then displayed on a pane inside a box widget, which is itself
displayed inside the layout of the main window. A scroller widget is added to scroll the visible portion of the
grid layout. This is accomplished by adjusting the offset of the pane which contains the whole layout of
field widgets. IMPORTANT: notice that each cell in this grid is user editable (simply because each cell is
displayed using a standard VID field widget). Also notice that the data is converted to a string with the
"form" function, because fields can only display text.

x: copy [] for i 1 179 1 [append x reduce [i random "abecd"]]

grid: copy [across space 0] ; the GUI block containing the grid of fields
forskip x 2 [append grid compose [field (form x/1)field (form x/2)return]]
view center-face layout [across
g: box 400x200 with [pane: layout/tight grid pane/offset: 0x0]
scroller [g/pane/offset/y: g/size/y - g/pane/size/y * value show g]

The next example demonstrates how to take two columns of data (blocks) and combine them into a single
block that can be displayed using the layout above. First, the size of the longest block is determined using
the "max" function, and a for loop is run to add consecutive items from each of the source blocks, in
groups of 2, to the destination block. If either column runs out of data, blank strings are added to the rest



of the destination block as column place holders.

x: copy []
blockl: copy system/locale/months block2: copy system/locale/days
for i 1 (max length? blockl length? block2) 1 [
append x either g: pick blockl i [g] [""]
append x either g: pick block2 i [g] [""]
1

grid: copy [across space 0]
forskip x 2 [append grid compose [field (form x/1)field (form x/2)return]]
view center-face layout [across
g: box 400x200 with [pane: layout/tight grid pane/offset: 0x0]
scroller [g/pane/offset/y: g/size/y - g/pane/size/y * value show g]

The next example demonstrates how to change the look of the grid layout, and how to obtain a block
containing all the data displayed in the grid, including user edits. To clarify visual separation of row data,
an alternating color is assigned to each row in the grid. This is handled using a "remainder" function to
check for even numbered rows. For every 4 pieces of text in the data block (every 2 displayed rows), the
color is set to white. Otherwise, it's set to wheat. The most important part of this example is the line which
collects all the data contained in each face of the displayed grid, and builds a block ("q") to store it.

x: copy [] for i 1 179 1 [append x reduce [i random "abecd"]]

grid: copy [origin 0x0 across space 0x0]
forskip x 2 [
color: either (remainder ((index? x) - 1) 4) = 0 [white] [wheat]
append grid compose [
field 180 (form x/1) (color) edge none
field 180 (form x/2) (color) edge none return
1
1
view center-face layout [
across space 0
g: box 360x200 with [pane: layout grid pane/offset: 0x0]
scroller[g/pane/offset/y: g/size/y - g/pane/size/y * value / 2 show g]
return box 1x10 return ; just a spacer
btn "Get Data Block (INCLUDING USER EDITS)" [

q: copy [] foreach face g/pane/pane [append q face/text] editor g
1

The next example demonstrates a number of features that really make the grid malleable and useful for
entering, editing, and storing columns of data. First, the look is adjusted by changing the edges of each
field style. To enable all the new features, an "update" function is created to run the line of code from the
previous example which creates the "q" block of data from text displayed in every cell of the grid. In every
case, the data is collected and stored in the variable "q", and the desired operation is performed on that
block (adding and removing rows or data, extracting vertical columns of data, saving and loading the data
to/from files on the hard drive, etc.). After the data block has been changed by an operation, the entire
layout is unviewed and rebuilt using the new data (i.e., the "q" data is reassigned to the initial "x" block).
The code is rerun by labeling the entire script "qq" and using the "do" function to re-evaluate it. The final
button demonstrates how to collect and display a history of user edits.

x: copy [] for i 1 179 1 [append x reduce [i random "abcd"]]

update: does [g: copy [] foreach face g/pane/pane [append q face/text]]



do gqq: [grid: copy [across space 0]
forskip x 2 [append grid compose [
field (form x/1) 40 edge none
field (form x/2) 260 edge [size: 1x1] return
11
view center-face gui: layout [across space 0
g: box 300x290 with [pane: layout/tight grid pane/offset: 0x0]
slider 16x290 [
g/pane/offset/y: g/size/y - g/pane/size/y * value show g
1
return btn "Add" [
row: (to-integer request-text/title "Insert at Row #:") * 2 - 1
update insert at q row ["" ""] x: copy q unview do qgq

btn "Remove" [
row: (to-integer request-text/title "Row # to delete:") * 2 -1
update remove/part (at g row) 2 x: copy q unview do qg
1
btn "Col 1" [update editor extract gq 2]
btn "Col 2" [update editor extract/index q 2 2]
btn "Save" [update save to-file request-file/save q]
btn "Load" [x: load to-file request-file do qq]
btn "History" [
m: copy "ITEMS YOU'VE EDITED:~/~/" update for i 1 (length? q) 1 [
if (to-string pick x i) <> (to-string pick gq i) [
append m rejoin [pick x i " " pick g i newline]
1

] editor m

11

This final example clarifies how to add additional columns, how to use GUI widgets other than fields to
display the data (text widgets, in this case), how to make the widgets perform any variety of actions, and
how to get data from the grid when not every widget has text on its face. It also demonstrates some
additional changes to the look of the grid.

x: copy [] for i 1 99 1 [append x reduce [i random 99x99 random "abcd"]]

grid: copy [origin 0x0 across space 0x0]
forskip x 3 [
append grid compose [
b: box 520x26 either (remainder ((index? x)- 1)6)= 0 [white] [beige]
origin b/offset
text bold 180 (form x/1)
text 120 center blue (form x/2) [alert face/text]
text 180 right purple (form x/3) [face/text: request-text] return
box 520x1 green return
1
1
view center-face layout [
across space 0
g: box 520x290 with [pane: layout grid pane/offset: 0x0]
scroller 16x290 [
g/pane/offset/y: g/size/y - g/pane/size/y * value / 2 show g
1
return box 1x10 return ; just a spacer
btn "Get Data Block" [
q: copy []
foreach face g/pane/pane [
if face/style = 'text [append q face/text]



1
editor g

These examples are useful for lists that contain ~1000 or fewer rows of data. For displays with grids larger
than that, one of REBOL's other listview options should be used.

9.13 RebGUI

REBOL's VID dialect ("view layout []"), is one of the language's most attractive features. The ability to
create GUI windows on multiple operating systems, with as little as 1 line of code, is practical for creating
many sorts of applications. "RebGUI" is a third party GUI toolkit built on REBOL/View which replicates
many of the basic components in VID, and upgrades/adds to the concept with many desirable features:

1. Modern look and feel.

2. Many powerful and useful new widgets and built-in functions: resizable tables (data grids) with
automatic column sorting, trees, menus, tab and scroll panels, group boxes, tool-bars, spreadsheet,
pie-chart and chat widgets, new requestors, native undo/redo, spellcheck, and translate functions
(with many provided language dictionaries) for text widgets, etc.

Simple and elegant syntax (similar to VID).

Full documentation and demo code for all widgets.

Super simple notation to handle automatic alignment and layout of widgets in resized windows.
Config file to easily manage user settings for global Ul sizes, colors, behaviors, and effects of all
widgets. A built-in native requestor is also provided to adjust all these settings.

Automatic handling of window close events.

User assignable function key actions.

Easy, automatic handling of multiple user languages.

Well designed object structure to access every widget, function, and feature (and containing all
necessary help information, built in).

11. The entire system compresses to just over 30k.
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VID is great for building quick scripts, and many of the features found in RebGUI have been created
elsewhere as VID add-ons. The menu system and listview widget described earlier in this text, for
example, are more powerful than those found in RebGUI. Close events and spell checking can also be
handled in other ways described earlier in this text. But for most types of applications, RebGUI provides a
single, simple, integrated way to build applications with all the most commonly needed user interface
features. It uses a simple, consistent language structure, and provides a clean, modern looking visual
design.

RebGUI is available at http://www.dobeash.com/download.html, and several tutorials are available at
http://www.dobeash.com/rebgui.html. A mirror of the required files in version 117 is available at
http://musiclessonz.com/rebol_tutorial/rebgui.zip. You can also download RebGUI directly within REBOL,
using the built in Viewtop. To open the Viewtop, type "desktop” into the REBOL interpreter, then click
REBOL -> Demos -> RebGUI. That will download the main "rebgui.r" include file, along with the
"RebDoc.r" help program, the "tour.r" demo program, and some supporting graphic images. The
downloaded package will automatically run tour.r, which demonstrates many of RebGUI's features. Be
sure to click the "RebDOC" button to view all the documentation necessary to use RebGUI.

All you need to use RebGUI is %rebgui.r. Copy it to an accessible folder and include the line "do %
rebgui.r" (with its path, if necessary), and then you can use all the built in widgets and functions in
RebGUI. A quick and dirty way to do this in Windows is to run the "request-file" function in REBOL, then
click Public -> www.Dobeash.com -> RebGUI, right click rebgui.r and paste it into a folder of your choice.
You can also use the following script to copy it to any folder:

write to-file request-file/file/title/save %rebgui.r "Save As:" {
} read view-root/public/www.dobeash.com/RebGUI/rebgui.r



If you're going to use RebGUI regularly, it's a good idea to copy it directly into your main REBOL install
directory (the default folder is c:\program files\rebol\view).

To build your first RebGUI interface, after running the RebGUI demo, try the following code:

do view-root/public/www.dobeash.com/RebGUI/rebgui.r
display "Test" [button "Click Me" [alert "Clicked"]]
do-events

Notice that "view layout" has been replaced with "display". This function always requires some title text.
Notice also that "do-events" must be included after your RebGUI code to activate the GUI.

Once you've included %rebgui.r, you can try any of the built-in widgets and functions:

display "" [area] do-events ; the "area" widget

Notice that the area widget above has built-in undo/redo features using [CTRL]-Z and [CTRL]-Y (REBOL's
native "view layout [area]" does not have any undo/redo capability). A built-in spellchecker can also be
activated using [CTRL]-S! To use the spellchecker, you need to download a dictionary from
http://www.dobeash.com/RebGUl/dictionary, and unzip it into %view-
root/public/www.dobeash.com/RebGUl/dictionary/

Take a look at a few of the other great widgets built into RebGUI:

do %rebgui.r ; be sure to include the path, if necessary

display "Pie Chart" [pie-chart data ["VID" yellow 19 "RebGUI" red 81]]
do-events

display "Spreadsheet" [
sheet options [size 7x7] data [al "very " a2 "cool" a3 "=join al a2"]
]

do-events

display "Chat" [
chat data ["Nick" blue "I like RebGUI" yellow 20-sep-2009/1:00]]
do-events

display/maximize "Menu" [
menu data [
"File" [
"Open" [request-file]
"Save" [request-file]
1
"About" ["Info" [alert "RebGUI is great!"]]
1
1

do-events
You can run the RebDoc.r program to see the syntax required to use any of the other RebGUI widgets,
requestors and functions.

The "/close" refinement of the "display” function lets you set any action(s) you want to run when a GUI
window is shut down. This can help avoid data loss from accidental window closure, and provides a way



to automatically process data or run other applications when a window is closed:

display/close "" [area] [question "Really Close?"] do-events

Be sure to try the "request-ui" requestor function. It lets you easily adjust the global settings for the overall
look and feel of layouts created with RebGUI on your machine. Settings are saved in the file %ui.dat, in
the current working directory.

request-ui

RebGUI includes a variety of "span directives" to easily automate resizing of widgets:

These directives automatically set the initial size of a widget:

#L - align the right hand edge of the widget with the adjacent edge
#V - align the base edge of the widget with the adjacent edge
#0 — align the left hand edge of the widget with the adjacent edge

("adjacent edge" is the edge of the adjacent widget, or the edge of
the GUI, if there is no adjacent widget.)

These directives automatically adjust the size and position of
a widget when the GUI is resized:

#H stretch or shrink the widget to fit the window height
#W stretch or shrink the widget to fit the window width
#X x - move the widget x number of pixels to the right

#Y y - move the widget y number of pixels downward

Here's an example of an area widget that stretches and shrinks to fit a resized GUI window:

display "" [area #HW] do-events

Here's a fully functional, resizable text editor application, with built-in undo/redo, spell checking, and close
event handling:

do %rebgui.r
display/maximize/close "Text Editor" [
menu #LHW data [
"File" [
"Open" [x/text: read to-file request-file show x]
"Save" [write to-file request-file/save x/text]
]
] return
X: area #LHW
] [question "Really Close?"] do-events

Now that's a lot of program for just a little code!



To really get to know RebGUI, explore its main object "ctx-rebgui”:

? ctx-rebgui

The "ctx-rebgui” object is set up much like REBOL's built-in "system/view/vid" object. You can explore it
using path notation. Notice that built-in help is included in the "tip" path of each widget:

? ctx-rebgui/widgets/tree/tip

Here's a quick and dirty way to view help for all the RebGUI widgets:

foreach i (find first ctx-rebgui/widgets 'anim) [
do compose/deep [print rejoin[i" - " (ctx-rebgui/widgets/ (i) /tip)"*/"11
1

Be sure to read the main RebGUI user guide at http://www.dobeash.com/RebGUl/user-guide.html, and
the cookbook at http://www.dobeash.com/RebGUI/cookbook.html. Then read through all the info in
RebDoc.r, examine the code in tour.r, and get to know your way around ctx-rebgui. You'll likely find
RebGUI a very handy, powerful, and easy to use toolkit.

9.14 Rebcode

REBOL provides speedy performance for most common scripting tasks. For situations where higher
performance computations are required (for image processing, large looping mathematical evaluations,
etc.), REBOL's "rebcode" VM acts as a sort of native cross-platform assembly language which can
dramatically improve the processing speed of CPU intensive tasks that benefit from low level optimization.
Rebcode uses a syntax similar to typical REBOL block/function code, and allows you to access variables
used outside the Rebcode context, but it is not intended for beginner programmers. Rebcode is structured
similarly to assembly language, with some additional benefits such as the ability to use built-in math
functions, loops and conditional evaluations, embedded documentation, and the ability to run identically
on all processors. Low level Rebcode typically improves performance speed by 10x-30x. Using Rebcode
is beyond the scope of this tutorial. For more information, see http://www.rebol.com/docs/rebcode.html
and http://www.rebol.net/rebcode/, and search the mailing list at rebol.org. Be sure to see the the
examples at http://www.rebol.net/rebcode/docs/rebcode-demos.html:

To use rebcode, you must use a version of REBOL downloaded from http://www.rebol.net/builds/, in the
section marked "Download Directories" (others don't contain the rebcode VM). Get the most recently
dated version available (for Windows, at least rebview1361031.exe). Once you've downloaded a rebcode
enabled interpreter, try this example:

do http://www.rebol.net/rebcode/demos/dot-flowers.r

9.15 Useful REBOL Tools

Here are some web links containing free code modules and various programs that can help you
accomplish useful programmatic tasks in REBOL:

http://www.hmkdesign.dk/rebol/list-view/list-view.r - a powerful listview widget to display and manipulate
formatted data in GUI applications. Perhaps the single most useful addition to the REBOL GUI language.

http://www.dobeash.com/rebdb.html - a database module written entirely in native REBOL code that lets




you easily store and organize data. There's also a rich GUI library and a spell checker module that can be
included in your programs: http://www.dobeash.com/rebgui.html (covered earlier)

http://www.rebol.org/cgi-bin/cgiwrap/rebol/view-script.r?script=rebzip.r - a module to
compress/decompress zip formatted files.

http://www.colellachiara.com/soft/Misc/pdf-maker.r - a dialect to create pdf files directly in REBOL.

http://softinnov.org/rebol/mysqgl.shtml - a module to directly manipulate mysql databases within REBOL
(covered earlier). A module for postgre databases is also freely available at the same site.

http://www.rebol.org/cgi-bin/cgiwrap/rebol/view-script.r?script=menu-system.r - a dialect to create all types
of useful GUI menus in REBOL (covered earlier).

http://softinnov.org/rebol/uniserve.shtml - a framework to help build client-server network applications.

http://softinnov.org/cheyenne.shtml - a full featured web server written entirely in native REBOL. It enables
inline, PHP-like server scripting.

http://www.rebol.net/demos/BF02D682713522AA/i-rebot.r
http://www.rebol.net/demos/BF02D682713522AA/objective.r and
http://www.rebol.net/demos/BF02D682713522AA/histogram.r - these examples contain a 3D engine
module written entirely in native REBOL draw dialect. The module lets you easily add and manipulate 3D
graphics objects in your REBOL apps (covered earlier).

http://web.archive.org/web/20030411094732/www3.sympatico.ca/gavin.mckenzie/ - a REBOL XML parser
library.

http://earl.strain.at/space/rebXR - a full client/server XML-RPC implementation for REBOL (contains the
parser library above). Tutorials (translated from French by Google) are available here and here.

http://box.lebeda.ws/~hmm/rswf/ - a dialect to create flash (SWF) files directly from REBOL scripts.

libwmp3.dll - the easiest way to control full featured mp3 playback in REBOL. http://www.rebol.org/view-
script.r?script=mp3-player-libwmp.r demonstrates how to use it in REBOL.

http://www.rebolforces.com/articles/tui-dialect/ - a dialect to position characters on the screen in command
line versions of REBOL.

http://www.rebol.net/docs/makedoc.html - converts text files into nicely formatted HTML files. This tutorial
page is written and maintained entirely with makedoc.

http://www.rebol.org/cgi-bin/cgiwrap/rebol/view-script.r?script=layout-1.8.r - a simple visual layout
designer for REBOL GUI code. Not stable enough for commercial use, but helpful for quickly laying out
simple GUI designs.

http://www.crimsoneditor.com/ - a source code editor for Windows, with color highlighting especially for
REBOL syntax. Quick start instructions are available at http://www.rebol.net/article/0187.html.

http://www.rebol.org - the official REBOL library - full of many additional modules and useful code
fragments. The first place to look when searching for REBOL source code.

9.16 6 REBOL Flavors

This tutorial covers a version of the REBOL language interpreter called REBOL/View. REBOL/View is
actually only one of several available REBOL releases. Here's a quick description of the different versions:

1. View - free to download and use, it includes language constructs used to create and manipulate
graphic elements. View comes with the built-in dialect called "VID", which is a shorthand mini-



language used to display common GUI widgets. View and VID dialect concepts have been
integrated throughout this document. The "layout” word in a typical "view layout" GUI design
actually signifies the use of VID dialect code in the enclosed block. The VID dialect is used
internally by the REBOL interpreter to parse and convert simple VID code to lower level View
commands, which are composed from scratch by the rudimentary display engine in REBOL. VID
makes GUI creation simple, without the need to deal with graphics at a rudimentary level. But for
fine control of all graphic operations, the full View language is exposed in REBOL/View, and can be
mixed with VID code. View also has a built-in "draw" dialect that's used to compose and alter
images on screen. Aside from graphic effects, View has built in sound, and access to the "call"
function for executing command line applications. As of version 2.76, REBOL/View contains many
capabilities that were previously only available in commercial versions (dll, database, encryption,
SSL, and more - see below). The newest official releases of View can be download from
http://rebol.com/view-platforms.html. The newest test versions are at http://www.rebol.net/builds/.
Older versions are at http://rebol.com/platforms-view.html.

2. Core - a text-only version of the language that provides basic functionality. It's smaller than View
(about 1/3 to 1/2 the file size), without the GUI extensions, but still fully network enabled and able
to run all non-graphic REBOL code constructs. It's intended for console and server applications,
such as CGl scripting, in which the GUI facilities are not needed. Core is also free and can be
downloaded from http://rebol.com/platforms.html. Newest versions are at
http://www.rebol.net/builds/. Older versions are at http://rebol.com/platforms-core.html.

3. View/Pro - created for professional developers, it adds encryption features, DIl access and more.
Pro licenses are not free. See http://www.rebol.com/purchase.html. NOTE: STARTING IN
VERSION 2.76, THESE FEATURES ARE AVAILABLE IN THE FREELY DOWNLOADABLE
VERSIONS OF REBOL!

4. SDK - also intended for professionals, it adds the ability create stand-alone executables from
REBOL scripts, as well as Windows registry access and more to View/Pro. SDK licenses are not
free.

5. Command - another commercial solution, it adds native access to common database systems,
SSL, FastCGI and other features to View/Pro. NOTE: STARTING IN VERSION 2.76, THESE
FEATURES ARE AVAILABLE IN THE FREELY DOWNLOADABLE VERSIONS OF REBOL!

6. Command/SDK - combines features of SDK and Command.

Some of the functionalities provided by SDK and Command versions of REBOL have been enabled by
modules, patches, and applications created by the REBOL user community. For example, mysql and
postgre database access, dll access, and stand-alone executable packaging can be managed by free
third party creations (search rebol.org for options). Because those solutions don't conform to official
REBOL standards, and because no support for them is offered by REBOL Technologies, commercial
solutions by RT are recommended for critical work.

9.17 Contexts, Bindology, Parse Wizardry, Dialects, and Other Advanced Topics

On the surface, REBOL presents itself as a simple, practical, and useful tool. Many developers tend to
dismiss it because of it's simple appearance, small file size, and atypical language syntax. Those who
stick with REBOL, however, eventually discover that it has some truly deep and powerful language
features, not immediately apparent. Several great articles have been written which cover those topics
well. If you have any interest in becoming a REBOL guru, be sure to read
http://blog.revolucent.net/search/label/REBOL. The bindology article at
http://www.rebol.net/wiki/Bindology, and other pages at http://www.fm.vslib.cz/~ladislav/rebol provide
more understanding. Be sure to also see all the additional links in the last section of this tutorial. If your
interests run deeper than simple scripting and user application development, REBOL offers unique food
for thought.

10. REAL WORLD CASE STUDIES - Learning To Think In Code

If you're just beginning to write code, it's easy to read through language documentation, understand all the
constructs and examples, and still walk away saying to yourself "that's fine ... but, how do | write a
program that does ". Trying to tackle any specific programming goal from scratch requires not only
understanding how language components work, but how to put them to together to build larger
applications. Until you've materialized full working applications from imagined designs, many times, it can
be extremely difficult to shape a program from raw code. This section is intended to provide some general
understanding about how to assemble algorithmic thoughts and pieces of code to create complete
programs which satisfy design requirements in any given unique situation. A number of case studies are



presented to provide insight as to how specific real life situations were approached.

10.1 Using Outlines and Pseudo Code

When approaching any coding project, start with a detailed non-technical definition of what the application
should do, in human terms. Next, outline the general code parameters that define user interface
requirements and data/code structures required to achieve those 'human-described' program goals. Fill in
your outline with natural language PSEUDO CODE that DESCRIBES how actual code can be organized
to create the required user interface and handle input, manipulation, and output of data. Finally, move on
to replacing pseudo code with actual working code - this isn't nearly as hard once you've completed the
previous steps. As a last step, debug the working code and add/change functionality as you test and use
the program.

To start out, explain to yourself what you want your intended program to do, and think through what the
program must do internally to accomplish that goal. As an imagined program begins to take shape, think
of how you expect the user and the computer to interact when the program is complete, and put those
actions into words. Write down your explanation and flesh out the details of the imaginary program as
much as possible. That will give you a fundamental starting point to begin planning how the code will flow.

To start a code outline, begin with an idea of what data the user will input and what the computer will
output. Flow charts can be very helpful in imagining and outlining the data flow and the user interactions.
The majority of code you write will flow from one user input, data definition or internal function to the next.
Begin mapping out all the things that need to "happen" in the program, and the info that needs to be
manipulated along the way, in order for those things to happen, from beginning to end. At this stage, you
should begin to define the actual user interface that the program will use to input/output that data. Every
program needs some sort of GUI, command line interface, web page form for CGl input, etc. Most desktop
applications use a GUI to interact with the user, but sometimes it's simpler to begin thinking through the
development process using console interactions. It tends to be easier to develop a CGl application if
you've got a working console version. Whatever your conceived interface, think of all the choices the user
can make at any given time, and provide a user interface component to allow for those choices. Outlining
the actual code that defines your imagined user interface is a great way to help shape your initial code
design.

The process of writing an outline can be helped by thinking of how the program must begin, and what
must be done before the user starts to interact with the application. Think of any data or actions that need
to be defined before the program starts. Then think of what must happen to accommodate each possible
interaction the user might choose. In some cases, for example, all possible actions may occur as a result
of the user clicking various GUI widgets. That should elicit the thought of certain bits of GUI code
structure, and you can begin writing an outline to design a GUI interface. If you imagine an online CGl
application or a command line program, the user may respond to text questions or work with forms on a
web page. Again, some code from the example applications in this tutorial should come to mind, and you
can begin to form a coding structure that enables the general user interface and work flow.

To flesh out the program outline, you can begin filling the user interface code with natural language
pseudo code. For example, if you imagine a button in a GUI interface doing something for your user, you
don't need to immediately write the REBOL code that the button runs. Initially, just write a DESCRIPTION
of what you want the button to do. The same is true for functions and other chunks of code. As you flesh
out the outline more, you can DESCRIBE the language elements and coding thought you conceive to
perform various actions or to represent various data structures.

As you outline a program to enable user interaction with the computer, don't get lost in the nitty gritty
syntax details of writing actual code. It's easy to lose sight of the big picture at this stage. Instead,
concentrate on the organizational scheme that provides an overview of how the program will operate.
Most actions in a program will occur as a result of conditional evaluations (if this happens, do this...),
loops, or linear flow from one action to the next. If you're going to perform certain actions multiple times or
cycle through lists of data, you'll likely need to run through some loops. If you need to work with
changeable data, you'll need to define some variable words, and you'll probably need to pass them to
functions to process the data. Think in those general terms first. Create a list of data and functions that
are required, and put them into an order that makes the program structure build and flow from one
definition, condition, loop, GUI element, action, etc., to the next. If you spend time organizing your needs
in terms of a natural language outline, and then fill that outline with pseudo code descriptions of code
constructs, you'll have a much easier time converting those needs to actual code.



Instead of providing more vague and generalized notions about how to organize programming thought,
what follows are a number of case studies that describe how I've approached various programming tasks
in a productive way. Each example traces my train of thought from the organizational process through the
completed code.

10.2 Case 1 - Scheduling Teachers

In my music lesson business, teachers were familiar with hand written paper schedules that looked like

this:
Monday:
3 studentl, 555-1234, parent's names, payment history, notes
3:30 student2, 555-1234, parent's names, payment history, notes
4 (gone 3-17) student3, 555-1234, payment history, notes
4:30 student4, 555-1234, parent's names, payment history, notes
5 student5, 555-1234, parent's names, payment history, notes
Tuesday:
3 -
3:30 -——
4 (john doe 3-18) —--——-
4:30 -——
5 studentl, 555-1234, parent's names, payment history, notes
5:30 student2, 555-1234, parent's names, payment history, notes
6 student3, 555-1234, parent's names, payment history, notes
6:30 -——
7 student4, 555-1234, parent's names, payment history, notes
7:30 -——
8 student5, 555-1234, parent's names, payment history, notes

To run my business, | wanted to create the above schedule format on a web page, and frame it in an
HTML document that had some permanent info which teachers wouldn't alter. | wanted each teacher to be
able to make adjustments to their schedule without having to mess with ftp or anything having to do with
the web site. | just wanted them to be able to click a desktop icon, type changes into their schedule, and
have it appear on a web page. | imagined a simple application that would do those things, and came up
with this basic outline of how it could work:

Download a teacher's current schedule text file.

Backup a copy of the existing schedule, just in case.

Edit the schedule.

Upload the altered schedule data back to the website.

Include the new schedule text in an HTML template, retaining the proper line format.

Confirm that the changes were made correctly and that they displayed correctly on the web page.
Keep the teacher interface simple and intuitive, like writing on a piece of paper.

Noohrwh~

After looking at the above outline, | just did each step above in the most direct way possible in REBOL
code:

; first set I some initial required variables:

url: http://website.com/teacher
ftp-url: ftp://user:pass@website.com/public_html/teacher



; ... and gave the teacher some instructions:

alert {Edit your schedule, then click save and quit.
The website will be automatically updated.}

; 1) download the file containing the schedule text:

write %schedule.txt read rejoin [url "/schedule.txt"]

; 2) create a timestamped backup on the web server:

write rejoin [ftp-url "/" now/date "_" now/time ".txt"] read $%$schedule.txt
; 3 and 7) edit the text:

editor %schedule.txt

; 4) save the edited text back to the web site:

write rejoin [ftp-url "/schedule.txt"] read %$schedule.txt

; 6) confirm that the changes are displayed correctly:

browse url

To satisfy step 5 in the outline, | created a downloadable executable (".exe" file) of the above program
(using XpackerX), and in the http://website.com/teacher folder on the web site, | created an index.php file
containing the following code:

<a href="./scheduler.exe" target=_blank>Download Scheduler</a>
<br><br><pre><?php include 'schedule.txt'; ?></pre>

The first line creates a download link, so that the teacher can download and run his scheduler program at
any remote location. The second line includes the preformatted schedule text on the web page. | can put
any other HTML | want on this page, which the teacher never touches.

What could have been a very long and involved database programming task was accomplished in
minutes, and was used every day for many months in the business. The free form format enabled by using
a simple text file provided the opportunity to incorporate various notes, changes, and info that would
otherwise be awkward to include or difficult to emphasize in a database type scheduling app. In this case,
writing the pseudo code outline provided an immediate solution, and it worked out to be the best way to
satisfy our needs. You'll see later how | built this basic idea into a much more complex application which
runs a busy business of 25+ instructors.

10.3 Case 2 - A Simple Image Gallery CGIl Program

When putting together the web site for my music lesson business, | wanted to regularly add photos of
students performing at various events. At first, | just uploaded the photos individually, and added a link to
the folder that contained them. As the collection grew, | wanted users to see the images more easily,
without having to click on each individual file name. So, | put together a simple flash presentation that
showed the images one by one. But updating that presentation required too much maintenance. What |
wanted was to simply upload photos, and have them all display in a nice format on a single web page,
without any required maintenance. This type of small CGl application was perfectly suited to REBOL. It
only took a few minutes to write, and it now gets used every day.

For this program, here's the outline and pseudo code | worked through in my head:



1. Start by creating a simple command line script on my home computer that reads a directory listing
and uses a foreach loop to run through the files and perform necessary actions.

2. Within the foreach loop, check for specified image types (extensions in each file name), and only
work with those files. Add a counter to display the total number of images. To do that, use a
counter variable and increment it each time through the loop.

3. Inthe foreach loop, wrap each image in the list in the HTML tags required to disply them on a web
page. Add necessary headers to create a CGl script that runs on the web site. The script should
print the HTML to the visitor's browser so they see a web page containing all the images.

Here's the code for step 1:

REBOL []

folder: read %.
foreach file folder [
print file
; this is just a dummy action to be sure the loop is working properly

halt

For step 2, | added the counter variable, and checked for specified image types using an "if any”"
conditional expression:

REBOL []

folder: read %.

count: 0

foreach file folder [

if any [

find file ".jpg"
find file ".gif"
find file ".png"
find file " .bmp"

print file
count: count + 1
1
]

print rejoin [newline "Total Images: " count]
halt

| shortened that script a bit by using an alternate version which relies on nested foreach loops. The
alternate code makes the list of potential image types easier to extend in the future:

REBOL []

folder: read %.
count: 0
foreach file folder [
foreach ext [".jpg" ".gif" ".png" ".bmp"] [
if find file ext [
print file
count: count + 1



print rejoin [newline "Total Images: " count]
halt

For the last step, | borrowed a line from the earlier "guitar chord diagram maker" example. It builds the
HTML required to display each image on a web page. | replaced the dummy print function above with this
code:

print rejoin [{<img src="} file {">}]

Finally, | added the typical CGl headers and page formatting code required to make REBOL CGl scripts
perform correctly (see the previous CGl examples in this tutorial for similar patterns):

#! /home/path/public_html/rebol/rebol -cs

REBOL [title: "Photo Viewer"]

print "content-type: text/html*/"

print [<HTML><HEAD><TITLE>"Jam Session Photos"</TITLE></HEAD><BODY>]
print read %pageheader.html

folder: read %.

count: 0

foreach file folder [

foreach ext [".jpg" ".gif" ".png" ".bmp"] [
if find file ext [

print [<BR> <CENTER>]
print rejoin [{<img src="} file {">}]
print [</CENTER>]
count: count + 1

1
1
print [<BR>]
print rejoin ["Total Images: " count]
print read %pagefooter.html

| uploaded that script to the folder containing images on our web server, and updated the link to the photos
on our web site. Now, we just upload new images directly to the server, and when web site visitors click
the "Photos" link on our site, they instantly see a dynamically created web page full of all images currently
contained in that folder.

10.4 Case 3 - Days Between Two Dates Calculator

In my business, teachers often need to figure the number of days that are between any two given dates. |
can do that easily with the REBOL interpreter - just subtract any one date from another. For the
unfortunate souls who don't know REBOL, | wanted to create a little GUI app that would quickly figure the
calculation with some simple pointing and clicking.

This application ended up being built in stages. | started with this very simple pseudo-code idea for a
script:

1. Use the "request-date" function to get a start date from the user. Assign the response to a variable.

2. Run the request-date function again to get an end date from the user. Assign that response to
another variable.

3. Subtract the end-date variable from the start-date variable. Assign the result to a third variable.

4. Alert the user with the result.



That's all very straight forward. Here's the working code:

sd: request-date ; get the START-DATE

ed: request-date ; get the END-DATE

db: ed - sd ; calculate the DAYS-BETWEEN

alert rejoin ["Days between " sd " and " ed ": " db] ; display the result

That was too easy. So | decided to create a bit more of a GUl interface. Here's the pseudo-code thought
process | went through:

1. Create a "view layout" window and have a separate button run each of the request-date functions

(start-date and end-date).

2. Run the days-between calculation after the end-date is selected, and display the result in a text
field. In order for this to happen, the numeric days-between result needs to be converted to a text
string (because fields can only display text string values). Don't forget to update the displayed
results with the "show" function.

Here's the code:

REBOL [title: "Days Between"]

view layout [
btn "Select Start Date" [sd: request-date]
btn "Select End Date" [
ed: request-date
db/text: to-string (ed - sd)
show db

1
hl "Days Between:"

db: field

It works, but I'd like the user to be able to see the chosen dates in text fields. Here's my pseudo-code
thought process for that feature addition:

1. I'll add two more text fields to the GUI layout.

2. Whenever the user selects a new start/end date, I'll update the appropriate text field to display the
selected dated. In order for that to work properly, again, I'll need to use the "to-string" function to
convert the chosen date to a text value.

Here's the code | came up with to make those changes:

REBOL [title: "Days Between"]
view layout [

btn "Select Start Date" [
sd: request-date

Update the start-date text field:

4

sdt/text: to-string sd
show sdt



; Here's the field to display the selected start-date:
sdt: field

btn "Select End Date" [
ed: request-date

; Update the end-date text field:
edt/text: to-string ed
show edt

db/text: to-string (ed - sd)
show db

; Here's the field to display the chosen end-date:
edt: field

hl "Days Between:"
db: field

As it stands now, the program will crash if | select the end date before setting the start-date (because the
days-between calculation tries to run without any value set for the start-date variable). In order to fix that,
here's the pseudo-code thought process | went through:

1. I'll start the program by setting the "st" and "ed" variables (start-date and end-date) to an initial

value of today's date ("now/date").
2. Il display the initial start and end dates in the GUI text fields. In order for that to work properly,
again I'll need to use the "to-string" function to convert the date into a text value.

Here's how the program looks when | make those changes:

REBOL [title: "Days Between"]

; set the initial values for start/end date:
sd: ed: now/date

view layout [
btn "Select Start Date" [
sd: request-date
sdt/text: to-string sd
show sdt

; show the initial start date in this field:
sdt: field to-string sd

btn "Select End Date" [
ed: request-date
edt/text: to-string ed
show edt
db/text: to-string (ed - sd)
show db

show the initial end date in this field:

4



edt: field to-string ed

hl "Days Between:"
db: field

Great, it works, but the days-between calculation still only runs when | change the end date. I'll add the
days-between calculation code to the "Select Start Date" button:

REBOL [title: "Days Between"]

sd: ed: now/date
view layout [
btn "Select Start Date" [
sd: request-date
sdt/text: to-string sd
show sdt

; Run the days-between calculation, and update the display:
db/text: to-string (ed - sd)
show db

sdt: field to-string sd

btn "Select End Date" [
ed: request-date
edt/text: to-string ed
show edt
db/text: to-string (ed - sd)
show db

1

edt: field to-string ed

hl "Days Between:"

db: field

As | played with the program a bit, | realized that it would be great if the user could manually enter/edit the
chosen dates. Here's my thought process:

1. I'll run the days-between calculation whenever the user makes a change to the text field.

2. TI'll need to stop using the "sd" and "ed" variables to perform the calculation, and instead use the text
contained in the GUI fields, in order to be sure I'm working with any potentially edited text values.

3. Again, I'll need to pay attention to converting dates back and forth between text and date data types.
Data displayed in the GUI text fields needs to be converted to a text string, using the "to-text"
function, and data used to perform the days-between calculation must be converted to a date value,
using the "to-date" function. REBOL automatically knows how to subtract and add dates, but it
doesn't know how to perform those types of calculations on text strings. Just use the "to-date"
function to perform appropriate calculations, and it works like magic.

REBOL [title: "Days Between"]

sd: ed: now/date
view layout [
btn "Select Start Date" [
sd: request-date
sdt/text: to-string sd
show sdt



; Perform the days-between calculation using the value
; contained in the end-date text field (first convert
; that text value to a date value):

db/text: to-string ((to-date edt/text) - sd)
show db

sdt: field to-string sd [
; Perform the days-between calculation using the values
; contained in the start-date and end-date text fields
; (first convert those text values to date values):
db/text: to-string ((to-date edt/text) - (to-date sdt/text))
show db

btn "Select End Date" [
ed: request-date
edt/text: to-string ed
show edt
; Perform the days-between calculation using the value
; contained in the start-date text field (first convert
; that text value to a date value):
db/text: to-string (ed - (to-date sdt/text))
show db

edt: field to-string ed [
; Perform the days-between calculation using the values
; contained in the start-date and end-date text fields
; (first convert those text values to date values):
db/text: to-string ((to-date edt/text) - (to-date sdt/text))
show db

]

hl "Days Between:"
db: field

Next, | realized that | wanted an additional feature. The program should also be able to figure an end date
based upon a given start date and a given number of days-between. Here's the pseudo-code thought
process | went through to add that feature:

1. Display an initial value of "0" days in the "db" text field (that's the number of days between the initial
start and end dates (today - today)).

2. If the user manually enters a number of days, add the given number of days to the start date, and
update the end-date text field with the result (again, be sure to convert between text and date
values, as in each previous example).

Simple. Here's the updated code:

REBOL [title: "Days Between"]



sd: ed: now/date
view layout [

btn "Select Start Date" [
sd: request-date
sdt/text: to-string sd
show sdt
db/text: to-string ((to-date edt/text) - sd)
show db
]
sdt: field to-string sd [
db/text: to-string ((to-date edt/text) - (to-date sdt/text))
show db
1
btn "Select End Date" [
ed: request-date
edt/text: to-string ed
show edt
db/text: to-string (ed - (to-date sdt/text))
show db
]
edt: field to-string ed [
db/text: to-string ((to-date edt/text) - (to-date sdt/text))
show db
1
hl "Days Between:"
db: field "O" [

; Add the manually entered number of days to the start date,
; and update the display:

edt/text: to-string ((to-date sdt/text) + (to-integer db/text))
show edt

As | tested the above code, one bug became apparent. If a date is manually entered incorrectly (for
example, | tried "267-Aug-2009"), the program would come to a crashing halt with an error message. To
fix that, | wrapped each date calculation that involved manual text entry in an "either error? try" routine,
and alerted the user with a nice message if they entered anything other than a proper date:

sdt: field to-string sd [
either error? try [to-date sdt/text] [
alert "Improper date format."
11
db/text: to-string ((to-date edt/text) - (to-date sdt/text))
show db

1

edt: field to-string ed [
either error? try [to-date edt/text] [
alert "Improper date format."
11
db/text: to-string ((to-date edt/text) - (to-date sdt/text))
show db



| also added an error check routine to the "db" text field, in case the user entered something other than a
valid number of days:

db: field "O" [
either error? try [to-integer db/text] [
alert "Please enter a number."
10
edt/text: to-string (
(to-date sdt/text) + (to-integer db/text)
)

1
show edt

At this point, every feature | can think of has been added, and all obvious bugs squashed. The evolution
of this application is typical of many software case studies. Many large applications start with a basic
working idea, then gradually evolve as the code is tested, user interface adjusted, features added, bugs
found and eliminated, etc. That process is creative, and it can be really fun and satisfying. When writing
your own applications, you have complete control to make them perform however you like :)

Here's the final code:

REBOL [title: "Days Between"]

sd: ed: now/date
view layout [
btn "Select Start Date" [
sd: request-date
sdt/text: to-string sd
show sdt
db/text: to-string ((to-date edt/text) - sd)
show db
]
sdt: field to-string sd [
either error? try [to-date sdt/text] [
alert "Improper date format."
11
db/text: to-string ((to-date edt/text) - (to-date sdt/text))
show db
1

1
btn "Select End Date" [

ed: request-date
edt/text: to-string ed
show edt
db/text: to-string (ed - (to-date sdt/text))
show db
1
edt: field to-string ed [
either error? try [to-date edt/text] [
alert "Improper date format."
10
db/text: to-string ((to-date edt/text) - (to-date sdt/text))
show db
1
1
hl "Days Between:"
db: field "O" [
either error? try [to-integer db/text] [



alert "Please enter a number."
11
edt/text: to-string (
(to-date sdt/text) + (to-integer db/text)
)

1
show edt

| packaged that script as an executable program, using XpackerX, and distributed it to all the teachers. We
use it every day. (... Of course, | still just use the REBOL command line to perform my date calculations :)

10.5 Case 4 - Simple Search

It happens fairly often that | need to search for text within files on my various web site servers and on
computers at my office and home. Every operating system has programs to accomplish such searches,
but I'm often unhappy with the way those programs work, so | decided to create my own customized tool
that operates the way | want, on every machine. This was a simple problem for which REBOL allowed me
to devise a quick solution.

| started the process by thinking through the algorithm in terms of normal human activity. If | was to
manually search through every file in a given folder and all it's subfolders, here's the pseudo-code that
describes what I'd do:

1. Obtain a directory listing of all items in a given start folder.

2. For each item in the list, if the item is a file, read/scan it to see if it contains the given search text.
3. For each item in the list, if the item is a folder, switch into that folder and repeat steps 1-3 (I must
include step 3 in step 3 itself if | want to do the same thing to every subfolder - otherwise the
process would stop with 1 subfolder - very important!). When done, switch back up to the parent

folder.

Step 1 is easy in REBOL code:

; define a starting folder:
current-folder: %.\

; read the directory listing:
read current-folder

Step 2 isn't much more complicated:

; define the search text:
phrase: "the"
; for every item in the directory listing:
foreach item (read current-folder) [
; i1f the item is a file:
if not dir? item [
; read/scan the file for the given phrase:
if find (read to-file item) phrase [
; display the path/filename in which
; the search text is found:
print rejoin [{"} phrase {" found in: } what-dir item]



Step 3 is recursive - the actions in step 3 include executing the actions in step 3. Such recursion
operations typically require creating a function that contains the actions desired, which include calling the
function itself, in which those actions are contained. Here's the new code needed for step 3 - notice that
the function is named "recurse" and that that "recurse" function is called within the body of that recurse

function:

; create the function name:
recurse: func [current-folder] [
; for every item in the directory listing:
foreach item (read current-folder) [
; 1f the item is a folder:
if dir? item [
; change into that folder:
change-dir item
; and do all the steps in the function again:
recurse %.\
go back up to the parent directory when
; there are no more sub-folders:
change-dir %..\

’

| put all of the code for steps 1 and 2 into that recurse function, and now it's fully operational:

recurse: func [current-folder] [
foreach item (read current-folder) [
if not dir? item [
if find (read to-file item) phrase [
print rejoin [{"} phrase {" found in: } what-dir item]
]
1
]

foreach item (read current-folder) [
if dir? item [
change—-dir item
recurse %.\
change-dir %..\

While testing the function, | found that some of the system files could not be read. That produced a read
error. | squashed that bug by adding a bit of "if error? try []" code:

foreach item (read current-folder) [
if not dir? item [ if error? try [
if find (read to-file item) phrase [
print rejoin [{"} phrase {" found in: } what-dir item]
1] [print rejoin ["error reading " item]]

To complete the program, | added a few variables to request the search text and the starting folder. |
created a string variable to hold a complete text list of all files in which the search phrase was found, and |



printed a little header to show that the search process had begun. When complete, the text list of files is
displayed in the REBOL text editor. Here's the final version:

REBOL [title: "Simple Search"]

phrase: request-text/title/default "Text to Find:" "the"
start-folder: request-dir/title "Folder to Start In:"
change—-dir start-folder

found-list: ""

recurse: func [current-folder] [
foreach item (read current-folder) [
if not dir? item [ if error? try [
if find (read to-file item) phrase [
print rejoin [{"} phrase {" found in: } what-dir item]
found-list: rejoin [found-list newline what-dir item]
1] [print rejoin ["error reading " item]]
]
1

foreach item (read current-folder) [
if dir? item [
change-dir item
recurse %.\
change-dir %..\

1

print rejoin [{SEARCHING for "} phrase {" in } start-folder "...*/"]
recurse %.\

print "~/DONE*/"

editor found-list

halt

Next | wanted a CGl version to run on my web sites. I'll need to input my search text and starting folder
using an HTML form:

print [<CENTER><TABLE><TR><TD>]
print [<FORM ACTION="./search.cgi">]
print ["Text to search for:" <BR>
<INPUT TYPE="TEXT" NAME="phrase'"><BR><BR>]
print ["Folder to search in:" <BR>
<INPUT TYPE="TEXT" NAME="folder" VALUE="../yourfolder/" ><BR><BR>]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
print [</FORM>]
print [</TD></TR></TABLE></CENTER>]

To make this work on the web site, I'll need to include all the standard CGI headers, and decode the
submitted data (this standard code format is copied from the earlier CGl examples in this tutorial):

#! /home/yourpath/public_html/rebol/rebol -cs

REBOL []

print "content-type: text/html~/"

print [<HTML><HEAD><TITLE>"Search"</TITLE></HEAD><BODY>]
; print read %template_header.html



submitted: decode-cgi system/options/cgi/query-string

Here's the final CGl version:

#! /home/yourpath/public_html/rebol/rebol -cs

REBOL []

print "content-type: text/html*/"

print [<HTML><HEAD><TITLE>"Search"</TITLE></HEAD><BODY>]
; print read %template_header.html

submitted: decode-cgi system/options/cgi/query-string

if not empty? submitted [
phrase: submitted/2
start—-folder: to—-file submitted/4
change-dir start-folder
found-list: ""

recurse: func [current-folder] [
foreach item (read current-folder) [
if not dir? item [ if error? try [
if find (read to-file item) phrase [
print rejoin [{"} phrase {" found in: }
what-dir item {<BR>}]
found-list: rejoin [found-list newline
what-dir item]
11 [print rejoin ["error reading " item]]
1
]
foreach item (read current-folder) [
if dir? item [
change-dir item
recurse %.\
change-dir %..\

1

print rejoin [{SEARCHING for "} phrase {" in }
start-folder {<BR><BR>}]

recurse %.\

print "<BR>DONE <BR>"

; save %found.txt found-list

; print read %template_footer.html

quit

1

print [<CENTER><TABLE><TR><TD>]
print [<FORM ACTION="./search.cgi">]
print ["Text to search for:" <BR>
<INPUT TYPE="TEXT" NAME="phrase'"><BR><BR>]
print ["Folder to search in:" <BR>
<INPUT TYPE="TEXT" NAME="folder" VALUE="../yourfolder/" ><BR><BR>]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
print [</FORM>]
print [</TD></TR></TABLE></CENTER>]
; print read %template_footer.html

| use this search program constantly. It took only a few minutes to write using the most basic principles



and syntax patterns seen over and over again in this tutorial, and it runs on every computing device | own,
including all my home and work computers, my web sites, my phone, etc.

10.6 Case 5 - A Simple Calculator Application

Next is a quick case study about how to build a small calculator application in REBOL (this is not so much
a real life case study - it just seems that building a GUI calculator app is an obligatory cliche among
computer programming tutorials). | started with a pseudo-code outline of how | wanted the program's user
interface to look when complete:

1.

2.

There needs to be a display area to show numerical digits as they are input, as well as the results
of calculations. A simple GUI text field will work fine for that display.

There need to be GUI buttons to enter numerical digits and a decimal point, as well as buttons for
mathematical operators, and a button to execute calculations (an "=" sign). Each of those three
categories of buttons will do generally the same types of actions, so I'll create them as separate

GUI styles, each with shared action blocks.

That was enough of an outline to begin writing some actual REBOL GUI code. | toyed with various
window, button, and font sizes/colors until the layout looked acceptable. Here's what | came up with using
the pseudo-code above:

view center-face layout/tight [

size 300x350 space 0x0 across ; basic window sizing/spacing
display: field 300x50 font-size 28 "O" return ; the display
style butn button 100x50 [

; add the action code here for number buttons
1
style eval button 100x50 brown font-size 13 [

; add the action code here for operator buttons

1

butn "1" butn "2" butn "3" return ; arrange those buttons

butn "4" butn "5" butn "6" return ; in the window
butn "7" butn "8" butn "9" return
butn "0" butn "." eval "+" return
eval "-" eval "*" eval "/" return
button 300x50 gray font-size 16 "=" [
; add the action code here for "=" sign button

1

To turn the above display into a functioning calculator, next | needed to think about what must happen
when the number buttons are clicked. Here's some pseudo-code to outline that thought process:

1.

The user must be able to enter numbers that are longer than a single digit, so every time a number
button is clicked, that numerical digit should be appended to the digits in the display. I'll use "rejoin"
to build the display number, and then I'll set a variable to store that number, each time a new digit
is clicked.

In the GUI code above, | started with a "0" in the display field. That'll need to be erased before any
other numbers are displayed.

That's all easy enough to do in REBOL code:

if display/text = "0" [display/text: ""] ; erase the displayed "O"
display/text: rejoin [display/text value] ; build the displayed #
show display

cur-val: display/text ; use a variable to save the displayed #



Now | need to think about what should happen when the operator buttons are clicked:

1. | need to assign a variable to save the number currently entered in the GUI display (that number is
already saved temporarily in the "cur-val" variable above).

2. Erase the display to prepare for a new number to be entered.

3. Assign a variable to save the operator selected.

That's all very simple - in fact, it's simpler in real REBOL code than it is in pseudo-code:

prev-val: cur-val ; save the displayed # in a variable
display/text: "" show display ; erase the display
cur—-eval: value ; save the selected operator in a variable

Finally, I need to think about what happens when the "=" button is clicked:

1. A computation must be evaluated, using the first number entered (the "prev-val" variable above),
the operator entered (the "cur-eval" variable), and the second number entered ("cur-val").
2. The display area needs to be updated to show the value of that computation.

The easiest way | could think to build the computation was to use the "rejoin" function to build a string
representing the first number entered, the operator entered, and the second number entered. | could then
evaluate that computation by simply using the "do" function on the built string:

cur-val: do rejoin [prev-val " " cur-eval " " cur-val]
display/text: cur-val
show display

That was all very easy. Here's the code we've got so far:

view center-face layout/tight [
size 300x350 space 0x0 across
display: field 300x50 font-size 28 "O" return
style butn button 100x50 [

if display/text = "0" [display/text: ""] ; erase the "O"
display/text: rejoin [display/text value] ; build the #

show display

cur-val: display/text ; use a variable to save the displayed #

1

style eval button 100x50 brown font-size 13 [
prev-val: cur-val
display/text: "" show display
cur—-eval: value

1

butn "1" butn "2" butn "3" return

butn "4" butn "5" butn "6" return

butn "7" butn "8" butn "9" return

butn "0" butn "." eval "+" return

eval "-" eval "*" eval "/" return

button 300x50 gray font-size 16 "=" [
cur-val: do rejoin [prev-val " " cur-eval " " cur-val]
display/text: cur-val
show display



After testing the code a bit, | found a bug. Whenever the first computation is completed, any additional
digits entered are appended to the total displayed from the first calculation. That happens in this line of
code in the number buttons definition (the "butn" style):

display/text: rejoin [display/text value]

That problem is easily solved by setting a flag variable when the "=" button is clicked:

display-flag: true

... and then checking for that flag every time a number button is clicked - if the flag is set (meaning that a
total is being displayed), erase the display so that a new number can be entered, and reset the flag
variable:

if display-flag = true [display/text: "" display-flag: false]

That fixes the first bug. Testing the program a little more, | found another small bug. The calculator would
crash with an error if the "=" sign or any of the operator buttons were clicked before numerical digits were
properly entered. That was easy to fix by simply setting some default variables in the beginning of the
program - that's a fundamentally good practice in any sort of programming:

prev-val: cur-val: 0 cur-eval: "+" display-flag: false

After using the program a bit more, | found another bug. If the equal sign was clicked repeatedly, it would
perform calculations that weren't intended. The following line was the culprit:

cur-val: do rejoin [prev-val " " cur-eval " " cur-val]

The "cur-val" variable was updated every time the "=" button was clicked, whether or not a new number or
operator was entered. To squash that bug, | just used the "display-flag" variable that was created earlier to
check if a total was being displayed. | wrapped all of the action code performed when the "=" sign was
clicked, into an "if" conditional, and only performed those actions if the flag had been reset (only if a total
was not being displayed):

if display-flag <> true [ ... ]

Finally, there was a bug I'd had in mind from the beginning: if the user tried to divide by 0, the program
would crash. To handle this situation, | added the following conditional check inside the code above:

if ((cur-eval = "/") and (cur-val = "0")) [
alert "Division by 0 is not allowed." break

1

At this point, the program appeared to be reasonably bug free, so | decided to add an additional feature



that seemed useful while testing the code. | wanted a running printout of all calculations performed, similar
to paper tape on traditional printing calculators. Adding that feature was as simple as could be. At the
beginning of the program | added a "print 0" line, and then added the following line changes to the "="

button:
prin rejoin [prev-val " " cur-eval " " cur-val " = "]
print display/text: cur-val: do rejoin [
prev-val " " cur-eval " " cur-val

1
Here's the final calculator program:

REBOL [title: "Calculator"]

prev-val: cur-val: 0 cur-eval: "+" display-flag: false
print "O"
view center-face layout/tight [
size 300x350 space 0x0 across
display: field 300x50 font-size 28 "O0" return
style butn button 100x50 [
if display-flag = true [display/text: "" display-flag: false]
if display/text = "0" [display/text: ""]
display/text: rejoin [display/text value]
show display
cur-val: display/text
1
style eval button 100x50 brown font-size 13 [
prev-val: cur-val
display/text: "" show display
cur-eval: value
1
butn "1" butn "2" butn "3" return
butn "4" butn "5" butn "6" return
butn "7" butn "8" butn "9" return
butn "0" butn "." eval "+" return
eval "-" eval "*" eval "/" return
button 300x50 gray font-size 16 "=" [
if display-flag <> true [
if ((cur-eval = "/") and (cur-val = "0")) [
alert "Division by 0 is not allowed." break

1

prin rejoin [prev-val " " cur-eval " " cur-val " = "]
print display/text: cur-val: do rejoin [
prev-val " " cur-eval " " cur-val

1
show display
display-flag: true

10.7 Case 6 - A Backup Music Generator (Chord Accompaniment Player)

In my music lesson business, one of the things we teach is improvisation ("jam session") skills. In order for
beginning students to practice, | created a simple program they could use to hear and play along with any
given chord progression, at any given tempo. Building such a program with REBOL was easy. Designing
an application to play pre-recorded chords from a given text list took less than a half hour.



Here's the basic outline | came up with to get started (a very basic knowledge of chord notation is required
for this case study):

1. Record wave files of major, minor, dominant 7th, half diminished, diminished 7th, minor 7th, and
major 7th chords on all 12 root notes (A, A#, B, C, C#, D, D#, E, F, F#, G, and G#), along with a
few other commonly used chord voicings. The recordings all needed to be of short block chords, of
the exact same duration and volume.

2. Compress and embed the wave files using the binary embedder from earlier in this text.

3. Load each sound into memory and give each one a variable label.

4. Create a GUI with text fields for the chords to play, and the tempo. Add "play" and "stop" buttons to
control the action.

5. When the "play" button is clicked, play the wave data for each chord in the given progression, using
the given timing gap. There will need to be some multitasking code to enable the looping chord
progressions to be stopped.

6. Add some buttons to save and load the chord progressions, along with a button to provide some
help/instructions.

The first step was mechanical - no programming required. | recorded the sounds of all twelve major,
minor, and dominant 7th chords using my favorite recording software and my guitar. | saved each sound
as a separate wave file in 1 directory on my hard drive (I later recorded a much larger collection of chords,
but this was enough to get started).

For step 2 in the outline, | used a variation of the binary embedder program from earlier in this text to loop
through the files in the directory:

REBOL []

system/options/binary-base: 64
sounds: copy []
foreach file load %./ [
print file
uncompressed: read/binary file
compressed: compress to-string uncompressed
if ((length? uncompressed) > 5000) [
append sounds compressed
1
1

editor sounds

It provided one huge block of data containing every one of those sounds in embedded format. The output
of that chord data can be seen at http://musiclessonz.com/rebol_tutorial/backup.r:

64#{
eJxEd2VUW833ddyIE8£fdHYoVCilS2mJ1F+ruTvvU3d3dC1lRpC7S4ExwSJFgSSEhC
EmIQIvfl9//yrr32mTMz58vcNXfP2XOTEhIQx0CgRbEL42zds32dPBIFA4EnEZYFA. . .

For step 3, | placed the "load to-binary decompress" code (found earlier in this text) in front of each
embedded sound file data chunk (to decompress the data and load the sound into memory for quick use).
| gave each chord it's appropriate chord label (A major, Bb major, C minor, G7, etc.). In doing so, |
decided to use all flat symbols for any root notes that had accidentals (i.e., F# = Gb, C# = Db, etc. (no
sharps)). Here's how the code for the A major and Bb minor chords looked:

a: load to-binary decompress 64#{
eJxEd2VUW833ddyIE8£fdHYoVCilS2mJ1F+ruTvvU3d3dC1lRpC7S4ExwSJFgSSEhC
EmIQIvfl9//yrr32mTMz58vcNXfP2XOTEhIQx0C ...



bbm: load to-binary decompress 64#{
eJwstwVecU9//P757d9eMbQwYMWB0d4cgraCogIgdKHY381b0rZ jYXW8VOxGbDuke
3TVQCWPdv32+///39Tj3nnvuOa9+Pc85iQt jYkr

Here's the full list of chord labels | created (the underscore symbol was a label that | gave to a silent sound
that | recorded, to be used for a beat of rest). | manually labeled each of the chord data with the following
labels (using my text editor's search, copy, and paste facilities, that took about ten minutes):

abbbcdbdebef gbgab

am bbm bm cm
a7 bb7 b7 c7
adim7 bbdim7
ebdim7 edim7
am7b5 bbm7b5
ebm7b5 em7b5
am7 bbm7 bm7
amaj7 bbmaj7
ebmaj7 emaj7

dbm dm ebm em fm gbm gm abm

db7 d7 eb7 e7 £7 gb7 g7 ab7

bdim7 cdim7 dbdim7 ddim7

fdim7 gbdim7 gdim7 abdim7

bm7b5 cm7b5 dbm7b5 dm7b5

fm7b5 gbm7b5 gm7b5 abm7b5

cm7 dbm7 dm7 ebm7 em7 fm7 gbm7 gm7 abm7
bmaj7 cmaj7 dbmaj7 dmaj7

fmaj7 gbmaj7 gmaj7 abmaj7

Step 4 in the outline just required building the following simple GUI. It consists of a few labels, a text area
to hold the user-entered chords, a text field for the tempo, and a couple buttons to stop and start the music
action. | also decided to add the buttons from step 6 - | even put all that code in here - all that was required
was to save and load the contents of the text area. Simple:

view center-face layout [

across

h2 "Chords:"

tab
chords:
return

area 392x300 trim {}

h2 "Delay:"

tab

tempo: field 50 "0.35" text " (seconds)"
tabs 40 tab
btn "PLAY" []
btn "STOP" []
btn "Save" [save to-file request-file/save chords/text]
btn "Load" [chords/text: load read to-file request-file show chords]
btn "HELP" [
alert {}

1

Now all that's left is step 5. | started by loading the user entered list of chords into a block:

sounds: to-block chords/text

| also gave a label to the tempo, and made sure it was treated as a decimal value:

the-tempo: to-decimal tempo/text



| took the play-sound function that you've seen earlier, and used its code inside a foreach loop that played
each of the sounds in the user provided list (now in the "sounds" block). Because those chord labels now
refer to actual pieces of sound data that can be inserted and played directly by the sound port, this was
simple:

wait O

sound-port: open sound://

foreach sound sounds [
do rejoin ["insert sound-port " reduce [sound]]
wait sound-port
wait the-tempo

| wrapped the above foreach loop in a forever loop, because | wanted the chord progression to repeat
continuously. To stop the music, | first thought that I'd need some multitasking code, but it turns out that it
was simpler than expected. All | did was create a flag variable (the word "play"), which was set to false
when the GUI stop button was clicked. Inside the above foreach loop, | checked to see if the play variable
had been set to false, and if so, broke out of the loop. The stop button then simply closed the sound port
after setting the variable flag to false. Below is the full code for the PLAY and STOP buttons in the GUI.
Simple :)

btn "PLAY" [
play: true
the-tempo: to-decimal tempo/text
sounds: to-block chords/text
wait O
sound-port: open sound://
forever [
foreach sound sounds [
if play = false [break]
do rejoin ["insert sound-port " reduce [sound]]
wait sound-port
wait the-tempo
1
if play = false [break]
1

btn "STOP" [
play: false
close sound-port

To finish up the program, | added some instruction text to the alert which pops up when the help button is
clicked, and | put in an example chord progression that appears in the text area by default (the chords to
"Hotel California"). In testing the program, | realized that if the GUI was closed before the music was
stopped, play would continue without any way to stop it. The operating system's task manager was the
only way to end the music at that point. To fix that bug, | added some code to trap the close button and
stop the music (set the play flag to false and close the sound port), along with a request to "really close
the program?". You've seen that sort of code in several previous examples.

Here's the final program (a shortened version, WITHOUT the chord data required to play the example):

REBOL [title: "Chord Accompaniment Player"]

play: false
insert-event-func [



either event/type = 'close [
if play = true [play: false close sound-port]
really: request "Really close the program?"
if really = true [quit]

10

event

all the chord data goes here

bm: load to-binary decompress 64#{
eJw8dgdUu0/w7k0vINTQe++9SpUqCogIiiKgIIg9YAdU7L397NgVRAQEPEnvvEca
CCUhQEhCIJUk9/E/7/3£2bN7z92d. ..

}

}

view center-face layout [
across
h2 "Chords:"
tab
chords: area 392x300 trim {
bm bm bm bm
gb7 gb7 gb7 gb7
aaaa
eeee
g99g9g
dddd
em em em em
gb7 gb7 gb7 gb7
g999g9g
dddd
gb7 gb7 gb7 gb7
bm bm bm bm
g99g9g
dddd
em em em em
gb7 gb7 gb7 gb7
}
return
h2 "Delay:"
tab
tempo: field 50 "0.35" text " (seconds)"
tabs 40 tab
btn "PLAY" [
play: true
the-tempo: to-decimal tempo/text
sounds: to-block chords/text
wait O
sound-port: open sound://
forever [
foreach sound sounds [
if play = false [break]



do rejoin ["insert sound-port " reduce [sound]]
wait sound-port
wait the-tempo
]
if play = false [break]
]

btn "STOP" [
play: false
close sound-port

btn "Save" [save to-file request-file/save chords/text]

btn "Load" [chords/text: load read to-file request-file show chords]

btn "HELP" [

alert {

This program plays chord progressions. Simply type in
the names of the chords that you'd like played, with a
space between each chord. For silence, use the
underscore ("_") character. Set the tempo by entering a
delay time (in fractions of second) to be paused between
each chord. Click the start button to play from the
beginning, and the stop button to end. Pressing start
again always begins at the first chord in the
progression. The save and load buttons allow you to
store to the hard drive any songs you've created.
Chord types allowed are major triad (no chord symbol -
just a root note), minor triad ("m"), dominant 7th
("7"), major 7th ("maj7"), minor 7th ("m7"), diminished
7th ("dim7"), and half diminished 7th ("m7b5").
*%** ALL ROOT NOTES ARE LABELED WITH FLATS (NO SHARPS)
F# = Gb, C# = Db, etc...

A full, playable version, with the complete data set of embedded chords, can be found at
http://musiclessonz.com/rebol_tutorial/backup.r.

Here are a few chord examples to load. All the chords:

abbbcdbdebef gbgab

am bbm bm cm dbm dm ebm em fm gbm gm abm

a7 bb7 b7 c7 db7 d7 eb7 e7 £7 gb7 g7 ab7

adim7 bbdim7 bdim7 cdim7 dbdim7 ddim7

ebdim7 edim7 fdim7 gbdim7 gdim7 abdim7

am7b5 bbm7b5 bm7b5 cm7b5 dbm7b5 dm7b5

ebm7b5 em7b5 fm7b5 gbm7b5 gm7b5 abm7b5

am7 bbm7 bm7 cm7 dbm7 dm7 ebm7 em7 fm7 gbm7 gm7 abm7
amaj7 bbmaj7 bmaj7 cmaj7 dbmaj7 dmaj7

ebmaj7 emaj7 fmaj7 gbmaj7 gmaj7 abmaj7

Brown Eyed Girl:

ggccggdd7
ggccggdd7
ggccggdd7



ggccggdd7
ggccggdd7
ggccggdd7
ccdd ggememccdd

10.8 Case 7 - FTP Tool

| often use REBOL's built in text editor to edit files on my web server:

editor ftp://user:pass@site.com/path/public_html/file.ext

This entire case study evolved from my use of that function. | decided to create a small script to speed up
the above process. By hard coding all my FTP info directly into a GUI text field, all | have to do to edit a file
on my server is run the script and change the specific file name:

view layout [
p: field "ftp://user:pass@site.com/path/public_html/file.ext"
btn "Edit" [
editor to-url p/text
1

While using that script, I'd often forget the exact names of files | needed, so | decided to add a folder
browsing feature to the code. Here's the thought process | went through:

1. Add a text list to the script. Instead of entering the URL of a file name in the text field, enter a folder.
When | submit the URL now, the script will read the contents of that folder and display each item in
the text list.

2. When I click an item in the text list, the script will join the selected file name with the given folder,
and open the editor at that URL.

Here's the code - as always with REBOL, it's extremely simple:

view layout [
p: field "ftp://user:pass@site.com/path/public_html/" [
f/data: read to-url value
show £
1
f: text-list [
editor to-url (join p/text value)

1

This worked well, but after using it a few times, | decided that | still wanted the option to type in a specific
file name, to have it open immediately. Here's my thought process:

1. Add an "either" condition.

2. If the entered URL is a folder, do as in the previous script (I can use the dir? function to perform this
check).

3. Otherwise edit the entered URL directly.

Here's the code:



view layout [
p: field "ftp://user:pass@site.com/path/public_html/file.ext" [
either dir? to-url value [
f/data: read to-url value
show £
1L
editor to-url value
1
1
f: text-list [
editor to-url join p/text value

1

I ran into some occasional problems with the dir? function, so | changed that line to read:

either (to-string last value) = "/" [

As it stands, the above script is a useful FTP editor. To create a new file, all | have to do is type its path
and file name into the text field. REBOL's built in text editor automatically creates the file if it doesn't
already exist. As | used this script more, | wanted to be able to navigate folders automatically (without
having to type in the names of paths/files at all). Here are my thoughts:

1. If the user clicks on a folder, append the folder name to the current folder displayed in the text field,
then re-read and display the contents of the new folder in the text list. This effectively changes
directories.

2. To go up a folder (back to the previous folder), add "../" to the directory contents read from the
folder currently displayed in the text field, and show that data in the text list. Also, sort the data, so
"../" appears at the top of the list.

3. When the user clicks the "../", remove the last portion of the currently entered path (everything back
to the prior slash symbol), update the text field, and read/display the files in that folder in the text
list. For example, if the currently displayed path is
"ftp://user:pass@site.com/path/public_html/folder/", remove the "folder/" portion, update the text
field to "ftp://user:pass@site.com/path/public_html/", and read/display the contents of that folder.

Step 1 is easy. Just rejoin the currently displayed folder in the text field, with the value selected from the
text list:

p/text: rejoin [p/text value]
show p

Step 2 is just as easy. Append "../" to the line of code that reads and displays the files in the current folder
("f/data: read to-url value"), and sort it:

f/data: sort append (read to-url p/text) "../"
show £

For step 3, we need to search for the 2nd to last "/" symbol in the currently displayed path, and remove
everything after it. To do that, we'll start searching backward from the 2nd to last character (to eliminate
the final "/" character in the folder, because we want the 2nd to last "/" character). That's easy - start
searching backwards from ((length? p/text) - 1). | decided to use a "for" loop starting at that index position,
and decrementing by 1. Each time through the loop, pick the character at the current index position, and if



itis "/", erase all characters after that index position (use the "clear" function to delete everything at
(current index + 1)). Then, update the text field with the new path, read the directory contents, and display
in the text list, as in steps 1 and 2 above:

for i ((length? p/text) - 1) 1 -1 [

if (to-string (pick p/text i)) = "/" [
clear at p/text (i + 1)
show p
f/data: sort append read to-url p/text "../"
show £

break ; quit the loop once the 2nd to last "/" is found

As | looked at that code, | realized that a simpler way to do the same thing would be to use the following
code. First clear the "/" at the end of the text, then clear everything after the next "/" character ("find/last”
searches backward from the end):

clear at p/text (index? find/last p/text "/")

clear at p/text ((index? find/last p/text "/") + 1)
show p

f/data: sort append read to-url p/text "../"

show £

| added those changes to the current script:

view layout [
p: field "ftp://user:pass@site.com/path/" [

either dir? to-url value [
f/data: sort append (read to-url p/text) "../"
show £

10
editor to-url value

1

1
f: text-list [

; if the user selects "../", run the code from step 3:
either (to-string value) = "../" [
for i ((length? p/text) - 1) 1 -1 [
if (to-string (pick p/text i)) = "/" [
clear at p/text (i + 1) show p
f/data: sort append read to-url p/text "../" show f
break

10

; 1f the user selects a folder, run code from steps 1 and 2:

either (to-string last value) = "/" [
p/text: rejoin [p/text value] show p
f/data: sort append read to-url p/text "../" show f

10
editor to-url rejoin [p/text value]

1



Now that's a useful FTP editor! We can browse through any folder and edit/save any file, just by clicking
items with the mouse. | could certainly stop there, but as | used the program, more desired features kept
popping up. Next, | decided to add an image viewing feature. The thought process is simple: if a selected
file is an image (jpg, png, gif, or bmp), open a new GUI window, and load/display the image. Otherwise,
open the file with the text editor, as before. That's easy:

either find [%.]Jjpg %.png %$.gif %.bmp] suffix? value [
view/new layout [image load to-url rejoin [p/text value]]
10

editor to-url rejoin [p/text value]

1

I would occasionally click a file accidentally while browsing, so | added the following line to check whether
the code above should actually be run:

if ((request "Edit/view this file?") = true) [(do the code above)]

| actually have several sites that | update regularly. It would be easy to simply copy this script several
times, and change the hard coded FTP information for each web site, but | wanted a more elegant
solution. | decided to add a mechanism to save and load FTP info for any website, in a config file. First |
created a button in the GUI to save FTP info for a site. Here's the thought process:

1. Use atext requester to ask the user for the FTP info. I'll save it in URL format, as one line, exactly
the way it's typed into the GUI text field. Use the current FTP URL typed into the text field as the
default text in the requester.

To avoid an error, stop there if the user cancels out of the requester (i.e., doesn't enter anything).
Use a file requester to ask the user for a text file to save the info to (default to "%ftp.cfg").

Add another error check to make sure the user has actually selected a file.

If the file doesn't exist, create it by writing the FTP URL line to a new file.

If the file does exist, append the FTP URL line to the existing file.

Alert the user that the operation is complete.

Noohwn

As always with REBOL, each of those steps is extremely simple:

btn "Save URL" [
url: request-text/title/default "URL to save:" p/text
if url = none [break]
config-file: to-file request-file/file/save %/c/ftp.cfg
if (url <> none) and (config-file <> %none) [
if not exists? config-file [
write/lines config-file ftp://user:pass@website.com/
1
write/append/lines config-file to-url url
alert "Saved"

Now | need a button to load saved URLs. Here's the thought process:

1. Use a file requester to have the user select a config file (default to "%ftp.cfg")
2. Use an "either" condition to check if the file exists.



3. If the file doesn't exist, notify the user that they need to first save some URLs to a config file.

4. If the file does exist, have the user select the desired FTP information from the file (one URL line
from the file). An easy way to do this is with the "request-list” function. I'll load each line in the
config file into a block (use a foreach loop to read and append each line in the file to a new block),
and then display that list with the request-list function. When the user selects a line from the list, I'll
copy the selected line of text to the GUI text list (the original text field in this program, containing
the FTP information).

Again, that's all very easy to do:

btn "Load URL" [
config: to-file request-file/file %/c/ftp.cfg
either exists? config [
if (config <> %none) [
my-urls: copy [1]
foreach item read/lines config [append my-urls item]
if error? try [
p/text: copy request-list "Select a URL:" my-urls
] [break]
1
1
alert "First, save some URLs to that file..."
1
show p
focus p

| added a "focus" function to the end of the above button code, so that the user can just hit their [ENTER]
key to connect to the server after selecting a URL from the config file. It makes sense that some users
would expect to have "Load URL", "Save URL", and "Connect" buttons, so | also decided to add a
separate "Connect" button to the GUI. Since clicking on the text field and clicking on the button both do
the same thing, | created a "connect" function, so that code wouldn't need to be duplicated in the action
block of each of those GUI widgets. In that function | added an error check, so that the program doesn't
crash if the user types in incorrect FTP information:

connect: does [

either (to-string last p/text) = "/" [
if error? try [
f/data: sort append read to-url p/text "../" show £

10
alert "Not a valid FTP address, or the connection failed."
1
10
editor to-url p/text

1

As | tested the code, | realized that it would be much better to increase the size of the text list and the text
field, so that | could view the entire FTP URL and the listed file/folder names. 600x350 pixels works well
(fits on screens with low resolution, but is big enough to see full file paths). This is how the program looks
now:

REBOL [title: "FTP Tool"]

connect: does [
either (to-string last p/text) = "/" [



if error? try [
f/data: sort append read to-url p/text "../" show £
1
alert "Not a valid FTP address, or the connection failed."
1
1
editor to-url p/text
1
1
view center-face layout [
p: field 600 "ftp://user:pass@website.com/" [connect]
across
btn "Connect" [connect]
btn "Load URL" [
config: to-file request-file/file %/c/ftp.cfg
either exists? config [
if (config <> %none) [
my-urls: copy []
foreach item read/lines config [append my-urls item]
if error? try [
p/text: copy request-list "Select a URL:" my-urls
] [break]
1
1

alert "First, save some URLs to that file..."

1

show p focus p

btn "Save URL" [
url: request-text/title/default "URL to save:" p/text
if url = none [break]
config-file: to-file request-file/file/save %/c/ftp.cfg
if (url <> none) and (config-file <> %none) [
if not exists? config-file [
write/lines config-file ftp://user:pass@website.com/
1
write/append/lines config-file to-url url
alert "Saved"
1
1

below
f: text-list 600x350 [
either (to-string value) = "../" [
for i ((length? p/text) - 1) 1 -1 [
if (to-string (pick p/text i)) = "/" [
clear at p/text (i + 1) show p
f/data: sort append read to-url p/text "../" show f
break
]
1
10
either (to-string last value) = "/" [
p/text: rejoin [p/text value] show p
f/data: sort append read to-url p/text "../" show f

1
if ((request "Edit/view this file?") = true) [

either find [%.]Jjpg %.png %.gif %.bmp] suffix? value [

view/new layout [
image load to-url join p/text value

1

1
editor to-url rejoin [p/text value]

1



As | used the program more, | recognized several additional essential features that were required. |
needed to be able to: upload/download binary files, create new folders, delete, copy, rename, change
permissions, and get info about existing files. | just added buttons to the existing GUI to implement each of
those features. Here's my thought process and the code which does each of those things:

To get the file size and date of any selected file, | just used the "size?" and "modified?" functions built into
REBOL:

btn "Get Info" [
p-file: to-url rejoin [p/text f/picked]
alert rejoin ["Size: " size? p-file " Date: " modified? p-file]

To delete an existing file, | simply use REBOL's built in "delete" function. | added a requester to confirm
that the user actually wants to delete the selected file. When the operation is complete, the directory listing
is updated and the user is notified with an "alert" message:

btn "Delete" [
p-file: to-url request-text/title/default "File to delete:"
join p/text f/picked
if ((confirm: request "Are you sure?") = true) [delete p-file]
f/data: sort append read to-url p/text "../" show £
if confirm = true [alert "File deleted"]

Renaming a file is just as easy, using the "rename" function. Again, | just added a confirmation request
and notification when complete:

btn "Rename" [

new-name: to-file request-text/title/default "New File Name:"
to-string f/picked

if ((confirm: request "Are you sure?") = true) [
rename (to-url join p/text f/picked) new-name

1

f/data: sort append read to-url p/text "../" show £

if confirm = true [alert "File renamed"]

Copying files on an FTP server is just as easy as copying files on your local hard drive - just read and
write:

btn "Copy" [
new-name: to-url request-text/title/default "New Path:"
(join p/text f/picked)
if ((confirm: request "Are you sure?") = true) [
write/binary new-name read/binary to-url join p/text f/picked



1
f/data: sort append read to-url p/text "../" show f

if confirm = true [alert "File copied"]

Creating a new file is as simple as writing a file with an empty string (""):

btn "New File" [
p—file: to-url request-text/title/default "New File Name:"

join p/text "ENTER-A-FILENAME . EXT"
if ((confirm: request "Are you sure?") = true) [
write p-file ""

1
f/data: sort append read to-url p/text "../" show £

if confirm = true [alert "Empty file created - click to edit."]

Creating a new folder on the FTP server is also done the same way as creating a folder on your hard
drive. Just use the "make-dir" function:

btn "New Dir" [
make-dir x: to-url request-text/title/default "New folder:" p/text

alert "Folder created"

p/text: x show p
f/data: sort append read to-url p/text "../" show f

Downloading binary files is done using the "read/binary" and "write/binary" functions. | just added some
code here to find the file name (separate it from the full path of the selected file), and used a requester to

present that as the suggested save-to file name:

btn "Download" [
file: request-text/title/default "File:" (join p/text f/picked)

1-file: next to-string (find/last (to-string file) "/")

save-as: request-text/title/default "Save as..." to-string l-file
write/binary (to-file save-as) (read/binary to-url file)

alert "Download Complete"

Uploading is also accomplished using the "read/binary" and "write/binary" functions:

btn "Upload" [
file: to-file request-file
r-file: request-text/title/default "Save as..."
join p/text (to-string to-relative-file file)
write/binary (to-url r-file) (read/binary file)
f/data: sort append read to-url p/text "../" show £
alert "Upload Complete"

Changing file permissions (i.e., read, write, and execute on Unix/Linux servers), is done using



"write/binary/allow":

btn

"Chmod" [

p-file: to-url request-text/default rejoin [p/text f/picked]

chmod: to-block request-text/title/default "Permissions:"
"read write execute"

write/binary/allow p-file (read/binary p-file) chmod

alert "Permissions changed"

| also created a help button to display some text held in an "instructions" variable:

btn-help [inform layout [backcolor white text bold as-is instructions]]

Here's the final code for my full featured FTP application. It's a far cry from "editor ftp:/..." ;) | use this
program every day (a downloadable Windows .exe is availabe at
http://musiclessonz.com/rebol_tutorial/FTP_tool.exe):

REBOL [title: "FTP Tool"]

Instructions: {

}

Enter your username, password, and FTP URL in the text field, and
hit [ENTER].

BE SURE TO END YOUR FTP URL PATH WITH "/".

URLs can be saved and loaded in multiple config files for future use.
CONFIG FILES ARE STORED AS PLAIN TEXT, SO KEEP THEM SECURE.

Click folders to browse through any dir on your web server. Click
text files to open, edit and save changes back to the server.

Click images to view. Also upload/download any type of file,

create new files and folders, change file names, copy and delete
files, change permissions, etc.

connect: does [

1

either (to-string last p/text) = "/" [
if error? try [
f/data: sort append read to-url p/text "../" show £

10
alert "Not a valid FTP address, or the connection failed."
1
10
editor to-url p/text
]

view center-face layout [

p: field 600 "ftp://user:pass@website.com/" [connect]
across
btn "Connect" [connect]
btn "Load URL" [
config: to-file request-file/file %/c/ftp.cfg
either exists? config [



if (config <> %none) [
my-urls: copy []
foreach item read/lines config [append my-urls item]
if error? try [
p/text: copy request-list "Select a URL:" my-urls
] [break]
1
11
alert "First, save some URLs to that file..."
1

show p focus p

btn "Save URL" [
url: request-text/title/default "URL to save:" p/text
if url = none [break]
config-file: to-file request-file/file/save %/c/ftp.cfg
if (url <> none) and (config-file <> %none) [
if not exists? config-file [
write/lines config-file ftp://user:pass@website.com/
1
write/append/lines config-file to-url url
alert "Saved"
1
1
below
f: text-list 600x350 [
either (to-string value) = "../" [
for i ((length? p/text) - 1) 1 -1 [
if (to-string (pick p/text i)) = "/" [
clear at p/text (i + 1) show p
f/data: sort append read to-url p/text "../" show f
break

1
1
either (to-string last value) = "/" [
p/text: rejoin [p/text value] show p
f/data: sort append read to-url p/text "../" show f
1
if ((request "Edit/view this file?") = true) [
either find [%.]Jjpg %.png %.gif %.bmp] suffix? value [
view/new layout [
image load to-url join p/text value
1
11
editor to-url rejoin [p/text value]

1

1

across
btn "Get Info" [
p-file: to-url rejoin [p/text f/picked]
alert rejoin ["Size: " size? p-file " Date: " modified? p-file]

btn "Delete" [
p—-file: to-url request-text/title/default "File to delete:"
join p/text f/picked
if ((confirm: request "Are you sure?") = true) [delete p-file]
f/data: sort append read to-url p/text "../" show £
if confirm = true [alert "File deleted"]



btn

btn

btn

btn

btn

btn

btn

1

"Rename" [

new-name: to-file request-text/title/default "New File Name:"
to-string f/picked

if ((confirm: request "Are you sure?") = true) [
rename (to-url join p/text f/picked) new-name

1

f/data: sort append read to-url p/text "../" show f

if confirm = true [alert "File renamed"]

"Copy" [
new-name: to-url request-text/title/default "New Path:"
(join p/text f/picked)
if ((confirm: request "Are you sure?") = true) [
write/binary new-name read/binary to-url join p/text f/picked
]
f/data: sort append read to-url p/text "../" show £
if confirm = true [alert "File copied"]

"New File" [
p—file: to-url request-text/title/default "New File Name:"
join p/text "ENTER-A-FILENAME.EXT"
if ((confirm: request "Are you sure?") = true) [
write p-file ""
; editor p-file
1
f/data: sort append read to-url p/text "../" show f
if confirm = true [alert "Empty file created - click to edit."]

"New Dir" [

make-dir x: to-url request-text/title/default "New folder:" p/text
alert "Folder created"

p/text: x show p

f/data: sort append read to-url p/text "../" show £

"Download" [

file: request-text/title/default "File:" (join p/text f/picked)
1-file: next to-string (find/last (to-string file) "/")

save—as: request-text/title/default "Save as..." to-string l-file
write/binary (to-file save-as) (read/binary to-url file)

alert "Download Complete"

"Upload" [

file: to-file request-file

r-file: request-text/title/default "Save as..."
join p/text (to-string to-relative-file file)

write/binary (to-url r-file) (read/binary file)

f/data: sort append read to-url p/text "../" show f

alert "Upload Complete"

"Chmod" [

p-file: to-url request-text/default rejoin [p/text f/picked]

chmod: to-block request-text/title/default "Permissions:"
"read write execute"

write/binary/allow p-file (read/binary p-file) chmod

alert "Permissions changed"

btn-help [inform layout[backcolor white text bold as-is instructions]]
do [focus p]

10.9 Case 8 - Jeopardy



My fiance wanted to create a program to help train employees at work. She hoped to create a game
similar to the Jeopardy TV show, which could be played with a group of employees, in order to quiz,
instruct, and interact with them in an enjoyable way. Together, we devised these specifications about how
the program should work:

1. Employees are organized into 2-4 teams of players who compete against each other for prizes.
The program displays 5 columns of boxes, each under a separate category header. The columns
of boxes are divided into rows of 5, with each row displaying incremental values of $100, $200,
$300, $400, and $500.

3. The host of the game operates the program and manages game play. To start off, one team
chooses a category and a dollar amount to wager, and the host clicks the chosen box. When the
box is clicked, an answer is displayed. The first player to respond gets a chance to determine the
correct question for the given answer (i.e., "What is ?"). The program then displays the proper
question, along with some educational information related to the topic (the point of the program is
to both test and teach the employees). The program then asks the host which player got the
question correct or incorrect. The wagered amount is either subtracted or added to the player's
score, based on correct or incorrect response, and a running total score is displayed in an area on
the bottom of the screen.

4. After each question is completed, the chosen boxes are displayed as empty, and made
unresponsive.

5. Winning teams continue to choose answers, and game play continues until all boxes are
completed.

6. The program needs a way for the host to prepare and save the categories, answers, and questions
required to play the game.

Most of the code required to create this program will revolve around the game screen design, so | started
outlining the program with a GUI layout. | looked online for some images of the Jeopardy TV show, and
with a little trial and error | came up with a design of buttons and boxes that satisfied the general required
description:

REBOL [title: "Jeopardy"]

view center-face layout [
backdrop effect [gradient 1x1 tan brown]
style button button effect [
gradient blue blue/2] 100x65 font [size: 30]
style box box brown 100x35
space 40x10
across
box 660x10 effect [gradient 1x0 brown black] ; separator line
return
box "Category 1"
box "Category 2"
box "Category 3"
box "Category 4"
box "Category 5"
return
box 660x10 effect [gradient 1x0 brown black]
return
button "$100" []
button "$100" []
button "$100" []
button "$100" []
button "$100" []
return
button "$200" []
button "$200" []
button "$200" []
button "$200" []
button "$200" []
return
button "$300" []



button "$300" []

button "$300" []

button "$300" []

button "$300" []

return

button "$400" []

button "$400" []

button "$400" []

button "$400" []

button "$400" []

return

button "$500" []

button "$500" []

button "$500" []

button "$500" []

button "$500" []

return

box 660x10 effect [gradient 1x0 brown black]
return tab

box "Player 1:" effect [gradient 1xl1l tan brown]
playerl: box white "$0" font [color: black]

box "Player 2:" effect [gradient 1xl1l tan brown]
player2: box white "$0" font [color: black]
return tab

box "Player 3:" effect [gradient 1xl1l tan brown]
player3: box white "$0" font [color: black]

box "Player 4:" effect [gradient 1xl1l tan brown]
playerd4: box white "$0" font [color: black]

That looks like a lot of code, but it's all just simple VID GUI layout widgets. Next | began devising the data
and logic required to make the GUI operational. First, | thought about the data required to play the game,
and decided to organize all the potential questions and answers into 2 separate blocks of strings:

answers: [
"$100 Answer, Category 1"
"$100 Answer, Category 2"
"$100 Answer, Category 3"
"$100 Answer, Category 4"
"$100 Answer, Category 5"
"$200 Answer, Category 1"
"$200 Answer, Category 2"
"$200 Answer, Category 3"
"$200 Answer, Category 4"
"$200 Answer, Category 5"
"$300 Answer, Category 1"
"$300 Answer, Category 2"
"$300 Answer, Category 3"
"$300 Answer, Category 4"
"$300 Answer, Category 5"
"$400 Answer, Category 1"
"$400 Answer, Category 2"
"$400 Answer, Category 3"
"$400 Answer, Category 4"
"$400 Answer, Category 5"
"$500 Answer, Category 1"
"$500 Answer, Category 2"
"$500 Answer, Category 3"
"$500 Answer, Category 4"
"$500 Answer, Category 5"



1
questions:
"$100
"$100
"$100
"$100
"$100
"$200
"$200
"$200
"$200
"$200
"$300
"$300
"$300
"$300
"$300
"$400
"$400
"$400
"$400
"$400
"$500
"$500
"$500
"$500
"$500

[
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,

Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category

1"
2"
3"
4"
5"
1"
2"
3"
4"
5"
1"
2"
3"
4"
5"
"
2"
3"
4"
5"
"
2"
3"
4"
5"

| also needed variable labels for the category headers (so that they could be edited later by the host,
without having to edit any program code):

Category-1: "Category 1"
Category-2: "Category 2"
Category-3: "Category 3"
Category-4: "Category 4"
Category-5: "Category 5"

To manage game play, | realized that every button would do basically the same thing when clicked, so |
created a function which would run in the action block of each button. If each button sent a unique number
ID to the function, it would be easy to map each question/answer in the blocks above to individual buttons:

do-button: func [num] [
"num" refers to the unique number parameter sent by each
; individual button, every time this function is executed:
alert pick answers num
alert pick questions num

The questions/answers in the data blocks above are arranged so that every 5 items are incremented by
$100. | added the following code to assign a dollar amount to the chosen question, based on which "num"
value was passed by the button (questions 1-5 = $100, 6-10 = $200, etc.):

if find [1 2 3 4 5] num [val: $100]
if £ind [6 7 8 9 10] num [val: $200]



if find [11 12 13 14 15] num [val: $300]
if find [16 17 18 19 20] num [val: $400]
if find [21 22 23 24 25] num [val: $500]

Now | just need to ask the host which player responded correctly or incorrectly to the alerted answer
above, and assign a variable to the response ("correct"):

correct: request-list "Select:" [
"Player 1 answered correctly" "Player
"Player 2 answered correctly" "Player
"Player 3 answered correctly" "Player
"Player 4 answered correctly" "Player

answered incorrectly"
answered incorrectly"
answered incorrectly"
answered incorrectly"

S Wi R

... and then update the score display boxes based on the response above:

switch correct [

"Player 1 answered correctly" [
playerl/text: to-string ((to-money playerl/text) + val)
show playerl

1

"Player 1 answered incorrectly" [
playerl/text: to-string ((to-money playerl/text) - val)
show playerl

1

"Player 2 answered correctly" [
player2/text: to-string ((to-money player2/text) + val)
show player2

1

"Player 2 answered incorrectly"[
player2/text: to-string ((to-money player2/text) - val)
show player2

1

"Player 3 answered correctly" [
player3/text: to-string ((to-money player3/text) + val)
show player3

1

"Player 3 answered incorrectly" [
player3/text: to-string ((to-money player3/text) - val)
show player3

1

"Player 4 answered incorrectly"[
playerd/text: to-string ((to-money playerd/text) - val)
show player4

1

"Player 4 answered correctly" [
playerd4/text: to-string ((to-money player4/text) + val)
show player4

| added that function (with a unique incremented number argument) to the action block of every button. |
also added the code to erase the face and disable each button after it's been used:

button "$100" [face/feel: none face/text: "" do-button 1]



button "$100"
button "$100"

[face/feel: none face/text:
[face/feel: none face/text:

"" do-button 2]
"" do-button 3]

I now have a working game according to the specified outline:

REBOL [title: "Jeopardy"]
answers: [
"$100 Answer,
"$100 Answer,
"$100 Answer,
"$100 Answer,
"$100 Answer,
"$200 Answer,
"$200 Answer,
"$200 Answer,
"$200 Answer,
"$200 Answer,
"$300 Answer,
"$300 Answer,
"$300 Answer,
"$300 Answer,
"$300 Answer,
"$400 Answer,
"$400 Answer,
"$400 Answer,
"$400 Answer,
"$400 Answer,
"$500 Answer,
"$500 Answer,
"$500 Answer,
"$500 Answer,
"$500 Answer,

Category 1"
Category 2"
Category 3"
Category 4"
Category 5"
Category 1"
Category 2"
Category 3"
Category 4"
Category 5"
Category 1"
Category 2"
Category 3"
Category 4"
Category 5"
Category 1"
Category 2"
Category 3"
Category 4"
Category 5"
Category 1"
Category 2"
Category 3"
Category 4"
Category 5"
1
questions: [

"$100 Question,

"$100 Question,

Category 1"
Category 2"

"$100
"$100
"$100
"$200
"$200
"$200
"$200
"$200
"$300
"$300
"$300
"$300
"$300
"$400
"$400
"$400
"$400
"$400
"$500
"$500

Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,

Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category

3"
4"
5"
1"
2"
3"
4"
5"
1"
2"
3"
4"
5"
1"
2"
3"
4"
5"
1"
2"



"$500 Question, Category 3"

"$500 Question, Category 4"

"$500 Question, Category 5"
1

do-button: func [num] [
alert pick answers num
alert pick questions num
if find [1 2 3 4 5] num [val: $100]
if £ind [6 7 8 9 10] num [val: $200]
if find [11 12 13 14 15] num [val: $300]
if find [16 17 18 19 20] num [val: $400]
if find [21 22 23 24 25] num [val: $500]
correct: request-list "Select:" ["Player 1 answered correctly"
"Player 1 answered incorrectly" "Player 2 answered correctly"
"Player 2 answered incorrectly" "Player 3 answered correctly"
"Player 3 answered incorrectly" "Player 4 answered correctly"
"Player 4 answered incorrectly"
1
switch correct [
"Player 1 answered correctly" [
playerl/text: to-string ((to-money playerl/text) + val)
show playerl
1
"Player 1 answered incorrectly" [
playerl/text: to-string ((to-money playerl/text) - val)
show playerl
1
"Player 2 answered correctly" [
player2/text: to-string ((to-money player2/text) + val)
show player2
1
"Player 2 answered incorrectly"[
player2/text: to-string ((to-money player2/text) - val)
show player2
1
"Player 3 answered correctly" [
player3/text: to-string ((to-money player3/text) + val)
show player3
1
"Player 3 answered incorrectly" [
player3/text: to-string ((to-money player3/text) - wval)
show player3
1
"Player 4 answered incorrectly"[
playerd/text: to-string ((to-money player4/text) - val)
show player4
1
"Player 4 answered correctly" [
playerd4/text: to-string ((to-money player4d/text) + val)
show player4

1

view center-face layout [
backdrop effect [gradient 1xl1 tan brown]
style button button effect |
gradient blue blue/2] 100x65 font [size: 30]
style box box brown 100x35
space 40x10
across
box 660x10 effect [gradient 1x0 brown black] ; separator line



return

box "Category 1"

box "Category 2"

box "Category 3"

box "Category 4"

box "Category 5"

return

box 660x10 effect [gradient 1x0 brown black]

return

button "$100" [face/feel: none face/text: "" do-button 1]
button "$100" [face/feel: none face/text: "" do-button 2]
button "$100" [face/feel: none face/text: "" do-button 3]
button "$100" [face/feel: none face/text: "" do-button 4]
button "$100" [face/feel: none face/text: "" do-button 5]
return

button "$200" [face/feel: none face/text: "" do-button 6]
button "$200" [face/feel: none face/text: "" do-button 7]
button "$200" [face/feel: none face/text: "" do-button 8]
button "$200" [face/feel: none face/text: "" do-button 9]
button "$200" [face/feel: none face/text: "" do-button 10]
return

button "$300" [face/feel: none face/text: "" do-button 11]
button "$300" [face/feel: none face/text: "" do-button 12]
button "$300" [face/feel: none face/text: "" do-button 13]
button "$300" [face/feel: none face/text: "" do-button 14]
button "$300" [face/feel: none face/text: "" do-button 15]
return

button "$400" [face/feel: none face/text: "" do-button 16]
button "$400" [face/feel: none face/text: "" do-button 17]
button "$400" [face/feel: none face/text: "" do-button 18]
button "$400" [face/feel: none face/text: "" do-button 19]
button "$400" [face/feel: none face/text: "" do-button 20]
return

button "$500" [face/feel: none face/text: "" do-button 21]
button "$500" [face/feel: none face/text: "" do-button 22]
button "$500" [face/feel: none face/text: "" do-button 23]
button "$500" [face/feel: none face/text: "" do-button 24]
button "$500" [face/feel: none face/text: "" do-button 25]
return

box 660x10 effect [gradient 1x0 brown black]

return tab

box "Player 1:" effect [gradient 1x1 tan brown]

playerl: box white "$0" font [color: black]
box "Player 2:" effect [gradient 1xl1l tan brown]
player2: box white "$0" font [color: black]

return tab

box "Player 3:" effect [gradient 1x1 tan brown]

player3: box white "$0" font [color: black]
box "Player 4:" effect [gradient 1xl1l tan brown]
playerd: box white "$0" font [color: black]

After playing the game a bit, there were no bugs, but | realized that it could use a few additional features.
First, | used the binary embedder from earlier in this tutorial to create an image header of a photo | found
online from the Jeopardy TV show:

header: load to-binary decompress 64#{

eJyV3j3s804v/xz/bzGyFucRGohgmlziuuU7CNGxWuTaxbBpyLVJUpItLcy£fXNIZI
jkudboqFJsNodG9uuXRyyal8ncfj93t8//4+3/+9X6/H6/1+bY1ufQKQzg50DgAL
BAIo2wNs jQE4QFQEKgoVERWFisJgomIIJAIBhyNkJSR3IuV1USh5WTk5BSWMsoKi



6m450RVtFVV1DawWFq2so6+jqY/RxGr+GwKCwWAIMYQOMAiGjgSCnoPk/s/UMkBID
dAEmBLQPAEUBIFKgrZeAIgBAQP8C/D/bT4qIbS+3xUNIAASGgiFQsNhOKPREEQSG
ANt 1pKT3wmQMxGT32br7X5JHHTAKiGCW75JTNbQjkk6GZzYOqGl63H1++UrSA952
JAIIAEH/e2AbMACCbMdsa5pSABgMgkBEwJD/c4DAAERKRNpPAZq8tdJ+7PzHc71L5
gyOBsHPbAJaCSAHWwWNFKVxP98V4tOkWAfD7FEjacdjSkarU//C/n4IDH8tIsGPlr
F8jSOHVpgLEgNs++1taBHGuekzY4eM/o0jJEII4R/1Q+ZIEH2QWTpkVWn+ntRBthgZ
kympJr83jt/eRTxvTS1RNGD3meRMcm4kAZ2CANTULV1Jf1lfeI8BVvIWeJaNZitC7j
HSzwe21lRvYdfbQEZcgNoufWO5RxBPLziaGaLDnMiIu5cgjXhKavuH/3ewXQVtg6Q
BLgRCGfHVNFmn6LPF/£fJDI1/Te jRG5nB2X8vi01l1hhEm3Fb/XnK+KeG/sKxk1l6Py
E3ZteGrG4qgpY¥Sazc72YsFrY6n0ht 0002EEs4dhdJjJvOThxbRVx3ruRD921c4ct
XXp89nPCL1IkhlZwlkpvLRz53sKF8WEDpRWOV7dePB2671umDPyzp0PJxckwXbHc
PTnSOjTC54hLNXHAWIVdxdi 9pDKhgNWOrCdNu3LPTh8e 6t 1xg9pQZw/KFHWY20GM
Z33g/Y140axOK5pkwP2FSiCjORhPPof jhXBtt52xdJjhjMZCIIMH+GNXzhlmhij6
fGjVEgN11IHPvdV686aDXalb6tn6gHlkYnlbpyM5Fi6c6cIsFn391XJXLybMmRTv
soo4Nv7eqf/Byy2ANn2FByPXt 1Xt 8KZQE jhRO8GMzINfIGIfBVT7HI4YKY1v/MRP
bv94k1JIMSbSZATZO1lnwEa64bdZBL/dZ6iEmlv1FwwpnNoCoplgqlaOdrmB70Sd/H1
sZ9ijEDcfSc3TrdMbtAs3Z0g0+s96CofOOENU0d2Xqo2TylA/5xW1LtJzLNtp8vS
1UwD/YgqprdJffrIwcdFhwvmr+CKmQDfT+P2R2AvojAzZ4RItnkwg00z74hIujexl
Mzh420i0CXKvxeU3Ze4LhSINyZYt72K7Xrx1YfOplTZX2MX1rulNBYgLUc2umS£fJ
9fPvBnVHGUEaCRImMNyxX74XvEyg79i/XIB/bfxsP1DCbf7003rV/mvFg3u344qJ6
8IDbp3PMP47rJyasPliilwgX3yT4Zzh8dPztI1lElr3yH+6TqFHKaOUL1S3gTzBPE
03j41Dr4sEL91rb7w21G5jL3+g8+L+V50mpvPdnGOED5HONzNxvqubX52yVriGraq
t06Jrj6r7imhjdzFQgA3yqLzMDmjNeeviW4rluGeg03qjg50eh8z8EEQ0fVZ7+TelY
e3W27vblk7£1nIP9tWUx+PC£f150zdzXALUJVIesptLVwlles2gRi0COKawvonDkS
0zL7bfgZvd+C5RxyaI+NmlSmpC36BtZYzzsVXrEgGDPrIzSG/uVbdKpg2DcrlPyi
N42GS+7PFLRyYffvkrYAZeof6SN31IrlRJIfPpgUQok531brErr+803Wn81LX0Oyzc
bNkDgxTOnOPxnGhFDEeBBEs3nirrFO1QfMk1ZaKTK+10ZkzuhnKYwwE1lxeMToRUa
m1188t34vrAt IIR9qQULENPS jKebLtLCelN50PXG+jtoA741KjVIWr30c3Az4bgHH
fC+6atgPZVOY5d5DeF 5My+8XnELv+nu97Rt 08WoK2Hy SEbXy 6 rSNWuimAyaJS7A6
SX00uOA3F0RV4b2KuCabPbAT8W5z54Vty8Izbu7gqnrLNNLXwfLHB51iKIgQWUNJ90
UfHge9e0PKqdZ/zrQxifKoPGRGGVylrg3QXx1lbRaHMtvllezce038aWZYhJPuMJH
ejSw/FUCKXPt1huR899Au2LnD/£1/tDL75bbTwxWxWELbRTCUwW+KEEO4 +x4 £+yK7
3NIWrBDsOyJweXaOzW5N2+4XZNVQ8GI1lt3u37tUzZQKfQtWQdgLrxKIsAlpsf6tD
o/ZAtHwp++FX7iNdP1t88Jk0P6Rhaytfjllr5fos47hqjFXgyu3S1PEfY9U/P058
QWn5uLJ7wslybYFUsvopbOgbc/Nnm7CRPWAKT7sQuDHZpfn5uRG+T86/YcEu3Hrt
gNEbH/QR/R0a0GSdJJI31FmDdk2+Vrw2R/IrOT3wZ3z1iXC5Qzz5s5/XnCsqU3Ryv
RyQmaybcz0Ggx6kGS0+DCivDV/LMjIpNtDiBbQ1lwOFQt cMMkZZ21r+++T2P02ZpG
riura80pOBz1xXNgZhgO0q4p3T6ePqgo/90jap3RR5kcx41Jp9ust IK5ctULT/Zsb
SqOtt fW3g+LDtANDVTJIz3ZW78YyWXH4z+5MatFYdaTpNZtaOeCzr0gsgN9pkqlnB
aJE5SAUx9MS4hQRy8gt+7QTuz+hSoPD+StBsxmHcpWWz ji2A+P1ddStmXqvT1d7D
It5HXH6KH6UkVzP4LFPesul65Bzn7PU8M+Eeca0dcPOOR8hk2tBMbjM1GnG6Th4P
bTaewuxw9UHgx6WXdQZ1QgV1WEfvt 0esmCRs350n1p7W1RHe+rRTwm3eeS/YIwTX1
7seY44NCcNbGVr4UV7kQr2W7n+w+J+LEqePRR6gbWI9KcsOJ31RuuNGmaedb2£fnia
6r+SRnLzuwMnTDONnWOgHS+iGR0zP19NCc3£fVwrTvo/6EMaQHown3/SQZuBn+85z0
A50n0pwixFWWaw5bnzpBTHGiBzh3eZuO3bPed ffgx8rpjoET1/GxCwpXrQOrUNzI
/GzFqw/+umASObYoPoTMSieKOYANUqQVjVOt /dJ12R8VWFsLYeUcT6hG/LbnCQaWu
nYh7lcfoGmhOulEmjHajoedAYNc79Jq4£fcZ13veLs3UOnW8efhb3IANW1UaGEXz6
SOgrnr50XQ91GobK/1kkWOUBoaYMwLUk0i5sSk1kr21+Yb53rXgFBIOdMpShR70h
1/ejIBs3x0ZzsiML7GcHNCtryNM5U3ulWxKJDfcCM+MSQKBzcHP5127zTafCIJWtB
ODP3kcH30NnHd6pC/nY/mVI9Rv1tdJ6ClirctOvP IGhOXgMuuK+OWNgib6At5uzn
hDU3jZBUh45SPH50uEPDDVJsQc3AvviEGL+magCbg2xieplZX3a¥TbenXi9+g4dfh
7315xFvLRDrUvMFD1vLgr+e/bK6GIV6m/XJ7pBB8iLlQo/iu630mYtppIlog038vOe
MOQCnEPH7Ds4AirpYAGrL/tcO0y41DdT3jHiSLyblw0K38rcmQRIwaRHrX9ZPT6Y/
kzCWO9z6mFnaBuOHBH/ rVhqrMcQXkEO0JBz7nD3ziZVdpWE35yFO9Tq4Fz8T51Wjk
U1gQiR0I10BDbpzMpLjyzuVxCgmbtOHcvE1M3HKS51PbPNYf1l0j2/U72/2z1+UOSE]
SsbQVq/tcZMeKOMHTAJIxKZ3KaxBN7veuhaPRHBWpofxGGz2ksnNHPP1fguPGhf ]
r/NsDNaRd5VnDHf8s5byW0a6TG5atR7ThkLEfVbytUc6X6PR6eHpj4CyLauSBBrL2
dlwP2QJsHD7ouDj3hiskzdk2zN5mlIep3NXEgk5zuwNas4+s5hwvI9ck90b4FtBD
iSSWDgbMQ2IS6FISEbJI9RxI+Y4V7c3HQSmqh414VmbbOGTMNnrRjD8cyUiouJjHT
kyuWUsMHnnAXTzE3nkbF6X/2ezD1aHCjwNdz691/ABEeZGXYCwAA

}



Adding it to the top of the GUI was this easy. | didn't edit the image to fit, but instead just used REBOL's
built in ability to simply resize the image:

image header 660x40

Next, | decided to add an option to resize the entire GUI, so that the program could run on computers with
varied screen resolutions. | looked through all the GUI code and realized that all the widget sizes were
divisible by a factor of 5, | stored that as a variable word "sizer":

sizer: 5

Then, anywhere in the GUI where there was a sizing pair, | added a little math calculation to dynamically
specify the size. The image size above (660x40), for example, was written as follows:

image header (to-pair rejoin [(132 * sizer) "x" (8 * sizer)])

Tabs and pad sizes were set like this:

tabs (sizer * 20)
pad (sizer * 2)

With those sizing calculations added to every widget, all the host needed to do was change the one sizer
variable, and the whole pixel size of the game would be adjusted.

Next, | realized that the host could potentially make mistakes in game play (I did while testing the
program), so | wanted a way to manually adjust game scores. | added the following code to the action
block of the score boxes, which allows the host to click on the box, and enter a new value to be shown on
the box's face:

playerl: box white "$0" font [color: black size: (sizer * 4)] [
face/text: request-text/title/default "Enter Score:" face/text
]

According to the last item in our specification outline, all | need now is a way for the host to edit and save
game data. | started by assigning a variable to all the code that contained variables which the host should
be able to edit. | wanted this code to be writable to the hard drive, and "do"able, so | stored it as a text
string and included a REBOL header:

config: {

REBOL []

sizer: 5

Category-1: "Category 1"



Category-2:
Category-3:
Category-4:
Category-5:

answers: [
"$100
"$100
"$100
"$100
"$100
"$200
"$200
"$200
"$200
"$200
"$300
"$300
"$300
"$300
"$300
"$400
"$400
"$400
"$400
"$400
"$500
"$500
"$500
"$500
"$500

]

questions:
"$100
"$100
"$100
"$100
"$100
"$200
"$200
"$200
"$200
"$200
"$300
"$300
"$300
"$300
"$300
"$400
"$400
"$400
"$400
"$400
"$500
"$500
"$500
"$500
"$500

Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,
Answer,

"Category 2"
"Category 3"
"Category 4"
"Category 5"

Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category

1"
2"
3"
4"
5"
1"
2"
3"
4"
5"
i
2"
3"
4"
5"
"
2"
3"
4"
5"
1"
2"
3"
4"
5"

[
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,
Question,

Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category
Category

1"
AL
3"
4"
5"
1"
AL
3"
4"
5"
1"
2"
3"
4"
5"
1"
2"
3"
4"
5"
v
2"
3"
4"
5"




To use that code in normal game play, | just executed the code contained in the "config" variable:

do config

Next, | outlined some pseudo code describing each step the host might go through to edit the config data:

1. Warn the host that these steps will erase the current data and end the current game. A simple
requester and if condition will serve this purpose. Break out of the current block of code if they
choose to continue the game.

2. Before going through the process of editing/saving, request if the user would simply like to load a
previously edited configuration file. If so, just run ("do") the chosen config file, close the current GUI,
and rerun the GUI using the new config data.

3. If the user hasn't chosen either of the previous options, give them some directions about how to edit
the file, save the default config code to a file, and open it in the built in editor. After the editor has
been closed, request a config file to load, then close the current GUI and rerun it using the newly
chosen config data.

Here's the code | created to satisfy each of the above steps:

; step 1

contin: request/confirm {
This will end the current game. Continue?}
if contin = false [break]

; step 2

loadoredit: request/confirm "Load previously edited config file?"
if loadoredit = true [
do to-file request-file/title/file {
Choose config file to use:} "File" %default_config.txt

unview

view center-face layout gui

break ; needed so that step 3 doesn't run
1
; step 3

alert {Edit carefully, maintaining all quotation marks.
You can open a previously saved file if needed.
When done, click SAVE-AS and then QUIT.
Be sure choose a filename/folder
location that you'll be able to find later.
}
write %default_config.txt config
unview
editor %default_config.txt
alert {Now choose a config file to use (most likely the file
you just edited).}
do to-file request-file/title/file ({
Choose config file to use:} "File" %default_config.txt
view center-face layout gui

| added that code to the action block of the header image. Now the host can click the header to edit and



save all the data for category, answer, question, and GUI size required to store complete Jeopardy
sessions. | packaged this final program using XpackerX and gave it to my fiance. It suits her needs
perfectly:

REBOL [title: "Jeopardy"]
config: {

REBOL []

7

sizer: 4

Category-1: "Category 1"

Category-2: "Category 2"

Category-3: "Category 3"

Category-4: "Category 4"

Category-5: "Category 5"

answers: [
"$100 Answer, Category 1"
"$100 Answer, Category 2"
"$100 Answer, Category 3"
"$100 Answer, Category 4"
"$100 Answer, Category 5"
"$200 Answer, Category 1"
"$200 Answer, Category 2"
"$200 Answer, Category 3"
"$200 Answer, Category 4"
"$200 Answer, Category 5"
"$300 Answer, Category 1"
"$300 Answer, Category 2"
"$300 Answer, Category 3"
"$300 Answer, Category 4"
"$300 Answer, Category 5"
"$400 Answer, Category 1"
"$400 Answer, Category 2"
"$400 Answer, Category 3"
"$400 Answer, Category 4"
"$400 Answer, Category 5"
"$500 Answer, Category 1"
"$500 Answer, Category 2"
"$500 Answer, Category 3"
"$500 Answer, Category 4"
"$500 Answer, Category 5"

1

questions: [
"$100 Question, Category 1"
"$100 Question, Category 2"
"$100 Question, Category 3"
"$100 Question, Category 4"
"$100 Question, Category 5"
"$200 Question, Category 1"
"$200 Question, Category 2"
"$200 Question, Category 3"
"$200 Question, Category 4"
"$200 Question, Category 5"
"$300 Question, Category 1"
"$300 Question, Category 2"
"$300 Question, Category 3"
"$300 Question, Category 4"



"$300 Question, Category 5"
"$400 Question, Category 1"
"$400 Question, Category 2"
"$400 Question, Category 3"
"$400 Question, Category 4"
"$400 Question, Category 5"
"$500 Question, Category 1"
"$500 Question, Category 2"
"$500 Question, Category 3"
"$500 Question, Category 4"
"$500 Question, Category 5"

}
do config

header: load to-binary decompress 64#{

eJyV3j3s804v/xz/bzGyFucRGohgmlziuuU7CNGxWuTaxbBpyLVJUpItLcy£fXNIZI
jkudbogFJIJsNodG9uuXRyyal8ncfj93t8//4+3/+9X6/H6/1+bY1ufQKQzg50DgAI
BAIo2wNs jQE4QFQEKgoVERWFisJgomIIJAIBhyNkJSR3IuV1USh5WTk5BSWMsoKi
6m450RVtFVV1DawWFq2so06+jqY/RxGr+GwKCwWAIMYQOMAiGjgSCnoPk/s/UMkBID
dAEmBLQPAEUBIFKgrZeAIgBAQP8C/D/bT4qIbS+3xUNIAASGgiFQsNhOKPREEQSG
ANt 1pKT3wmQMxGT32br7X5JHHTAKiGCW75JTNbQjkk6GZzYOgGl163H1++UrSA952
JAIIAEH/e2AbMACCbMdsa5pSABgMgkBEwJD/c4DAAERKRNpAZg8tdJ+7PzHc71L5
gyOBsHPbAJaCSAHWwWNFKVxP 98V4tOkWAfD7FEjacdjSkarU//C/n4IDH8tIsGPlr
F8jSOHVpgLEgNs++1taBHGuekzY4eM/o0jJEII4R/1Q+ZIEH2QWTpkVWn+ntRBthgZ
kympJr8ijt/eRTxvTS1RNGD3meRMcm4kAZ2CANnTULV1JflfeI8BVvJIWeJaNZitC7j
HSzwe21lRvYdfbQEZcgNoufWO5RxBPLziaGaLDnMiIu5cgjXhKavuH/3ewXQVtg6Q
BLgRCGfHVNFmn6LPF/£fJDI1/Te jRG5nB2X8vi01ll1hhEm3Fb/XnK+KeG/sKxk1l6Py
E3ZteGrG4qgpY¥Sazc72YsFrY6n0ht 0002EEs4dhdJjJvOThxbRVx3ruRD921c4ct
XXp89nPCL1IkhlZwlkpvLRz53sKF8WEDpRWOV7dePB2671umDPyzp0PJxckwXbHc
PTnSOjTC54hLNXHAWIVdxdi 9pDKhgNWOrCdNu3LPTh8e 6t 1xg9pQZw/KFHWY20GM
Z33g/Y140axOK5pkwP2FSiCjORhPPof jhXBtt52xdJjhjMZCIIMH+GNXzhlmhij6
fGjVEgN11IHPvdV686aDXalb6tn6gHlkYnlbpyM5Fi6c6cIsFn391XJXLybMmRTv
so0o04Nv7eqf/Byy2ANn2FByPXt1Xt 8KZQE jhRO8GMzINfIqIfBVT7HI4YKY1v/MRP
bv94k1JIMSbSZATZO1lnwEa64bdZBL/dZ6iEmlv1FwwpnNoCoplqlaOdrmB70Sd/H1
sZ9ijEDcfSc3TrdMbtAs3Z0g0+s96CofOOENU0d2Xqo2TylA/5xW1LtJzLNtp8vS
1UwD/YgqprdJffrIwcdFhwvmr+CKmQDfT+P2R2AvojAzZ4RItnkwg00z74hIujecxl
Mzh420i0oCXKvxeU3Z2e4LhSINyZYt72K7Xrx1YfOplTZX2MX1rulNBYgLUc2umS£J
9fPvBnVHGUEaCRImMNyxX74XvEyg79i/XIB/bfxsP1DCbf7003rV/mvFg3u344qJ6
8IDbp3PMP47rJyasPliilwgX3yT4Zzh8dPztI1lElr3yH+6TqFHKaOUL1S3gTzBPE
03j41Dr4sEL91rb7w21G5jL3+g8+L+V50mpvPdnGOED5SHONzNxvqubX52yVriGraq
t06Jrj6r7imhjdzFQgA3yqLzMDmjNeevW4rluGeg03qjg50eh8z8EEQ0£fVZ7+TelY
e3W27vblk7£1nIP9tWUx+PC£f150zdzXALUJVIesptLVwlles2gRi0COKawvonDkS
0zL7bfgZvd+C5RxyaI+NmlSmpC36BtZYzzsVXrEgGDPrIzSG/uVbdKpg2DcrlPyi
N42GS+7PFLRyYffvkrYAZeof6SN31IrlRJIfPpgUQok531brErr+803Wn81LX0Oyzc
bNkDgxTOnOPxnGhFDEeBBEs3nirrFO1QfMk1lZaKTK+10ZkzuhnKYwwElxeMToRUa
m1188t34vrAt IIR9qQULENPS jKebLtLCelN50PXG+jtoA741KjVIWr30c3Az4bgHH
fC+6atgPZVOY5d5DeF 5My+8XnELv+nu97Rt 08WoK2Hy SEbXy 6 rSNWuimAyaJS7A6
SX00uOA3F0RV4b2KuCabPbAT8W52z54Vty8Izbu7gqnrLNNLXwfLHB51iKIgQWUNJ90
UfHge9e0PKqdZ/zrQxifKoPGRGGVylrgq3QXx1bRaHMtvllezceO038aWZYhJPuMJH
ejSw/FUCKXPt1huR899Au2LnD/£1/tDL75bbTwxWxWELbRTCUwW+KEEO4+x4 £+yK7
3NIWrBDsOyJweXaOzW5N2+4XZNVQ8GI1t3u37tUzZQKfQtWQdgLrxKIsAlpsf6tD
o/ZAtHwp++FX7iNdP1t88Jk0P6Rhaytfjllr5fos47hqjFXgyu3S1PEfY9U/P058
QWn5uLJ7wslybYFUsvopbOgbc/Nnm7CRPWAKT7sQuDHZpfn5uRG+T86/YcEu3Hrt
gNEbH/QR/R0a0GSdJJI31FmDdk2+Vrw2R/IrOT3wZ3z1iXC5Qzz5s5/XnCsqU3Ryv
RyQmaybczOGgx6kGS0+DCivDV/LMjIpNtDiBbQ1lwOFQt cMMkZZ21r+++T2P02ZpG
riura80pOBz1xXNgZhgO0g4p3T6ePgo/90jap3RR5kcx41Jpust IK5ctULT/Zsb
SqOtt fW3g+LDtANDVTJz3ZW78YyWXH4z+5MatFYdaTpNZtaOeCzr0gsgN9pkglnB
aJE5SAUx9MS4hQRy8gt+7QTuz+hSoPD+StBsxmHcpWWz ji2A+P1ddStmXqvT1d7D



It5HXH6KH6UkVzZP4LFPesul65Bzn7PU8M+Eeca0dcPOOR8hk2tBMbjM1GnG6Th4P
bTaewuxw9UHgx6WXdQZ1QgV1WEfvt 0esmCRs350n1p7W1RHe+rRTwm3eeS/YIwTX1
7seY44NCcNbGVr4UV7kQr2W7n+w+J+LEqePRR6gbWI9KcsOJ31RuuNGmaedb2£fnia
6r+SRnLzuwMnTDOnWOgHS+iGR0zP19NCc3£fVwrTvo/6EMaQHown3/SQZuBn+85z0
A50n0pwixFWWaw5bnzpBTHGiBzh3eZuO3bPed ffgx8rpjoET1/GxCwpXrQOrUNzI
/GzFgw/+umASObYoPoTMSieKOYANUqVjVOt /dJ12R8VWFsLYeUcT6hG/LbnCQaWu
nYh7lcfoGmhOulEmjHajoedAYNc79Jq4£fcZ13veLs3UOnW8efhb3IANW1UaGEXz6
SOgrnr50XQ91GobK/1kkWOUBoaYMwLUk0i5sSk1kr21+Yb53rXgFBIOdMpShR70h
1/ejIBs3x0ZzsiML7GcHNCt ryNM5U3ulWxKJDfcCM+MSQKBzcHP5127zTafCIJWtB
ODP3kcH30NnHd6pC/nY/mVI9Rv1tdJ6ClirctOvPIGhOXgMuuK+OWNgib6At 5uzn
hDU3jZBUh45SPH50uEPDDVJsQc3AvviEGL+magCbg2xieplZX3a¥TbenXi9+g4dfh
7315%xFvLRDrUVMFD1vLgr+e/bK6GIV6m/XJ7pBB8iLQo/iu630mYtppIlog038vOe
MOQCnEPH7Ds4AirpYAGrL/tcOy41DdT3jHiSLyblw0K38rcmQRIwaRHrX9ZPT6Y/
kzCWO9z6mFnaBuOHBH/ rVhqrMcQXkEO0JBz7nD3ziZVdpWE35yFO9Tq4Fz8T51Wjk
U1gQiR0I10BDbpzMpLjyzuVxCgmbtOHcvE1M3HKS51PbPNY£f1l0j2/U72/2z1+UOSE]
SsbQVq/tcZMeKOMHTdJIxKZ3KaxBN7veuhaPRHBWpofxGGz2ksnNHPP1fguPGhfj
r/NsDNaRd5VnDHf8s5byW0a6TG5atR7ThkLEfVbytUc6X6PR6eHpj4CyLau5BBrL2
dlwP2QJsHD7ouDj3hiskzdk2zN5mlIep3NXEgk5zuwNas4+s5hwvI9ck90b4FtBD
iSSWDgbMQ2IS6FISEbJI9RxI+Y4V7c3HQSmqh414VmbbOGTMNnrRjD8cyUiouJjHT
kyuWUsMHNnAXTzE3nkbF6X/2ezD1aHCjwNdz691/ABEeZGXYCwAA

}

do-button: func [num] [
alert pick answers num
alert pick questions num
if £find [1 2 3 4 5] num [val: $100]
if find [6 7 8 9 10] num [val: $200]
if find [11 12 13 14 15] num [val: $300]
if find [16 17 18 19 20] num [val: $400]
if find [21 22 23 24 25] num [val: $500]
correct: request-list "Select:" ["Player 1 answered correctly"
"Player 1 answered incorrectly" "Player 2 answered correctly"
"Player 2 answered incorrectly" "Player 3 answered correctly"
"Player 3 answered incorrectly" "Player 4 answered correctly"
"Player 4 answered incorrectly"
1
switch correct [
"Player 1 answered correctly" [
playerl/text: to-string ((to-money playerl/text) + val)
show playerl
1
"Player 1 answered incorrectly" [
playerl/text: to-string ((to-money playerl/text) - val)
show playerl
1
"Player 2 answered correctly" [
player2/text: to-string ((to-money player2/text) + val)
show player2
1
"Player 2 answered incorrectly"[
player2/text: to-string ((to-money player2/text) - val)
show player2
1
"Player 3 answered correctly" [
player3/text: to-string ((to-money player3/text) + val)
show player3
1
"Player 3 answered incorrectly" [
player3/text: to-string ((to-money player3/text) - wval)
show player3
1
"Player 4 answered incorrectly"[
playerd/text: to-string ((to-money player4/text) - val)



show player4

1

"Player 4 answered correctly" [
playerd4/text: to-string ((to-money player4d/text) + val)
show player4

1

view center-face layout gui: [
tabs (sizer * 20)
backdrop effect [gradient 1xl1 tan brown]
style button button effect [gradient blue blue/2] (
to-pair rejoin [(20 * sizer) "x" (13 * sizer)]
) font [size: (sizer * 6)]
style box box brown (to-pair rejoin [(20 * sizer) "x" (7 * sizer
)]) font [size: (sizer * 3)]
image header (to-pair rejoin [(132 * sizer) "x" (8 * sizer)]) [
contin: request/confirm {
This will end the current game. Continue?}
if contin = false [break]
loadoredit: request/confirm "Load previously edited config file?"
if loadoredit = true [
do to-file request-file/title/file {
Choose config file to use:} "File" %default_config.txt
unview
view center-face layout gui
break
1
alert {Edit carefully, maintaining all quotation marks.
You can open a previously saved file if needed.
When done, click SAVE-AS and then QUIT.
Be sure choose a filename/folder
location that you'll be able to find later.
}
write %default_config.txt config
unview
editor %default_config.txt
alert {Now choose a config file to use (most likely the file
you just edited).}
do to-file request-file/title/file ({
Choose config file to use:} "File" %default_config.txt
view center-face layout gui
1
space (to-pair rejoin [(8 * sizer) "x" (2 * sizer)])
pad (sizer * 2)
across
box (to-pair rejoin [(132 * sizer) "x" (2 * sizer)]
) effect [gradient 1x0 brown black]
return
box Category-1
box Category-2
box Category-3
box Category-4
box Category-5
return
box (to-pair rejoin [(132 * sizer) "x" (2 * sizer)]
) effect [gradient 1x0 brown black]

return

button "$100" [face/feel: none face/text: "" do-button 1]
button "$100" [face/feel: none face/text: "" do-button 2]
button "$100" [face/feel: none face/text: "" do-button 3]

button "$100" [face/feel: none face/text: "" do-button 4]



button "$100" [face/feel: none face/text: "" do-button 5]

return

button "$200" [face/feel: none face/text: "" do-button 6]
button "$200" [face/feel: none face/text: "" do-button 7]
button "$200" [face/feel: none face/text: "" do-button 8]
button "$200" [face/feel: none face/text: "" do-button 9]
button "$200" [face/feel: none face/text: "" do-button 10]
return

button "$300" [face/feel: none face/text: "" do-button 11]
button "$300" [face/feel: none face/text: "" do-button 12]
button "$300" [face/feel: none face/text: "" do-button 13]
button "$300" [face/feel: none face/text: "" do-button 14]
button "$300" [face/feel: none face/text: "" do-button 15]
return

button "$400" [face/feel: none face/text: "" do-button 16]
button "$400" [face/feel: none face/text: "" do-button 17]
button "$400" [face/feel: none face/text: "" do-button 18]
button "$400" [face/feel: none face/text: "" do-button 19]
button "$400" [face/feel: none face/text: "" do-button 20]
return

button "$500" [face/feel: none face/text: "" do-button 21]
button "$500" [face/feel: none face/text: "" do-button 22]
button "$500" [face/feel: none face/text: "" do-button 23]
button "$500" [face/feel: none face/text: "" do-button 24]
button "$500" [face/feel: none face/text: "" do-button 25]
return

box (to-pair rejoin [(132 * sizer) "x" (2 * sizer)]
) effect [gradient 1x0 brown black]

return tab

box "Player 1:" effect [gradient 1xl1l tan brown]

playerl: box white "$0" font [color: black size: (sizer * 4)] [
face/text: request-text/title/default "Enter Score:" face/text

]

box "Player 2:" effect [gradient 1x1 tan brown]

player2: box white "$0" font [color: black size: (sizer * 4)] [
face/text: request-text/title/default "Enter Score:" face/text

1

return tab

box "Player 3:" effect [gradient 1x1 tan brown]

player3: box white "$0" font [color: black size: (sizer * 4)] [
face/text: request-text/title/default "Enter Score:" face/text

1

box "Player 4:" effect [gradient 1xl1l tan brown]

playerd: box white "$0" font [color: black size: (sizer * 4)] [
face/text: request-text/title/default "Enter Score:" face/text

]

10.10 Case 9 - Creating a Tetris Game Clone

One of my favorite games to play is Tetris. | particularly like the "Rebtris" clone, written in REBOL by Frank
Sievertsen. While playing Rebtris recently, it struck me that writing a Tetris clone of my own would be a
helpful exercise for this tutorial. In conceiving how to make it a bit different from all the other endless
variations of Tetris, | thought "why not try a text version?". Creating it may be easier than a GUI version,
and it would run on machines where GUI versions of REBOL aren't available. Writing a text version of
Tetris would also force me to organize a set of display techniques that could be useful in laying out other
text-based applications. Sounds like a fun project with some useful side effects.

NOTE: I've never considered how to build a Tetris clone, and I'm writing this section as | design,
experiment, and write code for the program. So as you read this, you'll follow my exact train of thought in
putting the program together, and I'll make no attempt to artificially clean up the process. The point of this



tutorial is to demonstrate exactly how to go about creating all types of programs on your own. | hope that
following my footsteps exactly - imperfections and all - should be a helpful experience. Let's see what
happens...

Instead of starting this entire thing from scratch, | remembered briefly skimming a tutorial about how to
create a text positioning dialect called "TUI". | found it again at http://www.rebolforces.com/articles/tui-
dialect/ and looked for some reusable code...

Here's the TUI dialect, created by Ingo Hohmann (I renamed his "cursor2" function to "tui"):

tui: func [
{Cursor positioning dialect (iho)}
[catch]
commands [block!]
/local screen-size string arg cnt cmd c err
10
screen—-size: (
c: open/binary/no-wait [scheme: 'console]
prin "~ (1B) [7n"
arg: next next to-string copy c
close c
arg: parse/all arg ";R"
forall arg [change arg to-integer first arg]
arg: to-pair head arg
)
string: copy ""
cmd: func [s][join "~ (1B) [" s]
if error? set/any 'err try [
commands: compose bind commands 'screen-size ][
throw err
1
arg: parse commands [
any [
'direct set arg string! (append string arg) |
'home (append string cmd "H") |
'kill (append string cmd "K") |
'clear (append string cmd "J") |

'up set arg integer! (append string cmd [
arg "a"]) |

'down set arg integer! (append string cmd [
arg "B"]) I

'right set arg integer! (append string cmd [
arg "c"]) I

'left set arg integer! (append string cmd [
arg "D"]) I

'at set arg pair! (append string cmd [
arg/x ";" arg/y "H" 1) |
'del set arg integer! (append string cmd [

arg "P"] ) I
'space set arg integer! (append string cmd [
arg n@n] ) I

'move set arg pair! (append string cmd [

arg/x ";" arg/y "H" 1) |
set cnt integer! set arg string! (

append string head insert/dup copy "" arg cnt
) |

set arg string! (append string arg)

end

1

if not arg [throw make error! "Unable to parse block"]



string

| read the tutorial and played with the code a bit. In addition to being a great tutorial, the end product is a
useful tool for formatting output in console applications. The function "tui" gets passed a block of
parameters including text to be printed, directional keywords to move the cursor around the screen

("home", "up”, "down", "left", "right", and "at" a specific location) and several other commands to get the
screen size, clear the screen, delete text, repeat text, and insert spaces.

| tried a few commands to get familiar with the syntax:

prin tui [ clear ]

print tui [ 50 "-" ]

print tui [ right 10 down 7 50 "x" ]

prin tui [ clear right 10 down 10 50 "x" ]

print tui clear home "messagel"]

print tui home space 20 "message2"]

print tui at 20x20 "message3" kill "message4d"]

print tui at 20x20 del 10]

print tui move 10x10]

prin tui [ clear (screen-size/y * screen-size/x - 4) "x" ]

L B B B W |

I had more fun playing with the TUI dialect than | did playing Tetris :) Basically, TUl wraps up some of the
native print control codes built into REBOL, in a nice clean format that eliminates all the odd characters
used in native codes. It contains everything required to move game pieces around the screen, so I'll start
to come up with some requirements to build the game. Here's an outline that covers the main design goals
I'm conceiving at this point:

1. Draw a static playing field (the unchanging graphic backdrop design that's on screen the whole time
the game is being played). This will represent the left, right, and lower vertical bounds which the
game coordinates may not exceed.

2. There are 7 block shapes used in the game. Create text versions of each graphic shape, in each of
the 4 possible rotated positions. Come up with code to print and delete each of the graphic shapes.
The TUI dialect will let me print and delete characters anywhere on the screen. I'll use directional
statements to print the required characters, starting from any given coordinate. Put all these shape
routines into a block for easy naming and reuse.

3. Write a continuous loop to put one shape on the screen, make it fall at a given speed, and allow the
user to spin it around and move it left-right.

4. If a shape touches the bottom of the playing field, make it lock into the grid of other shapes that
have already fallen. If the bottom row is complete, remove it, and make all the rows above it fall
down a row to take its place. If the shape touches the ceiling, end the game.

The first part of the outline is easy. I'll use the "print a-line" code created in the "loops and conditions - a
simple database app" example earlier in this tutorial. Here's a simple little backdrop that's printed to the
screen:

a-line: copy [] loop 28 [append a-line " "]
a-line: rejoin [" |" to-string a-line "|"]
loop 30 [print a-line] prin " " loop 30 [prin "+"] print ""

For the second part, | need to create some code to print the 7 block shapes. They look like this:

; 1 H### 2 ## 3 ### 4 ###
; # # #



; 5 ## 6 ## 7 ##
; #H ## ##

Here are all the possible variations when the above shapes are rotated clockwise:

; #

; 1 44 2 #

; #

; #

; 3 H### 4 # 5 # 6 #
; # ## ### ##
; # #
; 7 #H# 8  ## 9 # 10 #
; # # ### #
; # #4
; 11 ##4 12 4 13 # 14 44
; # # ### #
; ## #
; 15 ## 16 #

; ## #4#

; #

So17 B 18 #

; ## ##

; #

©19 w4

; ##

To print any piece, | can start at the top left coordinate in the shape and move the appropriate number of
spaces right, left, and/or down to print the other characters in each piece. Starting at the first character in
shape 2, for example, | would move as follows: "#", down 1 left 1, "#", down 1 left 1, "#", down 1 left 1, "#".
Shape 3 would move as follows: "###", down 1 left 2, "#". Here's a block called "shape", made up of
individual blocks that can be passed to tui to print all the above shapes:

shape: [
["####"]
["#" down 1 left 1 "#" down 1 left 1 "#" down 1 left 1 "#"]
["###" down 1 left 2 "#"]
[right 1 "#" down 1 left 2 "##" down 1 left 1 "#"]
[right 1 "#" down 1 left 2 "###"]
["#" down 1 left 1 "##" down 1 left 2 "#"]
["###" down 1 left 3 "#"]
["##" down 1 left 1 "#" down 1 left 1 "#"]
[right 2 "#" down 1 left 3 "###"]
["#" down 1 left 1 "#" down 1 left 1 "##"]
["###" down 1 left 1 "#"]
[right 1 "#" down 1 left 1 "#" down 1 left 2 "##"]
["#" down 1 left 1 "###"]
["##" down 1 left 2 "#" down 1 left 1 "#"]
["##" down 1 left 1 "##"]
[right 1 "#" down 1 left 2 "##" down 1 left 2 "#"]
[right 1 "##" down 1 left 3 "##"]
["#" down 1 left 1 "##" down 1 left 1 "#"]



["##" down 1 left 2 "##"]

Now | can use the format "prin tui shape/number" to print any shape. For example:

prin tui shape/3

is the same as writing:

prin tui [right 1 "#" down 1 left 2 "##" down 1 left 1 "#"]

| came up with the following code to print out each shape, to check for errors, and to get used to using the
above format. Notice the use of the "compose” function:

for i 1 19 1 [
print tui [clear]

print rejoin ["shape " i ":"]
do compose [print tui shape/ (i) ]
ask mn

To erase the shapes, | decided to extend the block using duplicates of each shape to print spaces instead
of "#"s. Now all | have to do is add 19 to any shape's index number, and | can print out a shape made of
spaces that erases the original shape made of "#"s. Here's the final shape block:

shape: [
["####"]
["#" down 1 left 1 "#" down 1 left 1 "#" down 1 left 1 "#"]
["###" down 1 left 2 "#"]
[right 1 "#" down 1 left 2 "##" down 1 left 1 "#"]
[right 1 "#" down 1 left 2 "###"]
["#" down 1 left 1 "##" down 1 left 2 "#"]
["###" down 1 left 3 "#"]
["##" down 1 left 1 "#" down 1 left 1 "#"]
[right 2 "#" down 1 left 3 "###"]
["#" down 1 left 1 "#" down 1 left 1 "##"]
["###" down 1 left 1 "#"]
[right 1 "#" down 1 left 1 "#" down 1 left 2 "##"]
["#" down 1 left 1 "###"]
["##" down 1 left 2 "#" down 1 left 1 "#"]
["##" down 1 left 1 "##"]
[right 1 "#" down 1 left 2 "##" down 1 left 2 "#"]
[right 1 "##" down 1 left 3 "##"]
["#" down 1 left 1 "##" down 1 left 1 "#"]
["##" down 1 left 2 "##"]

; Here are the same shapes, with spaces instead of "#"s:

[" ll]
[" " down 1 left 1 " " down 1 left 1 " " down 1 left 1 " "]

" " down 1 left 2 " "]
[right 1 " " down 1 left 2 " " down 1 left 1 " "]



[right 1 " " down 1 left 2 " "]

[" " down 1 left 1 " " down 1 left 2 " "]

" " down 1 left 3 " "]

[" " down 1 left 1 " " down 1 left 1 " "]

[right 2 " " down 1 left 3 " "]

[" " down 1 left 1 " " down 1 left 1 " "]

" " down 1 left 1 " "]

[right 1 " " down 1 left 1 " " down 1 left 2 " "]
[" " down 1 left 1 " "]

[" " down 1 left 2 " " down 1 left 1 " "]

[" " down 1 left 1 " "]

[right 1 " " down 1 left 2 " " down 1 left 2 " "]
[right 1 " " down 1 left 3 " "]

[" " down 1 left 1 " " down 1 left 1 " "]

[" " down 1 left 2 " "]

| wrote another quick script to test it. Notice the "i + 19" used to erase the exiting shape:

for 1 1 191 [

print tui [clear]

print rejoin ["shape " i ":"]
do compose [prin tui [move 10x10] print tui shape/ (i)]
ask mn

do compose [prin tui [move 10x10] print tui shape/ (i + 19)]
print rejoin ["shape " i " has been erased."]
ask mn

Beautiful. Steps 1 and 2 are complete. Now | can work on the last part of the outline (the things related to
how the game actually plays, moving pieces and responding to user input). First, I'll get the shapes to fall
down the screen. That'll be done by printing, erasing and then redrawing the piece one row lower, in a
continuous loop. Here's an outline to organize that thought process:

1.
2.

3.

Start by clearing the screen.

Pieces appear in a random order, so come up with a random number to represent some random
shape's index number.

Use a for loop to increment the vertical position of the piece: for each row, print the random piece
number at the current horizontal position (initially set to 15), and at the vertical position represented
by the current "for" variable.

Wait a moment, then erase the piece (using the shape number + 19). Then increment the row
number and start again.

When the piece reaches the last row, print it there without erasing.

Wrap that whole thing in a forever loop to keep it going indefinitely.

Let's get that much going:

prin tui [clear]

forever [

random/seed now
r: random 19 ; the number of a random shape
xpos: 18 ; the initial horizontal position
for i 1 25 1 [
pos: to-pair rejoin [i "x" xpos]
; print the shape represented by "r" at the "pos"
; coordinate:



do compose/deep [prin tui [at (pos)] print tui shape/ (r)]
; The wait time could be a user controlled variable, or
; it could be sped up as the difficulty level increases:
wait :00:00.30
; erase the shape, then continue the loop:
do compose/deep [
prin tui [at (pos)] print tui shape/(r + 19)]
]
; reprint the shape at its final resting place:
do compose/deep [prin tui [move (pos)] print tui shape/ (r)]

NOTE: It struck me in writing the above code that the TUI function actually takes all its coordinates in an
unusual order. Typically, in coordinates with the form XxY, "X" is the horizontal position and "Y" is the
vertical position. TUI uses the format YxX, where Y is the vertical position measured in rows from the top
of the screen. X is the horizontal position, measured in columns from the left side of the screen. Keep in
mind that the order of X and Y coordinates is opposite the normal expectation.

Now | need to come up with a way for the user to control the horizontal position of the shape. Here's some
pseudo code to help me think about how to do that:

1. Be on the lookout for keystroke input from the user.
2. If the user presses the "I" key, add 1 to the current horizontal position of the shape (held in the
variable "xpos"). If the user presses the "k" key, subtract 1 from xpos.

First, | need a way to get keystroke input without blocking the program flow (i.e., | need to wait for
keystroke input to be acknowledged when it occurs, but | can't just stop the normal program flow to wait for
key presses. For game play to continue, the "for" and "forever" loops can't be interrupted. So | searched
Google for "REBOL key stroke" and got pointed to the following code at http://www.rebol.org/cgi-
bin/cgiwrap/rebol/ml-display-thread.r?m=rmISCRQ (in the REBOL mailing list archive):

c: open/binary/no-wait [scheme: 'console]
; set following to whatever you wish
; intentionally slow at 2 secs so you can "see" the effect
wait—-duration: :0:2
d: 0
forever [
if not none? wait/all [c wait-duration] [
print to-char to-integer copy c
]
d: d + 1 ;let's do other stuff
print d

That little bit of code does exactly what | need. The parts required for my needs are:

c: open/binary/no-wait [scheme: 'console]
forever [
if not none? wait/all [c wait-duration] [
print to-char to-integer copy c

1

| adjusted the variable names, checked for "k" or "I" key presses, and used the code below to test that it
worked the way | wanted:



keys: open/binary/no-wait [scheme: 'console]
forever [
if not none? wait/all [keys :00:00.01] [
switch to-string to-char to-integer copy keys [
"k" [print "you pressed k"]
"1l" [print "you pressed 1"]
1
1
; print "nothing pressed" ; make sure it's working

1

Next, | integrated the above code into the loop created earlier to drop the shape down the screen. Notice
that | added a conditional "if", to be executed when either "k" or "I" keystrokes are encountered. It checks
that the horizontal bounds don't go outside the 5-30 positions. That keeps the shapes within the horizontal
boundaries of the playing field. Also, notice that the variable "old-xpos" is used to hold the position of the
shape that needs to be erased:

keys: open/binary/no-wait [scheme: 'console]
forever [
random/seed now
r: random 19
xpos: 18
for i 1 25 1 [
pos: to-pair rejoin [i "x" xpos]
do compose/deep [prin tui [at (pos)] print tui shape/ (r)]
old-xpos: xpos
if not none? wait/all [keys :00:00.30] [
switch to-string to-char to-integer copy keys [
"k" [if (xpos > 5) [xpos: xpos - 1]]
"1l" [if (xpos < 30) [xpos: xpos + 1]]
]
1
pos: to-pair rejoin [i "x" old-xpos]
do compose/deep [
prin tui [at (pos)] print tui shape/(r + 19)]
]

do compose/deep [prin tui [move (pos)] print tui shape/ (r)]

It's coming along well :) Now | need to be able to spin the shapes around. Here's some pseudo code to
organize my thoughts:

1. Watch for the "O" key to be pressed. That will be the keycode to run the shape spinning code.

2. Create a set of conditionals to cycle through the list of rotated shapes related to the current shape.
For example, if the current shape (variable "r") is number 12, then the rotated versions of that
shape are numbers 11-14. With each press of the "O" key, replace the variable r with the next
shape in that list. That logic must "wrap around” (i.e., the next shape after 14 should be 11).
Instead of using a block list of shapes to do this, | decide to use a switch structure to individually
map each shape to the one it should rotate to (something like "if shape r is now #14, turn shape r
into #11" - do that explicitly for each shape).

| already have some code to watch for keystrokes, so I'll try the last part of the above outline first:

switch to-string r [
"1" [r: 2]
"2" [r: 1]



n3n
mgn
"5"
ngn"
nn
"8"
ngn
"10"
"11"
L Al
"13"
ni4n
nign
"16"
L iy Al
"18"
"19"

[r: 4]
[r: 5]
[r: 6]
[r: 3]
[r: 8]
[r: 9]
[r: 10]
[r: 7]
[r: 12]
[r: 13]
[r: 14]
[r: 11]
[r: 16]
[r: 15]
[r: 18]
[r: 17]
[r: 19]

Wait a sec - that makes the shapes rotate clockwise (from #11 go to #12, #14 to #11, etc.) | prefer for
them to rotate counterclockwise (#11 to #14, #14 to #13, etc). Here's the revised code:

switch to-string r [

wqn
non
"3"
mgn
"5"
"6"
nwn
"8"
ngn
"iQ"
"11"
L Al
"13"
"14"
nign
"16"
L iy Al
nig"
"19"

[r: 2]
[r: 1]
[r: 6]
[r: 3]
[r: 4]
[r: 5]
[r: 10]
[r: 7]
[r: 8]
[r: 9]
[r: 14]
[r: 11]
[r: 12]
[r: 13]
[r: 16]
[r: 15]
[r: 18]
[r: 17]
[r: 19]

Now add the letter "O" to the list of keys to be watched, and run the above code when it's pressed. Also
create an "old-r" variable to retain the number of the shape that needs to be erased. (Since the user
changes shapes after the current one has been printed, we need to keep track of which one to erase):

keys: open/binary/no-wait [scheme: 'console]

forever

[

random/seed now
r: random 19
xpos: 18

for

il251

pos: to-pair rejoin [i "x" xpos]

do compose/deep [prin tui [at (pos)] print tui shape/ (r)]
old-xpos: xpos

old-r: r



if not none? wait/all [keys :00:00.30] [
keystroke: to-string to-char to-integer copy keys
switch keystroke [
"k" [if (xpos > 5) [xpos: xpos - 1]]
"1" [if (xpos < 30) [xpos: xpos + 1]]
"o" [switch to-string r [
"1" [r: 2]
non [r: 1]
n3mn [r: 6]
"4" [r: 3]
ngn [r: 4]
"6" [r: 5]
""" [r: 10]
ngn [r: 7]
"9" [r: 8]
"10" [r: 9]
"11" [r: 14]
"12" [r: 11]
"13" [r: 12]
"14" [r: 13]
"15" [r: 16]
"16" [r: 15]
"17" [r: 18]
"18" [r: 17]
"19" [r: 19]
1]
1
]
do compose/deep [
prin tui [at (pos)] print tui shape/(old-r + 19)
]

1
do compose/deep [prin tui [at (pos)] print tui shape/ (r)]

The shapes are moving correctly now, but there's still a lot of work to be done. The first line of the last
section of the overall game outline reads: "If the shape touches the bottom of the playing field, make it lock
into the grid of other shapes that have already fallen". Right now the pieces all just fall to different stopping
points in the playing field (depending on their height), and they don't stack on top of each other. Here's
some pseudo code to fix that:

1.

I need to be aware of the highest coordinate in each column on the playing field. When the game
starts, the highest coordinate in every column of the playing field is row 30 (the flat bottom line that
makes up the playing field). I'll store each of these coordinates in a block called "floor".

| also need to be aware of the lowest coordinate in each column of the currently falling shape. I'll
make a block called "edge" to hold those coordinates (referring to the lower edges of the shape).
Those coordinates will define the position of each of the lowest points in the currently falling shape,
in relation to its top left point (the "pos" coordinate).

Every time the shape falls one position down the screen, add each of the edge coordinates to the
pos coordinate. If any of those coordinates is one position higher than the floor coordinate in the
same column, then stop moving that shape (break out of the "for" loop that makes the shape fall).
Use a foreach loop to cycle through the current coordinates in the relevant columns of each block,
performing a comparison check on the floor and edge coordinates in each column.

When a shape finishes its drop down the screen, calculate the new highest position in the columns
it occupies (the coordinates of the top character in each column), and make those changes to the
block that holds the high point information. To do that, I'll need to make a "top" block to hold the
relative positions of the highest coordinates in the shape, and add them to the height of the current
coordinates in the appropriate columns.

I'll start out simply, just getting each shape to lay flat on the floor of the playing field (row 30). For the
moment, all | need to do is create a block of floor coordinates that represents that bottom line:



floor: [30x1 30x2 30x3 30x4 30x5 30x6 30x7 30x8 30x9 30x10 30xl1l
30x12 30x13 30x14 30x15 30x16 30x17 30x18 30x19 30x20 30x21
30x22 30x23 30x24 30x25 30x26 30x27 30x28 30x29 30x30 30x31
30x32 30x33 30x34 30x35]

Next, I'll define a set of lower coordinates for each shape, and store them in a nested block structure
similar to the earlier "shape" block. "0x0" refers to the same coordinate as "pos" (0 positions to the right,
and 0 positions down from "pos"). "0x10" is one position to the right, and "1x0" is one position down. | look
at the visual representations of the shapes again to come up with the list:

; #

; 1 4 2 #

; #

; #

; 3 ##4# 4 # 5 # 6 #
; # ## #i# #4#
; # #
; 7 #i## 8 ## 9 # 10 &
; # # ##4# #
; # ##
; 11 #44# 12 # 13 # 14 44
; # # #i# #
; ## #
©15 4 16 4

; #4# #4

; #

; 17 #4# 18 #

; ## #i#

; #

; 19 ##

; #4

Here's the complete set of low point definitions for each shape:

edge: [ [0x0 O0x1 0x2 0x3] [3x0] [0x0 1x1 0x2] [1x0 2x1]
[1x0 1x1 1x2] [2x0 1x1] [1x0 Ox1 0x2] [0x0 2x1] [1x0 1x1 1x2]
[2x0 2x1] [0x0 Ox1 1x2] [2x0 2x1] [1x0 1x1 1x2] [2x0 Ox1]
[0x0 1x1 1x2] [2x0 1x1] [1x0 1x1 O0x2] [1x0 2x1] [1x0 1x1] ]

So, the relative coordinates of the low points in shape 3, for example, are referred to as edge/3. Here's
some sample code to demonstrate how | can now refer to the bottom points in any shape using a foreach
loop. The code "pos + position" refers to the low edge in each column:

pos: 5x5
r: 6
foreach position compose edge/(r) [print pos + position]



To check if any of those edges are touching the floor, use a foreach loop to cycle through the current
coordinates in the relevant columns of each block, performing a comparison check on the floor and edge
coordinates in each column. Here's some sample code to flesh out and test that idea:

pos: 30x10
for r 1 191 [
print tui [clear]
prin "Piece: " print r
foreach po compose edge/(r) [
print pos + po
foreach coord floor [
floor-y: to-integer first coord
floor-x: to-integer second coord
edge-y: to-integer first pos + to-integer first po
edge-x: to-integer second pos + to-integer second po
print rejoin [
"edge: " edge-y "x" edge-x " "
"floor: "floor-y "x" floor-x
1
if (edge-y >= floor-y) and (floor-x = edge-x) [
print rejoin [
"You're touching or beyond the floor at: "
pos + po

Now let's integrate this technique into the existing code. We'll use a new variable "stop" to break out of the
loop that drops the shape, when the current shape touches the floor:

keys: open/binary/no-wait [scheme: 'console]
forever [
random/seed now
r: random 19
xpos: 18
for i 1 321 [
pos: to-pair rejoin [i "x" xpos]
do compose/deep [prin tui [at (pos)] print tui shape/ (r)]
old-r: r
old-xpos: xpos
if not none? wait/all [keys :00:00.30] [
keystroke: to-string to-char to-integer copy keys
switch keystroke [
"k" [if (xpos > 5) [xpos: xpos - 1]]
"1l" [if (xpos < 30) [xpos: xpos + 1]]
"o" [switch to-string r [

"1" [r: 2]
"2" [r: 1]
"3" [r: 6]
"4" [r: 3]
"s5" [r: 4]
"6" [r: 5]
"7" [r: 10]
"8" [r: 7]
"o" [r: 8]

"10" [r: 9]



"11" [r: 14]

"12" [r: 11]
"13" [r: 12]
"14" [r: 13]
"15" [r: 16]
"16" [r: 15]
"17" [r: 18]
"18" [r: 17]
"19" [r: 19]

1]
1
]
do compose/deep [
prin tui [at (pos)] print tui shape/(old-r + 19)
]
stop: false
foreach po compose edge/(r) [
foreach coord floor [
floor-y: to-integer first coord
floor-x: to-integer second coord
edge-y: 1 + to-integer first po
edge—-x: xpos + to-integer second po
if (edge-y >= floor-y) and (floor-x = edge-x) [
stop: true
break

1
]
if stop = true [break]
1
do compose/deep [prin tui [at (pos)] print tui shape/ (old-r)]

This works, but there's a bug. If the piece has been spun around (using the "O" key), the new foreach loop
fails to stop the piece from falling. That's because the foreach loop only cycles through the coordinates of
the "edge/r" block. If the user flips the shape around, the "r" value gets changed before this code is run.
The easiest way to fix this problem is to simply repeat the foreach loop using the "edge/old-r" block. This is
an inefficient quick hack, but I'm writing this late at night - and there's some value to pointing out bad
coding practice - so | choose to use that solution. | make a promise to myself to come up with a more
elegant solution later... (Note to self: once a coding solution has been implemented, changes are harder to
make, and bad code typically remains permanent ... | need to be careful about using quick hacks). Here's
the current code:

keys: open/binary/no-wait [scheme: 'console]
forever [
random/seed now
r: random 19
xpos: 18
for i 1 32 1 [
pos: to-pair rejoin [i "x" xpos]
do compose/deep [prin tui [at (pos)] print tui shape/ (r)]
old-r: r
old-xpos: xpos
if not none? wait/all [keys :00:00.30] [
keystroke: to-string to-char to-integer copy keys
switch keystroke [
"k" [if (xpos > 5) [xpos: xpos - 1]]
"1" [if (xpos < 30) [xpos: xpos + 1]]
"o" [switch to-string r [
nqn [r: 2]
nomn [r: 1]



"3n [r: 6]

"4" [r: 3]
"5" [r: 4]
"6" [r: 5]
"7" [r: 10]
"8" [r: 7]
"9" [r: 8]
"10" [r: 9]
"11" [r: 14]
"12" [r: 11]
"13" [r: 12]
"14" [r: 13]
"15" [r: 16]
"16" [r: 15]
"17" [r: 18]
"18" [r: 17]
"19" [r: 19]

11
1
1
do compose/deep [
prin tui [at (pos)] print tui shape/ (old-r + 19)
1
stop: false
foreach po compose edge/(r) [
foreach coord floor [
floor-y: to-integer first coord
floor-x: to-integer second coord
edge-y: 1 + to-integer first po
edge-x: xpos + to-integer second po
if (edge-y = floor-y) and (floor-x = edge-x) [
stop: true
break

1
1
foreach po compose edge/ (old-r) [
foreach coord floor [
floor-y: to-integer first coord
floor-x: to-integer second coord
edge-y: i + to-integer first po
edge—-x: old-xpos + to-integer second po
if (edge-y = floor-y) and (floor-x = edge-x) [
stop: true
break

1
]
if stop = true [break]

1
do compose/deep [prin tui [at (pos)] print tui shape/ (old-r)]

Next, | decide to test the existing program for other bugs. I've been keeping separate text files containing
all the code changes | make as | go along. Every time | make, test, and change a chunk of code, | save
the new trial version with a new filename and version number. | save each version, just so that | don't
permanently erase old code with each change - it may be potentially useful. My current working version is
now #19.

| noticed during this debugging session that shape 1 still breaks through the right side of the wall. | could
change that by adjusting the "(xpos < 30)" conditional expression that occurs when the "L" key gets
pressed. But that solution will keep the other shapes from laying snugly against the wall. In fact, that



additional problem is occurring now with shapes that are only 2 characters wide - | didn't notice until now.
To deal with these problems, | create a block of values called "width", listing the widths of all 19 shapes,
which can be used in the existing conditional expression:

width: [41 323 2323232323232 2]

Now | can check if the shape is at the right boundary, using the revised code below:

[if (xpos < (33 - compose width/(r))) [
xpos: xpos + 1]
]

That check also needs to be performed every time the "O" key is pressed (we don't want the shape
breaking out of the wall when it spins). | make the above changes to my current version of the program,
and the problems are fixed.

The game is really starting to take shape! Now we need to make the shapes stack on top of each other.
Earlier, | wrote these outline thoughts: "when a shape finishes its drop down the screen, calculate the new
highest position in the columns it occupies (the coordinates of the top character in each column), and
make those changes to the block that holds the high point information. To do that, I'll need to make a "top”
block to hold the relative positions of the highest coordinates in the shape, and add them to the height of
the current coordinates in the appropriate columns". Sounds like I'll need to loop through some columns to
make the changes to the floor.

To create the "top" block | look at the visual representations of each shape once again, and come up with
a coordinate list representing the high points in the shape, relative to the top left coordinate. It's similar to
the "edge" block:

top: [ [0x0 O0x1 0x2 0x3] [0x0] [0x0 Ox1 0x2] [1x0 Ox1]
[1x0 O0x1 1x2] [0x0 1x1] [0x0 Ox1l Ox2] [0x0 Ox1l] [1x0 1x1 O0Ox2]
[0x0 2x1] [0x0 Ox1l 0x2] [2x0 Ox1l] [0x0 1x1 1x2] [0x0 Ox1]
[0x0 O0x1 1x2] [1x0 Ox1] [1x0 Ox1 O0x2] [0x0 1x1] [0xO0 Ox1] ]

The shape finishes its drop down the screen during the previous foreach loops we created, so to calculate
the new highest positions in the columns occupied by the shape, | first need to determine which shape
was the last one on the screen ("r" or "old-r"). The quick hack | made earlier is now coming back to bite
me a bit - | now need to make duplicates of any changes that occur in both foreach loops:

stop-shape-num: r

; (or stop-shape-num: old-r, depending on the foreach loop)
stop: true

break

Now to make the changes to the "floor" block, I loop through the columns occupied by the piece, setting
each of the top characters in the shape to be the high coordinates in the respective columns of the floor.
The "poke" function lets me replace the original coordinates in the floor block with the new coordinates.

Those changes are made just before breaking out of the loop that drops the shape:

if stop = true [
; get the left-most column the last shape occupies:
left-col: second pos



; get the number of columns the shape occupies:
width-of-shape: length? compose top/ (stop-shape-num)
; get the right most column the shape occupies:
right-col: left-col + width-of-shape - 1
; Loop through each column occupied by the shape,
; replacing each coordinate in the current column
; of the floor with the new high coordinate:
counter: 1
for current-column left-col right-col 1 [
add-coord: compose top/ (stop-shape-num)/ (counter)
new-floor-coord: (pos + add-coord + -1x0)
poke floor current-column new-floor-coord
counter: counter + 1

1

break

The new stacking code works, but there's a design flaw. If | maneuver a shape into an unoccupied space
directly underneath any high point in the floor, without first touching the high point in that column, the piece
doesn't stop. Furthermore, if that happens, it changes the new high point to the bottom of the column
which the current shape occupies. | realize here that what | need to mark are not only the high points in
the floor, but also every additional coordinate on the screen that contains a character. This is just as easy
to accomplish. Instead of changing the current coordinates in the floor block (using the "poke" function):

poke floor current-column new-floor-coord

just add the new coordinates to the list (using "append”). That will keep track of all points at which a
character is printed on the screen:

append floor new-floor-coord

That fixes the problem above, but I've also realized that if | move a shape sideways into an open position
in the floor, the characters sometimes still overlap inappropriately. That's because the "top" and "edge"
blocks only mark the highest and lowest points in each shape. It strikes me now that | could just combine
those two blocks into one, marking all the coordinates occupied by a shape. Here's the new block - | call it
"oc", short for "occupied":

oc: [

[0x0 Ox1 0x2 0x3] [0x0 1x0 2x0 3x0] [0x0 Ox1l Ox2 1x1]
[0x1 1x0 1x1 2x1] [0x1 1x0 1x1 1x2] [0x0 1x0 1x1 2x0]
[0x0 O0x1 O0x2 1x0] [0x0 Ox1l 1x1 2x1] [0x2 1x0 1x1 1x2]
[0x0 1x0 2x0 2x1] [0x0 O0x1l Ox2 1x2] [0x1l 1x1 2x0 2x1]
[0x0 1x0 1x1 1x2] [0x0 Ox1l 1x0 2x0] [0x0 O0x1 1x1 1x2]
[0x1 1x0 1x1 2x0] [0x1 0x2 1x0 1x1] [0x0 1x0 1x1 2x1]
[0x0 Ox1 1x0 1x1]

| remove the "top" and "edge" blocks, and replace all code references to them with "oc".

Now there's another bug | need to fix. Sometimes when | press a key, the following error occurs:

** Script Error: Invalid argument: [45



** Where: to-integer |
** Near: forall arg [change arg to-integer first arg]
arg: to-pair

The code referenced is not part of any code I've written. It seems to be related to keystroke input because
it only happens when | press one of the game control keys. Since I'm not sure what's creating the error
(maybe it's related to the timing of keystrokes, or perhaps it has to do with a key release), | make an
educated guess and figure that the following line, which waits for keystrokes, is where it's occurring:

if not none? wait/all [keys :00:00.30] [...]

| wrap that whole thing in an error check:

if not error? try [if not none? wait/all [keys :00:00.30] [...]]

And, hmmm ... that doesn't work. So instead of guessing, | work methodically to check each of the other
main sections of the program. Every section gets wrapped in an "error? try" routine, and | also put in an "if"
conditional stucture to print out a numbered error message whenever an error occurs. | find that the error
is first occurring here:

do compose/deep [prin tui [at (pos)] print tui shape/ (r)]

Wrapped in the error test, that section looks like this:

if error? try [
do compose/deep [
prin tui [at (pos)] print tui shape/ (r)
]
] [print "erl"]

I'm curious about what's causing the error, so | dig a little deeper. This time | have the error check print out
the variables contained in the code:

if error? try [
do compose/deep [
prin tui [at (pos)] print tui shape/ (r)
1

] [print rejoin [pos " " r]]

Nothing seems to be amiss. Every time the error occurs, the variables show a correct coordinate and
shape number. So, for now I'll simply leave the error check in place, removing the printout. This will keep
the game moving along whenever the ghostly error occurs. I'll need to post a message to the REBOL
mailing list to see if anyone knows why the error is occurring. For the time being, the following error
handler fixes the issue:

if error? try [
do compose/deep [



prin tui [at (pos)] print tui shape/ (r)

[1

It turns out that | need to do the same thing for all the other similar occurences of code that print a shape
to the screen:

if error? try [

1

do compose/deep [
prin tui [at (pos)] print tui shape/ (old-r + 19)
1
[]

if error? try [

1

do compose/deep [
prin tui [at (pos)] print tui shape/ (old-r)
]
[1

With all the known bugs controlled, | can move on to implementing the last parts of the game design. We
need to check if the top row of the playing area is reached. If any shape stops moving at this ceiling row,
end the game. This needs to be done any time a piece reaches it's final resting place, so | put it
immediately after the main "for" loop in the program outline (so that it's evaluated immediately after the
stopping code is executed):

if (first pos) < 2 [

prin tui [at 35x0]
print "Game Over"
halt

Finally, to erase the bottom line of shapes every time a row is filled in horizontally, we're going to have to
redraw the playing field entirely. The "floor" block contains all the information needed to rebuild the current
state of the playing field (all the positions at which a character is currently printed). Here's an outline and
some pseudo code to think through what needs to be done:

1.

’

Every time a shape stops moving, check to see if any row of the floor is full (i.e., there's one
character printed in every column). | can use a for loop and a find function to perform that check on
the floor block. (I'll start things off by just checking the bottom row).

If any row is full (for now, just the bottom row), remove that row of characters from the floor block.
Use a remove-each loop to remove any coordinates that have y positions in the relevant row from
the floor block.

Move all of the other characters above the relevant row down one row. Add one y position to all the
other coordinates in the floor block which are above the relevant row. Use a foreach loop to go
through each coordinate in the block and add 1x0. To replace the old floor block with the new one,
first create a temporary block made up of the new floor block coordinates, then copy it back to the
floor block once it's complete.

Erase the current screen, print the static background, and then reprint a new playing field using the
refreshed block of floor coordinates. We can accomplish this easily using a foreach loop and TUI to
print the characters at each coordinate in the list.

#1:

line-is—full: true
for colmn 5 32 1 [



each-coord: to—-pair rejoin [29 "x" colmn]
if not find floor each-coord [
line-is-full: false
break

; #2:
if line-is—-full = true [

remove—each cor floor [(first cor) = 29]
; #3:

new—floor: copy []
foreach cords floor [
append new-floor (cords + 1x0)

1

floor: copy new-floor
; #4:

prin tui [clear]
a-line: copy [] loop 28 [append a-line " "]
a-line: rejoin [" |" to-string a-line "|"]
loop 30 [print a-line]
prin " " loop 30 [prin "+"] print ""
foreach was-here floor [
if not ((first was-here) = 30) [
prin tui compose [at (was-here)]
prin "#"

At this point, | realize that I've made some logic errors in how the floor block and the stopping routine are
structured. As it stands, when the screen is refreshed, the bottom row of the block (row 30) needs to be
erased so that all the characters in row 29 can fall down one position. But if row 30 is erased, then the
bottom of the floor disappears. As it turns out, row 31 should actually be treated as the bottom row, and all
the characters should stop at 1x0 position higher then any character in the floor.

I make the required changes to the coordinates in the floor block (change all the y positions from 30 to 31).
| also change the "new-floor-coord" variable in the stopping routine, and adjust the code above so that
characters below line 30 are not printed. Additionally, the entire section above gets wrapped in a "for" loop
to check if each row 1-30 is full. In the code above, | only checked if the bottom line was full - the number
29 referred to the row. | replace that number with the "row" variable created in the for loop. And with that,
the last requirements of my original game outline are satisfied and an initial version of "Textris" is in
working order. Here's the code:

REBOL [Title: "Textris"]

tui: func [
{Cursor positioning dialect (iho)}
[catch]
commands [block!]
/local screen-size string arg cnt cmd c err
10
screen—-size: (
c: open/binary/no-wait [scheme: 'console]
prin "~ (1B) [7n"



arg: next next to-string copy c
close c
arg: parse/all arg ";R"
forall arg [change arg to-integer first arg]
arg: to—-pair head arg
)
string: copy ""
cmd: func [s][join "~ (1B) [" s]
if error? set/any 'err try [
commands: compose bind commands 'screen-size ][
throw err
1
arg: parse commands [
any [
'direct set arg string! (append string arg) |
'home (append string cmd "H") |
'kill (append string cmd "K") |
'clear (append string cmd "J") |

'up set arg integer! (append string cmd [
arg HAH]) |

'down set arg integer! (append string cmd [
arg HBH]) |

'right set arg integer! (append string cmd [
arg llcll]) I

'left set arg integer! (append string cmd [
arg "D"1) |

'at set arg pair! (append string cmd [
arg/x ";" arg/y "H" 1) |

'del set arg integer! (append string cmd [
arg HPH]) |

'space set arg integer! (append string cmd [
arg "@"1) |

'move set arg pair! (append string cmd [
arg/x ";" arg/y "H" 1) |

set cnt integer! set arg string! (
append string head insert/dup copy "" arg cnt

) |
set arg string! (append string arg)
1
end
1
if not arg [throw make error! "Unable to parse block"]
string

1

shape: [
["####"]
["#" down 1 left 1 "#" down 1 left 1 "#" down 1 left 1 "#"]
["###" down 1 left 2 "#"]
[right 1 "#" down 1 left 2 "##" down 1 left 1 "#"]
[right 1 "#" down 1 left 2 "###"]
["#" down 1 left 1 "##" down 1 left 2 "#"]
["###" down 1 left 3 "#"]
["##" down 1 left 1 "#" down 1 left 1 "#"]
[right 2 "#" down 1 left 3 "###"]
["#" down 1 left 1 "#" down 1 left 1 "##"]
["###" down 1 left 1 "#"]
[right 1 "#" down 1 left 1 "#" down 1 left 2 "##"]
["#" down 1 left 1 "###"]
["##" down 1 left 2 "#" down 1 left 1 "#"]
["##" down 1 left 1 "##"]
[right 1 "#" down 1 left 2 "##" down 1 left 2 "#"]
[right 1 "##" down 1 left 3 "##"]



["#" down 1 left 1 "##" down 1 left 1 "#"]
["##" down 1 left 2 "##"]

[" H]

[" " down 1 left 1 " " down 1 left 1 " " down 1 left 1 " "]
" " down 1 left 2 " "]
[right 1 " " down 1 left 2 " " down 1 left 1 " "]
[right 1 " " down 1 left 2 " "]
[" " down 1 left 1 " " down 1 left 2 " "]
" " down 1 left 3 " "]
[" " down 1 left 1 " " down 1 left 1 " "]
[right 2 " " down 1 left 3 " "]
[" " down 1 left 1 " " down 1 left 1 " "]
" " down 1 left 1 " "]
[right 1 " " down 1 left 1 " " down 1 left 2 " "]
[" " down 1 left 1 " "]
[" " down 1 left 2 " " down 1 left 1 " "]
[" " down 1 left 1 " "]
[right 1 " " down 1 left 2 " " down 1 left 2 " "]
[right 1 " " down 1 left 3 " "]
[" " down 1 left 1 " " down 1 left 1 " "]
[" " down 1 left 2 " "]
1
floor: [

31x5 31x6 31x7 31x8 31x9 31x10 31x11 31x12 31x13 31x14 31x15
31x16 31x17 31x18 31x19 31x20 31x21 31x22 31x23 31x24 31x25
31x26 31x27 31x28 31x29 31x30 31x31 31x32

oc: [
[0x0 O0x1 0x2 0x3] [0x0 1x0 2x0 3x0] [0x0 Ox1l 0x2 1x1]
[0x1 1x0 1x1 2x1] [O0x1 1x0 1x1 1x2] [0x0 1x0 1x1 2x0]
[0x0 O0x1 O0x2 1x0] [0x0 Ox1l 1x1 2x1] [0x2 1x0 1x1 1x2]
[0x0 1x0 2x0 2x1] [0x0 Ox1l O0x2 1x2] [0x1l 1x1 2x0 2x1]
[0x0 1x0 1x1 1x2] [0x0 O0x1 1x0 2x0] [0x0 Ox1l 1x1 1x2]
[0x1 1x0 1x1 2x0] [0x1l Ox2 1x0 1x1] [0x0 1x0 1x1 2x1]
[0x0 Ox1 1x0 1x1]

1

width: [4 1 3 23 2323232323232 2]

a-line: copy [] loop 28 [append a-line " "]
a-line: rejoin [" |" to-string a-line "|"]
loop 30 [print a-line] prin " " loop 30 [prin "+"] print ""

keys: open/binary/no-wait [scheme: 'console]
forever [
random/seed now
r: random 19
xpos: 18
for i 1 30 1 [
pos: to-pair rejoin [i "x" xpos]
if error? try [
do compose/deep [
prin tui [at (pos)] print tui shape/ (r)
1
11
old-r: r
old-xpos: xpos
if not none? wait/all [keys :00:00.30] [
keystroke: to-string to-char to-integer copy keys
switch/default keystroke [



"k" [if (xpos > 5) [
Xpos: xpos - 1
1]
"1" [if (xpos < (33 - compose width/(r))) [
Xpos: xpos + 1
1]
"o" [if (xpos < (33 - compose width/(r))) [
switch to-string r [
"1" [r: 2]
nomn [r: 1]
"3" [r: 6]
"4" [r: 3]
ngn [r: 4]
"6" [r: 5]
"7 [r: 10]
ngn [r: 7]
"9" [r: 8]
"10" [r: 9]
"11" [r: 14]
"12" [r: 11]
"13" [r: 12]
"14" [r: 13]
"15" [r: 16]
"1l6" [r: 15]
"17" [r: 18]
"18" [r: 17]
"19" [r: 19]

1
1 [1
1
if error? try [
do compose/deep [

prin tui [at (pos)] print tui shape/(old-r + 19)

1
110
stop: false
foreach po compose oc/(r) [
foreach coord floor [
floor-y: to-integer first coord
floor-x: to-integer second coord
oc-y: 1 + to-integer first po
oc—-x: Xpos + to-integer second po
if (oc-y = (floor-y - 1)) and (floor-x = oc-x)
stop—-shape-num: r
stop: true
break

1
1

foreach po compose oc/ (old-r) [
foreach coord floor [

floor-y: to-integer first coord

floor-x: to-integer second coord

oc-y: 1 + to-integer first po

oc-x: old-xpos + to-integer second po

if (oc-y = (floor-y - 1)) and (floor-x = oc-x)
stop-shape—-num: old-r
stop: true
break

[

[



]
if stop = true [
left-col: second pos
width-of-shape: length? compose oc/ (stop-shape-num)
right-col: left-col + width-of-shape - 1
counter: 1
for current-column left-col right-col 1 [
add-coord: compose oc/ (stop-shape-num)/ (counter)
new-floor-coord: (pos + add-coord)
append floor new-floor-coord
counter: counter + 1
]
break
]
1
if (first pos) < 2 [
prin tui [at 33x0]
print "GAME OVER!!!"
halt
]
if error? try [
do compose/deep [
prin tui [at (pos)] print tui shape/ (old-r)
1
1 11
for row 1 30 1 [
line-is—-full: true
for colmn 5 32 1 [
each-coord: to-pair rejoin [row "x" colmn]
if not find floor each-coord [
line-is-full: false
break
]
1
if line-is—full = true [
remove—each cor floor [(first cor) = row]
new—-floor: copy [
31x5 31x6 31x7 31x8 31x9 31x10 31x11 31x12 31x13
31x14 31x15 31x16 31x17 31x18 31x19 31x20 31x21
31x22 31x23 31x24 31x25 31x26 31x27 31x28 31x29
31x30 31x31 31x32
1
foreach cords floor [
either ((first cords) < row) [
append new—-floor (cords + 1x0)
10
append new-floor cords
1
]
floor: copy unique new-floor
prin tui [clear]
a-line: copy [] loop 28 [append a-line " "]
a-line: rejoin [" |" to-string a-line "|"]
loop 30 [print a-line]
prin " " loop 30 [prin "+"] print ""
foreach was-here floor [
if not ((first was-here) = 31) [
prin tui compose [at (was-here)]
prin "#"



Now that the program is working to my original specs, | want to make it look a bit spiffier. First of all, the
playing area looks too wide and tall. | check Rebtris, and it's only 10 columns wide by 20 rows tall. | like
that look and feel, so | adjust the floor block, the code that draws the static backdrop, and all computations
related to the right boundaries of the playing field and the number of rows, to reflect that change.

| also want to print out a "Textris" title header, some keyboard instructions, and a score header. Tui allows
me to print this text to the right of the playing field where | want it:

print tui [

at 4x21 "TEXTRIS" at 5x21 "-—-—————- "

at 7x20 "'K' = left" at 8x20 "'L' = right"
at 9x20 "'0O' = spin" at 11x21 "Score:"

Keeping track of the score is simple. When the program starts, a "score" variable is created and setto 0
("score: 0"). Every time a piece stops falling, 10 points are added to the score. That number is printed
beneath the score header (notice that the score number must first be converted to a string, in order to be
printed by tui):

score: score + 10
print tui compose [at 13x21 (to-string score)]

Every time a row is filled in, 1000 points are added to the score. When the screen if redrawn to reflect the
newly erased row, the tui code that prints the backdrop also prints out the updated score:

print tui compose [
at 4x21 "TEXTRIS" at 5x21 "—-—————- "
at 7x20 "'K' = left" at 8x20 "'L' = right"
at 9x20 "'0O' = spin" at 11x21 "Score:"
at 13x21 (to-string score)

Next, | want to add a pause key. This will fit in the switch structure that watches for keystrokes. Whenever
the "P" key is pressed, print a message indicating that the game has been paused. Use an "ask" action to
wait for input, and then print two blank lines to erase the pause message and any errant characters that
the user may type in before hitting the [Enter] key:

Hp" [

print tui [
at 23x0 "Press [Enter] to continue"

]

ask mn

print tui [
at 24x0 " "
at 23x0 " "

After posting some of this code to the REBOL mail list, another bug has become obvious. If the insert key



or the arrow keys are pressed during game play, the game crashes. The following code produces a "**
Math Error: Math or number overflow" when those keys are evaluated:

keystroke: to-string to-char to-integer copy keys

To fix that, | create my own error check. The keys codes for the arrow keys are #{1B5B41}, #{1B5B42}, #
{1B5B43}, #{1B5B44}, and #{1B5B327E}. | check to see if they've been pressed first. If not, run the code
above:

now-key: copy keys
if not (
find [
#{1B5B41} #{1B5B42} #{1B5B43}
#{1B5B44} #{1B5B327E}
1 (now-key)
) [keystroke: to-string to-char to-integer now-key]

That works, but a message to the list by Gabrielle Santilli creates a simpler solution. It turns out that |
should have looked at the console port format a bit more carefully. All that's needed to get the keystroke
is:

keystroke: to-string copy keys

And that does not produce errors for any entered keys.

| added all the above code to the program, and then tested everything. In doing so, | made an interesting
discovery - it turns out that the code which produced the ghostly key input error in the shape printing
routines is in a section of the TUI dialect that enables one to check for screen size. | think the error has
something to do with the fact that I'm "compose"ing the results - not sure, but it doesn't matter. Since I'm
not using that function, | simply remove it from the code. While I'm at it, | remove all the other parts of the
TUI dialect that I'm not using. It turns out that all | need is:

tui: func [commands [block!]] [
string: copy ""
cmd: func [s][join "~ (1B)[" s]
arg: parse commands [

any [

'clear (append string cmd "J") |

'up set arg integer! (append string cmd [
arg "a"]) |

'down set arg integer! (append string cmd [
arg "B"] ) I

'right set arg integer! (append string cmd [
arg "c"] ) I

'left set arg integer! (append string cmd [
arg "D"1) |

'at set arg pair! (append string cmd [
arg/x ";" arg/y "H" 1) |
set arg string! (append string arg)

end

1

string



With that error gone, | can remove all the error checking routines in the program (they were causing some
additional problems). Now Textris feels like a reasonably complete program. Here's the final code:

REBOL [Title: "Textris"]

tui: func [commands [block!]] [
string: copy ""
cmd: func [s][join "~ (1B)[" s]
arg: parse commands [

any [
'clear (append string cmd "J") |
'up set arg integer! (append string cmd [
arg "a"]) |
'down set arg integer! (append string cmd [
arg "B"]) |
'right set arg integer! (append string cmd [
arg HCH]) |
'left set arg integer! (append string cmd [
arg HDH]) |
'at set arg pair! (append string cmd [
arg/x ";" arg/y "H" 1) |
set arg string! (append string arg)
1
end
1
string
1
shape: [
["###4"]

["#" down 1 left 1 "#" down 1 left 1 "#" down 1 left 1 "#"]
["###" down 1 left 2 "#"]

[right 1 "#" down 1 left 2 "##" down 1 left 1 "#"]
[right 1 "#" down 1 left 2 "###"]

["#" down 1 left 1 "##" down 1 left 2 "#"]

["###" down 1 left 3 "#"]

["##" down 1 left 1 "#" down 1 left 1 "#"]

[right 2 "#" down 1 left 3 "###"]

["#" down 1 left 1 "#" down 1 left 1 "##"]

["###" down 1 left 1 "#"]

[right 1 "#" down 1 left 1 "#" down 1 left 2 "##"]
["#" down 1 left 1 "###"]

["##" down 1 left 2 "#" down 1 left 1 "#"]

["##" down 1 left 1 "##"]

[right 1 "#" down 1 left 2 "##" down 1 left 2 "#"]
[right 1 "##" down 1 left 3 "##"]

["#" down 1 left 1 "##" down 1 left 1 "#"]

["##" down 1 left 2 "##"]

[" "]

[" " down 1 left 1 " " down 1 left 1 " " down 1 left 1 " "]
" " down 1 left 2 " "]

[right 1 " " down 1 left 2 " " down 1 left 1 " "]

[right 1 " " down 1 left 2 " "1

[" " down 1 left 1 " " down 1 left 2 " "]

" " down 1 left 3 " "]

[" " down 1 left 1 " " down 1 left 1 " "]

[right 2 " " down 1 left 3 " "]



[" " down 1 left 1 " " down 1 left 1 " "]

[ " down 1 left 1 " "]
[right 1 " " down 1 left 1 " " down 1 left 2 " "]
[" " down 1 left 1 " "]
[" " down 1 left 2 " " down 1 left 1 " "]
[" " down 1 left 1 " "]
[right 1 " " down 1 left 2 " " down 1 left 2 " "]
[right 1 " " down 1 left 3 " "]
[" " down 1 left 1 " " down 1 left 1 " "]
[" " down 1 left 2 " "]
]
floor: [

21x5 21x6 21x7 21x8 21x9 21x10 21x11 21x12 21x13 21x14 21x15

]

oc: [
[0x0 O0x1 O0x2 0x3] [0x0 1x0 2x0 3x0] [0x0 Ox1l 0x2 1x1]
[0x1 1x0 1x1 2x1] [0x1 1x0 1x1 1x2] [0x0 1x0 1x1 2x0]
[0x0 O0x1 O0x2 1x0] [0x0 Ox1l 1x1 2x1] [0x2 1x0 1x1 1x2]
[0x0 1x0 2x0 2x1] [0x0 O0x1l Ox2 1x2] [0x1l 1x1 2x0 2x1]
[0x0 1x0 1x1 1x2] [0x0 O0x1l 1x0 2x0] [0x0 Ox1l 1x1 1x2]
[0x1 1x0 1x1 2x0] [0x1 Ox2 1x0 1x1] [0x0 1x0 1x1 2x1]
[0x0 Ox1 1x0 1x1]

1

width: [4 1 3 2 3 2323232323232 2]

score: 0

prin tui [clear]

a-line: copy [] loop 11 [append a-line " "]
a-line: rejoin [" |" to-string a-line "|"]
loop 20 [print a-line] prin " " loop 13 [prin "+"] print ""

print tui compose [
at 4x21 "TEXTRIS" at 5x21 "—-—————- "
at 7x20 "Use arrow keys" at 8x20 "to move/spin."
at 10x20 "'P' = pause"
at 13x20 "SCORE: " (to—-string score)
1

keys: open/binary/no-wait [scheme: 'console]
forever [
random/seed now
r: random 19
xpos: 9
for i 1 201 [
pos: to-pair rejoin [i "x" xpos]
do compose/deep [prin tui [at (pos)] print tui shape/ (r)]
old-r: r
old-xpos: xpos
if not none? wait/all [keys :00:00.30] [
switch/default to-string copy keys [
"Pll [
print tui [
at 23x0 "Press [Enter] to continue"
1
ask ""
print tui [
at 24x0 " "
at 23x0 " "
1
1
"A[[D" [if (xpos > 5) [
Xpos: xpos - 1
1]
"AL[C" [if (xpos < (16 - compose width/(r))) [



Xpos: xpos + 1

11

"AL[A" [if (xpos < (16 - compose width/(r)))

switch to-string r [

"1"
naon
"3"
"4"
ngn
"6"
nn
ngn
"9"
"io"
"11"
"12"
ni3"
"14"
nign
"1e"
"1'7"
nig"
"19"

1
111
1

do compose/deep [

[r:
[r:

2]
1]
6]
3]
4]
5]
10]
7]
8]
9]
14]
11]
12]
13]
16]
15]
18]
17]
19]

prin tui [at (pos)] print tui shape/ (old-r + 19)

1
stop: false

foreach po compose oc/ (r)

foreach coord floor

floor-y: to-integer first coord
floor-x: to-integer second coord

i + to-integer first po

xpos + to-integer second po

if (oc-y = (floor-y - 1)) and (floor-x

oc-y:
oc-x:

[

[

stop-shape—num:

stop: true
break

1
1

r

foreach po compose oc/ (old-r) [

foreach coord floor

floor-y: to-integer first coord

floor-x: to-integer second coord

i + to—-integer first po

old-xpos + to-integer second po

if (oc-y = (floor-y - 1)) and (floor-x
stop-shape—-num: old-r

oc-y:
oc-x:

stop: true
break

1
1

if stop = true [

left-col: second pos

[

oc—-x)

oc—-x)

[

width-of-shape: length? compose oc/ (stop-shape-num)

right-col: left-col + width-of-shape - 1

counter: 1

[

[



for current-column left-col right-col 1 [
add-coord: compose oc/ (stop-shape-num)/ (counter)
new-floor-coord: (pos + add-coord)
append floor new-floor-coord
counter: counter + 1
]
break
1
]
do compose/deep [prin tui [at (pos)] print tui shape/ (old-r)]
if (first pos) < 2 [
prin tui [at 23x0]
print " GAME OVER!!!A/A/"
halt
1
score: score + 10
print tui compose [at 13x28 (to-string score)]
for row 1 20 1 [
line-is—-full: true
for colmn 5 15 1 [
each-coord: to-pair rejoin [row "x" colmn]
if not find floor each-coord [
line-is—-full: false
break
]
1
if line-is—-full = true [
remove—each cor floor [(first cor) = row]
new—floor: copy [
21x5 21x6 21x7 21x8 21x9 21x10 21x11 21x12 21x13
21x14 21x15
1
foreach cords floor [
either ((first cords) < row) [
append new—-floor (cords + 1x0)
10
append new-floor cords
]
]
floor: copy unique new-floor
score: score + 1000
prin tui [clear]
loop 20 [print a-line]
prin " " loop 13 [prin "+"] print ""
print tui compose [
at 4x21 "TEXTRIS" at 5x21 "——————- "
at 7x20 "Use arrow keys" at 8x20 "to move/spin."
at 10x20 "'P' = pause"
at 13x20 "SCORE: " (to-string score)
1

foreach was-here floor [

if not ((first was-here) = 21) [
prin tui compose [at (was-here)]
prin "#"

Here's a quick synopsis of the program:



The TUI dialect is defined.
The "shape" block, containing the TUI instructions for drawing each shape is defined.
The "floor", "oc", and "width" coordinate blocks are defined. The "score" variable is also defined.
The backdrop characters (left, right, and bottom barriers), instructions, headers, and score are
printed.
e A forever loop runs the main actions of the program. The subsections of that loop are:
o A shape is printed on the screen.
o User keystrokes are watched for.
o A switch structure decides what to do with entered keystrokes (right arrow = move right, left
arrow = move left, up arrow = rotate shape, p = pause).
o Another switch structure determines which shape to print when the current shape is rotated.
o The currently printed shape is erased.
o Two foreach loops check whether the current shape has reached a position at which it
should stop falling.
If the piece has reached a stopping point, the coordinates occupied by the piece are added
to the "floor" block.
The shape is printed at its final resting place.
If the current shape touches the ceiling, the game ends.
The score is updated.
If any rows have been completely filled in, their coordinates are removed from the floor
block, the coordinates of all other characters are moved down a row, and the screen is
reprinted with the new floor coordinates and the new score.
o The forever loop continues.

(e}

O O O O

If I'd been so thoughtful and organized as to write a structured outline like that in the beginning of the case
study, things would've moved along more quickly. But any project is easier in retrospect ... | just try to
remember that building as detailed an outline as possible before writing any code always saves a great
deal of work and confusion.

Now that the game satisfies my original intentions, I'll bring the case study to a close, but not without first
putting together a to-do list of things to improve in the program. If you'd like to try implementing some of
these changes, first figure out where in the outline they should go, write some pseudo code to get the job
done, and then come up with REBOL code to satisfy those pseudo code expressions:

1. Save high scores to disk.
Add a way to incrementally increase the speed at which shapes drop. Do this every time a certain
number of rows is cleared.

3. Add a "next piece" preview.

4. Look for a way to remove the cursor from the printout, so that it's not visible along the left side of
the wall as the shapes fall.

5. Add sound. Play midi tones for each event that occurs, and play a background tune while the game
iS running.

6. Rewrite the entire program using GUI techniques, instead of console text characters and TUI.

Looking at my coding process in retrospect, | should note some criticisms. One element that annoyed me
was a set of badly chosen variable names. | initially used "r", for example, to represent the current shape
number because it was first used to represent a random number. "R" is not so descriptive, and it was hard
to remember what "r" represented while | was coding. The same was true of "i", which became more
important as the loop that dropped the shapes grew in complexity. | left those variables as they were in
this case study so that the lines of code fit neatly onto this web page, but in my own coding | choose to
use more descriptive variables. Doing that in general makes code more readable and easier to think
through.

The Moral of the Story:

Whether or not you're interested in game programming, and despite the fact that the final product of this
case study is a bland implementation of Tetris, some general understanding about coding can be gained
from the thought process covered in this section. It's typical of any general coding project you'll encounter:
start with a design concept, outline the main structure of the program you imagine, use pseudo code to
guide you from the "what am | trying to do?" through the "how do | code it" stages, and refine the detail of
your outline by testing and experimenting with small code chunks along the way.



In general, if you can't think through the process of "what am | trying to accomplish” in a structured way,
then you won't be able to write the code to accomplish it. Once you've got a basic grasp of language
concepts and syntax, you'll see that writing code just takes lots of creative organization and
experimentation. Keep a language reference close at hand, and you can work out the syntax of virtually
any code you need to write. That's only a matter of knowing which functions and constructs are available
to solve your problems, and looking up the format for those you're not familiar with. The difficult part in any
coding situation is mapping each small thought process to a data construct, conditional expression,
looping routine, function definition, existing code module, word label, etc. For large projects, you'll typically
need an outline because it's so easy to get lost in the minute coding details along the way. Start with a top
down approach, conceive and design a flow chart/outline, and then flesh out the details of each section
until you've got code written to solve each design concept. Once you become familiar with that process,
experience will show that you can code solutions for virtually any problem you encounter.

You'll find that in many cases REBOL allows you to think directly in code more easily than you can with
pseudo code. That's because REBOL's high level design is meant to be human readable and human
"thinkable". Although many coding concepts in all computer languages are generally the same, most other
languages are more overtly designed and constrained by legacy concepts derived from requirements
about how computers operate. Some languages tend to require much more low level coding or coersing
of disparate modules to fit together in order to make the conceptual design take shape in final code form.
Other languages get you bogged down in thinking about higher level OOP constructs. A lack of universal
data structures such as REBOL's block/series structure, a lack of built in native data types such as time,
tuples, pairs, money, etc., and a less natural way of structuring functions, variables and module definitions
(not using words and dialects in a natural language way), require unique and contrived constructs to be
designed to manipulate data in each individual program. In the most popular languages, program authors
typically have to be more concerned about managing the rudimentary memory and cpu actions of the
computer for everything that occurs in a program. That enables a greater measure of control over how a
computer uses it's hardware resources, but it's very far from the way humans naturally think about solving
real life situations. REBOL allows things to be done in a way of thinking that's closer to the outline stage.
When you get used to writing REBOL code, you'll find that it saves a tremendous amount of time
compared to other languages. Remember along the way that no matter what computer language(s) you
learn, understanding how to think through the "what | am I trying to accomplish” outline is essential to
writing code that accomplishes your task.

10.11 Case 10 - Scheduling Teachers, Part Two

After several months of using the teacher scheduling application described in the first case study, my
business expanded, and the teaching staff grew. With the way things worked in my short initial program, |
would have to create a new folder on the web site and compile a unique version of the program for each
new teacher. This would require recompiling and uploading a new version, for each teacher, every time |
alter the program. | wanted to make a multi-user version of the application to simplify setup and to save
maintenance time. | also wanted to add some error checking and a simple password scheme to the
existing program. To create a new version of the application, here's my concept in outline/pseudo code
form:

1. Maintain the existing folder and file structure on the web site (http://website.com/teacher/name,
schedule.txt, and index.php).

2. Add a file to the web site containing a list of current teachers and associated passwords. Put it
outside the public_html folder, so that people can't download it without a password.

3. In the application, start by downloading that file from the website (using ftp).

4. Display a text list of teacher names from the downloaded file.

5. When a teacher name is selected, request a password from the user and check that it matches the
associated password for the given teacher.

6. Append the teacher name to the http and ftp urls, and run the program as before.

7. Add some error checking and backup routines every time the data is read or written locally, or on
the web server. That way, no data is ever lost.

8. Compile the program and upload it to the web site. Point all links on the index.php pages to that
single file. Now, any time | want to add a new teacher, all | need to do is add the new teacher name
and password to the downloadable text file and copy a blank index.php and schedule.txt to a new
folder on the web server. If | ever make additional changes to the program, | only need to recompile
and upload that single program file.

To start things off, | created a text file called "teacherlist.txt" and stored it outside the public_html folder on
the web server. It's formatted like this:



["mark" "markspassword"] ["ryan" "ryanspassword"]
["nick" "nickspassword"] ["peter" "peterspassword"]
["rudi" "rudispassword"] ["tom" "tomspassword"]

The first thing | do in the program is read the data:

teacherlist: load ftp://user:pass@website.com/teacherlist.txt

Next, display a list of the teachers. The first item in each block of teacherlist.txt is the teacher name. A
foreach loop reads each of those names into a new block, and that block is displayed using a GUI text-list
widget:

teachers: copy []
foreach teacher teacherlist [append teachers first teacher]
view center—-face layout [

text-list data teachers [folder: value unview]

1

Next, get the password from the user and use a foreach loop to look through the list, checking for a match
in teacher names and passwords entered by the user (the first and second elements, respectively, in each
block):

pass: request-pass/only
correct: false
foreach teacher teacherlist [
if ((first teacher) = folder) and (pass = (second teacher)) [
correct: true
1
1

if correct = false [alert "Incorrect password." quit]

| add the following line to the script, which keeps REBOL from terminating the script when the [Esc] key is
pressed. That behavior is the default in the REBOL interpreter, and makes it easy for someone to just
stop the script and view the teacherlist. (I'm not so concerned about security here, but | don't want
passwords to be blatantly available):

system/console/break: false

Finally, | come up with an error message to be executed any time an Internet connection isn't available. It
allows the user to read any of the recently backed up schedule.txt files so that the program is useful even
if an Internet connection isn't available:

error-message: does [
ans: request {Internet connection is not available.
Would you like to see one of the recent local backups?}
either ans = true [
editor to-file request-file quit
10



quit

| wrap all attempts to connect to the Internet in "error? try" routines, and duplicate the original backup
routine from the initial program so that no data is ever lost. Here's the final code:

REBOL [title: "Lesson Scheduler"]

system/console/break: false
error-message: does [
ans: request {Internet connection is not available.
Would you like to see one of the recent local backups?}
either ans = true [
editor to-file request-file quit
11
quit
1
1

if error? try [
teacherlist: load ftp://user:pass@Qwebsite.com/teacherlist.txt
11
error-message
1
teachers: copy []
foreach teacher teacherlist [append teachers first teacher]
view center-face layout [
text-list data teachers [folder: value unview]

1

pass: request-pass/only
correct: false
foreach teacher teacherlist [
if ((first teacher) = folder) and (pass = (second teacher)) [
correct: true
]
]

if correct = false [alert "Incorrect password." quit]

url: rejoin [http://website.com/teacher/ folder]

ftp-url: rejoin [
ftp://user:pass@website.com/public_html/teacher/ folder

1

if error? try [

write %schedule.txt read rejoin [url "/schedule.txt"]
10

error—-message

1

; backup (before changes are made):
cur-time: to-string replace/all to-string now/time ":" "-"
; local:
write to-file rejoin [
folder "-schedule_" now/date "_" cur-time ".txt"
] read %schedule.txt
; online:
if error? try [
write rejoin [



ftp-url "/" now/date "_" cur-time
] read %schedule.txt
1
error-message

1
editor %$schedule.txt

; backup again (after changes are made):
cur-time: to-string replace/all to-string now/time ":" "-"
write to-file rejoin [

folder "-schedule_" now/date "_" cur-time ".txt"
] read %schedule.txt
if error? try [

write rejoin [

ftp-url "/" now/date "_" cur-time

] read %schedule.txt
10

alert "Internet connection not available while backing up."

1

; save to web site:
if error? try [
write rejoin [ftp-url "/schedule.txt"] read %$schedule.txt
10
alert {Internet connection not available while updating web
site. Your schedule has NOT been saved online.}
quit
1

browse url

With the new application complete, | wanted to create an additional cgi application for the web site to
collectively display all available times in each of the teachers' schedules. This would help with scheduling
because both students and management could instantly see a bird's eye view of all open appointment
times, on a single web page. In order for that display to be viewable by the general public, | want the cgi
app to strip out all personal data contained in the schedules. To create the cgi, | need to search each line
of schedule text for "----". If a line contains the characters "----", that time is available. Here's a pseudo
code outline that | thought through as | organized the process:

1. Make a list of all the teacher pages. Store the links in a block.

2. Use a foreach loop to cycle through each page in the list. Read in the data on each page in line
format, using another foreach loop.

3. For each line, use a find function to check whether the line contains the name of a day of the week,
or the characters "----". If s0, print the line, adding some additional formatting to separate days as
headers. Also print each page link as a header separating each teacher's schedule in the printout.

First, | created the block of links:

page-list: [
http://website.com/teacher/ryan
http://website.com/teacher/mark
http://website.com/teacher/nick
http://website.com/teacher/peter
http://website.com/teacher/tom
http://website.com/teacher/rudi

For step 2, | created the foreach loop to read each page:



foreach page page-list [
data: read/lines page

1

Inside that loop, | added the code to print out the teacher name and day headers, and the available times:

foreach page page-list [
print newline
print to-string page

Print nn
data: read/lines page
week: ["MONDAY" "TUESDAY" "WEDNESDAY" "THURSDAY" "FRIDAY"

"SATURDAY" "SUNDAY"]
foreach line data [
foreach day week [
if find line day [print "" print line print ""]
1

if find line "—----" [print 1line]

Now I've got a little command line application that does what | need:

REBOL []

page-list: [
http://website.com/teacher/ryan
http://website.com/teacher/mark
http://website.com/teacher/nick
http://website.com/teacher/peter
http://website.com/teacher/tom
http://website.com/teacher/rudi

1

foreach page page-list [
print newline
print to-string page

Print nn
data: read/lines page
week: ["MONDAY" "TUESDAY" "WEDNESDAY" "THURSDAY" "FRIDAY"

"SATURDAY" "SUNDAY"]
foreach line data [
foreach day week [
if find line day [print "" print line print ""]
1

if find line "—----" [print 1line]

Next, to the basic CGl framework provided earlier in this tutorial, | simply added the code above. The only
real changes | needed to make were some added "< B R >"s (HTML line ends) to make the text display
properly in the browser:

#!/home/path/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html*/"



print [<HTML><HEAD><TITLE>"Available Appointment Times"</TITLE>]
print [</HEAD><BODY>]
page-list: [
http://website.com/teacher/ryan
http://website.com/teacher/mark
http://website.com/teacher/nick
http://website.com/teacher/peter
http://website.com/teacher/tom
http://website.com/teacher/rudi
1
foreach page page-list [
print [<BR><BR>]
print to-string page
print [<BR>]
data: read/lines page
week: ["MONDAY" "TUESDAY" "WEDNESDAY" "THURSDAY" "FRIDAY"
"SATURDAY" "SUNDAY"]
foreach line data [
foreach day week [
if find line day [print [<BR>] print line print [<BR><BR>]]
1
if find line "----" [print line print [<BR>]]
1
1
print [</BODY></HTML>]

As more teachers were added to the scheduling system, it became apparent that a CGl version of the
editor would be helpful (for use on mobile phones, at work, and in other environments where installing an
executable was problematic). For that, | simply used the password protected online text editor, found
earlier in this tutorial:

#!/home/path/public_html/rebol/rebol -cs

REBOL []

print "content-type: text/html*/"

print [<HTML><HEAD><TITLE>"Edit Schedule"</TITLE></HEAD><BODY>]

; submitted: decode-cgi system/options/cgi/query-string

; We can't use the above normal line to decode, because

; we're using the post method to submit data (because data
; from the textarea may get too big for the get method).

; Use the following function to process data from a post

; method instead:

read-cgi: func [/local data buffer] |
switch system/options/cgi/request-method [
"POST" [
data: make string! 1020
buffer: make string! 16380
while [positive? read-io system/ports/input buffer 16380] [
append data buffer
clear buffer
1
1
"GET" [data: system/options/cgi/query-string]
1
data
1

submitted: decode-cgi read-cgi



; 1f schedule.txt has been edited and submitted:

if ((submitted/2 = "save") or (submitted/2 = "save")) [
; save newly edited schedule:
write to-file rejoin ["./" submitted/6 "/schedule.txt"] submitted/4

print ["Schedule Saved."]
print rejoin [
{<META HTTP-EQUIV="REFRESH" CONTENT="0;
URL=http://website.com/folder/}
submitted/6 {">}
1
quit

; if user is just opening page (i.e., no data has been submitted
; yet), request user/pass:

if ((submitted/2 = none) or (submitted/4 = none)) [
print [<strong>™W A RNI NG - "]
print ["Private Server, Login Required:"</strong><BR><BR>]
print [<FORM ACTION="./edit.cgi">]
print [" Username: " <input type=text size="50" name="name"><BR><BR>]
print [" Password: " <input type=text size="50" name="pass'"><BR><BR>]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
print [</FORM>]
quit
1

; check user/pass against those in teacherlist.txt,
; end if incorrect:

teacherlist: load %teacherlist.txt
folder: submitted/2
password: submitted/4
response: false
foreach teacher teacherlist [
if ((first teacher) = folder) and (password = (second teacher)) [
response: true
]
]

if response = false [print "Incorrect Username/Password." quit]
; if user/pass is ok, go on:
; backup (before changes are made):

cur-time: to-string replace/all to-string now/time ":" "-"

schedule_text: read to-file rejoin ["./" folder "/schedule.txt"]
write to-file rejoin [
"./" folder "/" now/date "_" cur-time ".txt"] schedule_text

print [<strong>"Be sure to SUBMIT when done:"</strong><BR><BR>]
print [<FORM method="post" ACTION="./edit.cgi">]

print [<INPUT TYPE=hidden NAME=submit_confirm VALUE="save'>]

print [<textarea cols="100" rows="15" name="contents">]

print [schedule_text]

print [</textarea><BR><BR>]

print rejoin [{<INPUT TYPE=hidden NAME=folder VALUE="} folder {">}]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]

print [</FORM>]

print [</BODY></HTML>]



Now there's a way for all the teachers to edit their schedules. | can add a new teacher to the system in
about 5 seconds (just create a new directory on the server and copy blank schedule.txt and index.php
files). Anyone involved in scheduling can make changes online, regardless of location or computer type,
and everyone stays synchronized. In addition, anyone can get an instant bird's eye view of all available
appointment times - this helps tremendously when scheduling new students and maintaining daily
activities.

10.12 Case 11 - An Online Member Page CGI Program

One of my friends wanted to create an online member database for a local club. He wanted members to
be able to sign up and add their contact information, upload photos, and add info about themselves. He
was tired of manually making changes to the members' pages, and wanted users to be able to add, edlit,
and delete their own information. He wanted basic password enabled access so that users could only edit
their own information, and he wanted a back end utility that allowed him to make changes as
administrator, and which automatically saved each successive change to the database, so that no data
could ever be lost. He also wanted users automatically emailed their password, in case they forgot.

Here was my basic thought process and plan of attack:

1. This will be an online system (a web site), so the user interface will be a set of HTML pages that
display each user's information, as well as a set of HTML forms for users to enter information. We
decided to have the page display the following fields: Name, Address, Phone, Email, Age,
Language, Height, Date the user was added, and an uploaded photo.

2. The data will be stored in some sort of online database. Since this is a small group with only a few
users, | decided to create a simple flat file database - just a text file filled with blocks of REBOL
data, one block per user, stored on the web server.

3. The page that pulls the info from the database and displays it in the above HTML will basically be a
REBOL CGil application that runs a "foreach" loop to print each of the entries in the above HTML
format. The pages where the users enter their information will be forms that submit the information
to a REBOL CGl that appends it to the database text file. The pages where the users edit their
information will be forms that display the information currently in the selected entry, without the
password. When the user submits the new password and updated info, the CGl checks that the
submitted password matches the existing password for that entry, and then replaces the old block
with the new one, in the database text file. The code for emailing the user a forgotten password
and for automatically backing up data will also be put here.

4. Animage upload/update page also needs to created. This will be an HTML form that accepts a
local image file on the user's computer, submits that file to the CGl, which in turn writes that binary
data to a directory on the web server, creates an HTML image link to it, and adds that link to the
appropriate user entry in the database text file.

5. The back end will simply be the password protected text editor explored in case study #8, with links
to all the backup text files, for easy recovery (copy/paste) of lost data.

Here was the basic HTML layout | came up with for step 1. Each entry in the database will be displayed
using this template:

<HR><BR> Date/Time: 23-Mar-2008/13:11:42-7:00

<A HREF="./index.cgi?function=">edit | </A>
<A HREF="./index.cgi?function=">delete</A>

<TABLE background="" border=0 cellPadding=2 cellSpacing=2
width="100%"><TR>

<TD width = "600">

<BR>

<FONT FACE="Courier New, Courier, monospace'">Name: </FONT>
<STRONG>The User Name Goes Here</STRONG>

<BR>

<FONT FACE="Courier New, Courier, monospace'">Address: </FONT>

<STRONG>The Address Goes Here</STRONG>
<BR>



<FONT FACE="Courier New, Courier, monospace">Phone: </FONT>
<STRONG>The Phone</STRONG>

<BR>

<FONT FACE="Courier New, Courier, monospace">Email: </FONT>
<STRONG>The Email</STRONG>

<BR>

<FONT FACE="Courier New, Courier, monospace'">Age: </FONT>
<STRONG>The Age</STRONG>

<BR>

<FONT FACE="Courier New, Courier, monospace'>Language: </FONT>
<STRONG>The Language</STRONG>

<BR>

<FONT FACE="Courier New, Courier, monospace">Height: </FONT>
<STRONG>The Height</STRONG>

<BR><BR>

</TD>

<TD width="170" wvalign="center">

<A HREF="./default.]jpg" target=_blank><IMG align=baseline alt=""
border=0 hspace=0 src="./default.jpg" width="160" height="120">

</A>

</TD>

</TR></TABLE>
Some Additional Notes Go Here...

<BR><BR>

The database design for step 2 was even simpler to create. Here's an example of what each block looks
like. Notice that each entry in the database is just a text string separated by spaces, for each field of info
we want displayed on the member page. In the block, | added a link to a default image, in case the user
didn't upload their own photo. This file was saved as %bb.db:

["Username" "19-Feb-2008/4:55:59-8:00" "1 Address St."
"123-456-7890" "name(@website.com" "40"
{REBOL, C, C++, Python, PHP, Basic, AutoIt, others...}

"6'" {I'm a nobody - just a test account.} "password"
[

{<a href = "./default.jpg" target=_blank>

<IMG align=baseline alt="" border=0 hspace=0

src="./default. jpg" width="160" height="120"></a>}

1

["Tester McUser" "22-Feb-2008/13:14:44-8:00" "1 Way Lane"
"234-567-8910" "tester@website.com" "35" "REBOL"

{5' 11"} "I'm just another test account." "password"
[
{<a href = "./files/photo.jpg" target=_blank>
<IMG align=baseline alt="" border=0 hspace=0

src="./files/photo. jpg" width="160" height="120"></a>}

At this point | could begin the work of step 3, creating a CGl program that prints the HTML page in step 1,
with the above data. Here's a simple CGl script that simply prints the HTML design together with the
entries from the database inserted:



#! /home/path/public_html/rebol/rebol -cs
REBOL []

print "content-type: text/html*/"

print read %header.html

bbs: load $bb.db ; load the database info

print [<center><table border=1 cellpadding=10 width=90%><tr><td>]
print {<TABLE background="" border=0 cellPadding=0 cellSpacing=0
height="100%" width="100%"><tr><td width = "600">}
print [<hr>]
reverse bbs
foreach bb bbs [
print [<BR>]
print rejoin ["Date/Time: " bb/2]
print " "
print rejoin [{<a href="./index.cgi?function=">edit | </a>}]
print rejoin [{<a href="./index.cgi?function=">delete</a>}]
print " "
print {<TABLE background="" border=0 cellPadding=2
cellSpacing=2 height="100%" width="100%"><tr>

<td width = "600"><BR>}
print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
"Name : </FONT><strong>" bb/1 "</strong>"]

print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
"Address: </FONT><strong>" bb/3 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace'>}
"Phone: </FONT><strong>" bb/4 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace'>}
"Email: </FONT><strong>" bb/5 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace'>}
"Age: </FONT><strong>" bb/6 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace'>}
"Language: </FONT><strong>" bb/7 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
"Height: </FONT><strong>" bb/8 "</strong>"]
print [<BR><BR>]
print </td>
print {<td width = "170" valign = "center">}
print bb/11 ; image link
print {</td></tr></table>}
print bb/9 ; "other information " text
print [<BR><BR><HR>]
1
print [</td></tr></td></tr></td></tr></table>]
print [</td></tr></table></center>]
print read %footer.html

To that code, there were a number of features that | realized | should add. First, | wanted to munge email
addresses so that they were less likely to get collected by spam bots. This line of code does the job well
enough for my needs. It turns "name@address.com" into "name at address dot com™:



(replace/all (replace bb/5 "@" " at ") "." " dot ")

| also wanted any http:// links in the "other information" section to be automatically linked. To do that, |
used parse to search for "http://" and the ending space character, then wrapped that link in the required <
A HREF = ..>tags. Here's the code:

bb_temp: copy bb/9
bb_temp2: copy bb_temp
parse/all bb_temp [any [
thru "http://" copy link to " " (replace bb_temp2
(rejoin [{http://} link]) (rejoin [
{ <a href="} {http://} link
{" target=_blank>http://} link {</a> }1]))

to end

Furthermore, | wanted to have line endings in the "other information" section automatically converted to
HTML "< b r >"s, so that they display correctly on the web page. That's easy:

replace/all bb_temp newline " <br> "

My friend wanted a count displayed of the total number of members. That's also easy, with "length? bbs":

print rejoin [{<font size=5> Members: (} length? bbs {)</font></td>}]

| also added a "join now" link to the CGl page where users would be able to add themselves to the
database (that page hasn't been created yet):

print {<td><a href="./add.cgi">Join Now</a></td></tr></table><BR>}

In order for users to edit/delete their info later, | needed to tag each displayed entry with a unique number
to automatically select the appropriate block from the database. To do this, | added a counter variable to
the foreach loop, and incremented it each time through the loop (counter: counter + 1). Then | replaced
the generic edit and delete links in the code above . . .

print rejoin [{<a href="./index.cgi?function=">edit | </a>}]
print rejoin [{<a href="./index.cgi?function=">delete</a>}]

. with links that contain the counter, and which can be deciphered by a CGl program as "get" data:

print rejoin [
{<a href="./index.cgi?function=edititemnumber&messagenumber=}
counter {&Submit=Post+Message">edit | </a>}

]

print rejoin [



{<a href="./index.cgi?function=deleteitemnumber&messagenumber=}
counter {&Submit=Post+Message">delete</a>}

Here's the script, as it stands so far:

#! /home/path/public_html/rebol/rebol -cs
REBOL []

print "content-type: text/html”/"

print read %header.html

bbs: load %bb.db
print [<center><table border=1 cellpadding=10 width=90%><tr><td>]

print-all: does [
print {<TABLE background="" border=0 cellPadding=0 cellSpacing=0
height="100%" width="100%"><tr><td width = "600">}
print rejoin [{<font size=5> Members: (} length? bbs {)</font></td>}]
print {<td><a href="./add.cgi">Join Now</a></td></tr></table><BR>}
print [<hr>]
counter: 1
reverse bbs
foreach bb bbs [
print [<BR>]
if bb/1 <> "file uploaded" [
print rejoin ["Date/Time: " bb/2]
print " "
print rejoin trim [
{<a href=
"./index.cgi?function=edititemnumber&messagenumber=}
counter
{&Submit=Post+Message">edit | </a>}
]
print rejoin trim [
{<a href=
"./index.cgi?function=deleteitemnumber&messagenumber=}
counter
{&Submit=Post+Message">delete</a>}
]
print " "
print {
<TABLE background="" border=0 cellPadding=2
cellSpacing=2 height="100%" width="100%"><tr>
<td width = "600"><BR>
}
print rejoin [{<FONT FACE="Courier New, Courier, monospace'">}
"Name : </FONT><strong>" bb/1 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace'">}
"Address: </FONT><strong>" bb/3 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace'">}
"Phone: </FONT><strong>" bb/4 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace'">}
"Email: </FONT><strong>"
(replace/all (replace bb/5 "@" " at ") "." " dot ")
"</strong>"



print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace'">}
"Age: </FONT><strong>" bb/6 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace'">}
"Language: </FONT><strong>" bb/7 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace'">}
"Height: </FONT><strong>" bb/8 '"</strong>"]
print [<BR><BR>]
1
; automatically convert line endings to HTML " <br>"
bb_temp: copy bb/9
replace/all bb_temp newline " <br> "
bb_temp2: copy bb_temp
; automatically link any urls starting with http://
append bb_temp " "
parse/all bb_temp [any [
thru "http://" copy link to " " (replace bb_temp2
(rejoin [{http://} 1link]) (rejoin [
{ <a href="} {http://} link
{" target=_blank>http://} link {</a> }1))
1
to end
1
print </td>
print {<td width = "170" valign = "center">}
print bb/11 ; image link
print {</td></tr></table>}
print bb_temp2
print [<BR><BR><HR>]
counter: counter + 1
1
print [</td></tr></td></tr></td></tr></table>]
1
print-all
print [</td></tr></table></center>]
print read %footer.html

The page above was saved as index.cgi, and serves as the main display page for the site. In order to
ensure that a fresh copy of that page is always viewed by visitors, | also created the following index.html
page that simply refreshes the index.cgi page. By using that index.html page as the primary link (and by
making that HTML file the default page for the web site), visitors always automatically see a refreshed
view of the member page, with any changes/updates that have been made:

<html>

<head>

<title></title>

<META HTTP-EQUIV="REFRESH" CONTENT="0; URL=./index.cgi">
</head>

<body bgcolor="#FFFFFF">

</body>

</html>

Next, | needed to create a form for users to enter their member information. This was saved as add.cgi.
The form posts any submitted information back to index.cgi.

#! /home/path/public_html/rebol/rebol -cs



REBOL []
print "content-type: text/html*/"
print read %header.html

print [<center><table border=1 cellpadding=10 width=90%><tr><td>]
print [<font size=5>" Add New Member Information:'"</font>]

print " "

print n n

print " "

print [<hr>]

print [<FORM method="post" ACTION="./index.cgi">]

print [<br>" Your Name: " <br><input type=text size="60"
name="username"><BR>]

print [<br>" Password (required to edit member info later): " <br>
<input type=text size="60" name="password"><BR>]

print [<br>" Address: " <br><input type=text size="60" name="address">
<BR>]

print [<br>" Phone: " <br><input type=text size="60" name="phone"><BR>]

print [<br>" Email: " <br><input type=text size="60" name="email"><BR>]

print [<br>" Age: " <br><input type=text size="60" name="age"><BR>]

print [<br>" Language: " <br><input type=text size="60" name="language'>
<BR>]

print [<br>" Height: " <br><input type=text size="60" name="height"><BR>
<BR>]

print [" Other Information/Notes: " <br>]

print [<textarea name=otherinfo rows=5 cols=50></textarea><BR><BR>]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Post New Member Info">]
print [</FORM>]

print [</td></tr></table></center>]
print read %footer.html

| integrated the following code into index.cgi, to read and add the info from the above form to the
database:

; here's the default code used to read any data from an HTML form:

read-cgi: func [/local data buffer] |
switch system/options/cgi/request-method [
"POST" [
data: make string! 1020
buffer: make string! 16380
while [positive? read-io system/ports/input buffer 16380] [
append data buffer
clear buffer
1
1
"GET" [data: system/options/cgi/query-string]
1
data
1

submitted: decode-cgi read-cgi
; make sure at least a user name and password was entered:

if submitted/2 <> none [
if (submitted/2 = "") or (submitted/4 = "") [
print {
<strong>You must include at least
a name and password.</strong>



<br><br>Press the [BACK] button
in your browser to try again.
}
print [</td></tr></table></center>]
print read %footer.html
halt

; now create a new entry block to add to the database:

entry: copy []

append entry submitted/2 ; name

; the time on the server is 3 hours different then our local time:
append entry to-string (now + 3:00)

append entry submitted/6 ; address
append entry submitted/8 ; phone
append entry submitted/10 ; email
append entry submitted/12 ; age
append entry submitted/14 ; language
append entry submitted/16 ; height
append entry submitted/18 ; other info
append entry submitted/4 ; password
append/only entry [
{<a href = "./default.jpg" target=_blank>
<IMG align=baseline alt="" border=0 hspace=0 src="./default.jpg"

width="160" height="120"></a>}

; append the new entry to the database, and notify the user:

append/only tail bbs entry

save %bb.db bbs

print {<strong>New Member Added.</strong>
Click "Edit" to upload a photo.}

print [</td></tr></table></center>]

print read %footer.html

; now display the member page with the new info refreshed:

wait :00:04
refresh-me: {

<head><title></title>

<META HTTP-EQUIV="REFRESH" CONTENT="0; URL=./index.html"></head>
}

print refresh-me
quit

Now we can finish up the rest of the work in step 3 of our outline. The pseudo code in my outline reads
"The pages where the users edit their information will be forms that display the information currently in the
selected entry, without the password. When the user submits the new password and updated info, the CGl
checks that the submitted password matches the existing password for that entry, and then replaces the
old block with the new one, in the database text file". I've already created links in index.html to reference
the "edititemnumber" (created earlier using a counter variable in the foreach loop of index.cgi). And we've
already created the basic data entry form to add new users. So we can check for the edititemnumber, and
fill the form with appropriate items from the database. In order to find and replace the original entry in the
database, once the user has made changes, the original values also need to be submitted as additional
hidden form fields, along with the user-editable values in the form's text fields. Here's what | came up with:

if submitted/2 = "edititemnumber" [
; pick the correct entry from the database, using the submitted
; counter variable from the "edit" link in index.cgi:



selected-block: pick bbs (
(length? bbs) - (to-integer submitted/4) + 1
)
print [<font size=5>" Edit Your Existing Member Information:"</font>]
print " "
; here's a link we'll need for the section of the outline that
; enables image uploading:
print rejoin [
{<a href="./upload.cgi?name=} first selected-block
{">Upload Image (Add or Change)</a><hr>}
]
print 11 11
print "<br><br>"
print {<strong><i>PASSWORD REQUIRED TO EDIT! </i></strong>
(Enter it in the field below.)}
print "<br><br>"
print [<FORM method="post" ACTION="./edit.cgi">]
print rejoin [
{<br> Your Name: <br>
<input type=text size="60" name="username" value="}
first selected-block {"><BR>}
]
print [<br> <strong> " Member Password " </strong> " (same
as when you created the original account): " <br>
<input type=text size="60" name="password"><BR>
1
print rejoin [
{<br> Address: <br><input type=text size="60"
name="address" value="}
pick selected-block 3 {"><BR>}
]
print rejoin [
{<br> Phone: <br><input type=text size="60"
name="phone" value="}
pick selected-block 4 {"><BR>}
]
print rejoin [
{<br> Email: <br><input type=text size="60"
name="email" wvalue="}
pick selected-block 5 {"><BR>}
]
print rejoin [
{<br> Age: <br><input type=text size="60"
name="age" value="}
pick selected-block 6 {"><BR>}
]
print rejoin [
{<br> Language: <br><input type=text size="60"
name="language" value="}
pick selected-block 7 {"><BR>}
1
print rejoin [
{<br> Height: <br><input type=text size="60"
name="height" value="}
pick selected-block 8 {"><BR><BR>}
1
print [" Other Information/Notes: " <br>]
print [<textarea name=otherinfo rows=5 cols=50>]
print [pick selected-block 9]
print [</textarea><BR><BR>]
print rejoin [
{<input type="hidden" name="original_username" value="}
pick selected-block 1 {">}



1

print rejoin [
{<input type="hidden" name="original_date" wvalue="}
pick selected-block 2 {">}

1

print rejoin [
{<input type="hidden" name="original_address" value="}
pick selected-block 3 {">}

1

print rejoin [
{<input type="hidden" name="original_phone" value="}
pick selected-block 4 {">}

1

print rejoin [
{<input type="hidden" name="original_email" wvalue="}
pick selected-block 5 {">}

1

print rejoin [
{<input type="hidden" name="original_age" value="}
pick selected-block 6 {">}

1

print rejoin [
{<input type="hidden" name="original_ language" value="}
pick selected-block 7 {">}

1

print rejoin [
{<input type="hidden" name="original_height" wvalue="}
pick selected-block 8 {">}

1

print rejoin [
{<input type="hidden" name="original_otherinfo" value="}
pick selected-block 9 {">}

1

print [<INPUT TYPE="SUBMIT" NAME="Submit"
VALUE="Update Member Information">]

print [</FORM>]

print [</td></tr></table></center>]

print read %footer.html

quit

| added the above code to index.cgi. Notice that the above form points to edit.cgi, which actually does the
work of checking the password and processing the changes in the database. It has all the standard header
and read-cgi code, and then it uses a foreach loop to look for a database entry that has all the same data
as that submitted by the hidden items in the form above, and checks the original password in that entry. In
comparing the original password with that entered by the user, | also enabled an administrator password
"blahblah". | also added the code to email users their password, in case they've forgotten it (just send the
stored password to the email address contained in the database, for that entry):

#! /home/path/public_html/rebol/rebol -cs
REBOL []

print "content-type: text/html~r/"

print read %header.html

bbs: load %bb.db

read-cgi: func [/local data buffer] [
switch system/options/cgi/request-method [
"POST" [
data: make string! 1020
buffer: make string! 16380



while [positive? read-io system/ports/input buffer 16380] [
append data buffer
clear buffer
1
1
"GET" [data: system/options/cgi/query-string]
1
data
1

submitted: construct decode-cgi read-cgi
; get password from the entry submitted:

foreach message bbs [

if all [
find message submitted/original_username
find message submitted/original_date
find message submitted/original_address
find message submitted/original_phone
find message submitted/original_email
find message submitted/original_age
find message submitted/original_language
find message submitted/original_height
find message submitted/original_otherinfo

] [read-pass: message/10]

; save the old block:

old-message: to-block reduce [
submitted/original_username
submitted/original_date
submitted/original_address
submitted/original_phone
submitted/original_email
submitted/original_age
submitted/original_language
submitted/original_height
submitted/original_otherinfo
read-pass

; so that the original pass is not replaced by "blahblah":

either submitted/password = "blahblah" [
entered-pass: read-pass

11
entered-pass: submitted/password

1

; create the new entry for the database:

new-message: to-block reduce [
submitted/username
submitted/original_date
submitted/address
submitted/phone
submitted/email
submitted/age
submitted/language
submitted/height
submitted/otherinfo
entered-pass



; check the password, and replace:

if submitted/password <> "" [
either (
read-pass = submitted/password
) or (

submitted/password = "blahblah"
) I
foreach message bbs [replace message old-message new-message]
11
print {
<strong>Forgot your member password?</strong> <br><br>
It's being emailed to the address for this entry, right now...
Wait for this page to refresh, then <strong>check your email!
</strong>
}
print read %footer.html
wait 3
set—-net [user@website.com smtp.website.com]
send (to-email submitted/original_email) (to-string rejoin [
"Forgot your member password?" newline newline
trim {Someone was editing an entry with this email address,
but the incorrect password was used. Here is the correct
password, in case you've forgotten:}
newline newline read-pass
1)
1

1
save %bb.db bbs

; diplay the edited results on the main user page:

refresh-me: {
<head><title></title>
<META HTTP-EQUIV="REFRESH" CONTENT="0; URL=./index.cgi"></head>
}
print refresh-me
print read %footer.html

Here, | decided to add the backup code. What | did was create a folder for all previous versions of the
database text file to be saved as backups. Then | created a text file that contained the number of the
current backup file (to start out, that text file just contained the number 1). Then, | incremented that
number and saved it back to that number file. And finally, | saved a copy of the current database to a text
file with the current backup number appended to the filename. This code went right before bb.db was
saved in the CGl above:

backup-num: load %backup—-num.txt

backup-num: backup-num + 1

write %backup-num.txt backup-num

filename: to-file rejoin ["./backup/bb-" (to-string backup-num) ".txt"]
save filename bbs

The following code is basically a simpler version of the editing code above, which allows users to delete
an entry. All that's needed in this case is the username and password. All the other info is passed along to
delete.cgi as hidden fields. This code gets added to index.cgi:



if submitted/2 = "deleteitemnumber"

selected-block: pick bbs (
(length? bbs)

)

print [<font size=5>" Delete An Existing Member Account:"</font><hr>]

print [<FORM method="post"
print rejoin [
{<br> Your Name:
<input type=text s
first selected-block {
1
print [<br>" Member Passwo
same as when you creat
<br><input type=text s
1
print rejoin [
{<input type="hidden"
pick selected-block 1
]
print rejoin [
{<input type="hidden"
pick selected-block 2
1
print rejoin [
{<input type="hidden"
pick selected-block 3
]
print rejoin [
{<input type="hidden"
pick selected-block 4
1
print rejoin [
{<input type="hidden"
pick selected-block 5
1
print rejoin [
{<input type="hidden"
pick selected-block 6
1
print rejoin [
{<input type="hidden"
pick selected-block 7
]
print rejoin [
{<input type="hidden"
pick selected-block 8
1
print rejoin [
{<input type="hidden"
pick selected-block 9
]

print [<INPUT TYPE="SUBMIT
print [</FORM>]

print [</td></tr></table><
print read %footer.html

quit

[

(to-integer submitted/4) + 1

ACTION="./delete.cgi">]

<br>

ize="60" name="username" value="}
"><BR>}

rd (
ed the original account):
ize="60" name="password"><BR><BR>

name="original_username" value="}

{">}

name="original_ date" value="}

{">}

name="original_address" wvalue="}

{">}

name="original_phone" value="}

{">}

name="original_email" value="}

{">}

name="original_age" value="}

{">}

name="original_language" value="}

{">}

name="original height" value="}

{">}

name="original_ otherinfo" value="}

{">}

" NAME="Submit" VALUE="Delete Member Info">]

/center>]

Here's the code for delete.cgi, which the above form points to, and which does the actual work of deleting
the selected block from the database (it's basically a variation of the edit.cgi script above):



#! /home/path/public_html/rebol/rebol -cs
REBOL []

print "content-type: text/html*/"

print read %header.html

bbs: load %$bb.db

read-cgi: func [/local data buffer][
switch system/options/cgi/request-method [
"pOST" [
data: make string! 1020
buffer: make string! 16380
while [positive? read-io system/ports/input buffer 16380] [
append data buffer
clear buffer
1
1
"GET" [data: system/options/cgi/query-string]
1
data
1

submitted: construct decode-cgi read-cgi

foreach message bbs [

if all [
find message submitted/original_username
find message submitted/original_date
find message submitted/original_address
find message submitted/original_phone
find message submitted/original_email
find message submitted/original_age
find message submitted/original_language
find message submitted/original_height
find message submitted/original_otherinfo

] [read-pass: message/10]

1

old-message: to-block reduce [
submitted/original_username
submitted/original_date
submitted/original_address
submitted/original_phone
submitted/original_email
submitted/original_age
submitted/original_language
submitted/original_height
submitted/original_otherinfo
read-pass

1

if submitted/password <> "" [

if (
read-pass = submitted/password

) or (
submitted/password = "blahblah"

) I
backup-num: load %backup—-num.txt
backup-num: backup-num + 1
write %$backup-num.txt backup-num
filename: to-file rejoin [

"./backup/bb-" (to-string backup-num) ".txt"

1



save filename bbs
foreach message bbs [replace message old-message ""]

1

remove—each message bbs [

any [
message = [""]
(all [
message/l = "" message/2 = "" message/3 = "" message/4 = ""
message/5 = "" message/6 = "" message/7 = "" message/8 = ""
message/9 = ""

1

]
save %bb.db bbs

refresh-me: {
<head><title></title>
<META HTTP-EQUIV="REFRESH" CONTENT="0; URL=./index.cgi"></head>
}
print refresh-me
print read %footer.html

Creating the image upload page for step #4 in our outline was a bit of a challenge. That's because REBOL
has no built-in way to accept binary data from HTML forms (images, in this case), called "form-multipart"
data. | searched the mailing list and quickly found a solution at http://www.rebol.org/cqgi-
bin/cgiwrap/rebol/ml-display-thread.r?m=rmIKVSQ. Andreas Bolka's "decode-multipart-form-data" did
exactly what | needed. That function converts the data entered by a user, as well as the files they choose
and upload from their hard drive, into a friendly and easy to use REBOL object.

#! /home/path/public_html/rebol/rebol -cs
REBOL [Title: "HTTP File Upload"]

print "content-type: text/html”/"

print read %header.html

read-cgi: func [/local data buffer] [
switch system/options/cgi/request-method [
"POST" [
data: make string! 1020
buffer: make string! 16380
while [positive? read-io system/ports/input buffer 16380] [
append data buffer
clear buffer
1
1
"GET" [data: system/options/cgi/query-string]
1
data

1

; here's Andreas's magic function to read form/multipart data:

decode-multipart-form—-data: func [
p-content-type
p-post-data
/local list ct bd delim-beg delim-end non-cr non-1f non-crlf mime-part

11



list: copy I[1

if not found? find p-content-type "multipart/form-data" [return list]

ct: copy p—content-type
bd: join "--" copy find/tail ct "boundary="
delim-beg: join bd crlf
delim-end: join crlf bd

non-cr: complement charset reduce [ cr ]
non-1f: complement charset reduce [ newline ]
non-crlf: [ non-cr | cr non-1f ]

mime-part: [

( ct—-dispo: content: none ct-type: "text/plain" )
delim-beg ; mime-part start delimiter
"content-disposition: " copy ct-dispo any non-crlf crlf
opt [ "content-type: " copy ct-type any non-crlf crlf ]
crlf ; content delimiter
copy content
to delim-end crlf ; mime-part end delimiter
( handle-mime-part ct-dispo ct-type content )

1

handle-mime-part: func [
p-ct-dispo
p-ct-type
p—content
/local tmp name value val-p

p-ct-dispo: parse p-ct-dispo {;="}

name: to-set-word (select p-ct-dispo "name")
either (none? tmp: select p-ct-dispo "filename")
and (found? find p-ct-type "text/plain") [
value: content
11
value: make object! [
filename: copy tmp

type: copy p-ct-type

content: either none? p-content [none] [copy p-content]

1

either val-p: find list name

[change/only next val-p compose [(first next val-p) (value)]]

[ append list compose [ (to—-set-word name) (value) ] ]

1

use [ ct-dispo ct-type content ] [
parse/all p-post-data [ some mime-part "--" crlf ]

1

list

; now we can put the uploaded binary, and all the text entered by the

; user via the HTML form, into a REBOL object. we can refer to the
; uploaded photo using the syntax: cgi-object/photo/content

post-data: read-cgi

cgi-object: construct decode-multipart-form-data (
system/options/cgi/content-type copy post-data

)



; I created a "./files" subdirectory to hold these images. Now
; write the file to the web server using the original filename,
; but without any Windows path characters, and notify the user:

adjusted-filename: copy cgi-object/photo/filename
adjusted-filename: replace/all adjusted-filename "/" "-"
adjusted-filename: replace/all adjusted-filename "\" "-"
adjusted-filename: replace/all adjusted-filename " " "_"
adjusted-filename: replace/all adjusted-filename ":" "_"
adjusted-filename: to-file rejoin ["./files/" adjusted—fllename]
write/binary adjusted-filename cgi-object/photo/content
print [<strong>]

print {Upload Complete. }

print [</strong>]

print [<br><br>]

; now add an HTML link to this file, to the database:

bbs: load %bb.db
entry: copy []
link-added: rejoin [
{<a href = "} to-string adjusted-filename {" target=_blank>}
{<IMG align=baseline alt="" border=0 hspace=0 src="}
to-string adjusted-filename
{" width="160" height="120">} </a>
] ; display image inline
append entry link-added
foreach message bbs [
if (all [
cgi-object/username = message/1l
cgi-object/password = message/10
I
if ((length? message) < 11) [append message ""]
message/11l: entry

1

1
save %bb.db bbs

; show additions by refreshing the index.cgi page:

refresh-me: {
<head><title></title>
<META HTTP-EQUIV="REFRESH" CONTENT="0; URL=./index.cgi"></head>
}
print refresh-me
print read %footer.html

The last step in the outline was easy. | just used the code from the previous case study (the password
protected CGl text editor), and pointed it to the database text file. | also looped through the backup
directory and printed links to each of the files in that directory, so that any of the previous backup files
could be easily copied and pasted into the editor, to revert the database to a previous state.

#! /home/path/public_html/rebol/rebol -cs

REBOL []
print "content-type: text/html*/"
print [<HTML><HEAD><TITLE>"Edit Database!!!"</TITLE></HEAD><BODY>]

read-cgi: func [/local data buffer] |
switch system/options/cgi/request-method [
"POST" [



data: make string! 1020
buffer: make string! 16380
while [positive? read-io system/ports/input buffer 16380] [
append data buffer
clear buffer
1
1
"GET" [data: system/options/cgi/query-string]
1
data
1

submitted: decode-cgi read-cgi
; 1f schedule.txt has been edited and submitted:

if ((submitted/2 = "save") or (submitted/2 = "save")) [
; save newly edited schedule:
write %./bb.db submitted/4
print ["Database Saved."]
; print {<META HTTP-EQUIV="REFRESH" CONTENT="0; URL=./bb.db">}

quit

; if user is just opening page (i.e., no data has been submitted
; yet), request user/pass:

if ((submitted/2 = none) or (submitted/4 = none)) [

print [<strong>"W A RN I NG - Private Server, Login Required:"
</strong><BR><BR>]

print [<FORM ACTION="./editor.cgi">]

print [" Username: " <input type=text size="50" name="name"><BR><BR>]

print [" Password: " <input type=text size="50" name="pass'"><BR><BR>]

print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
print [</FORM>]
quit

1

; check user/pass, end if incorrect:

response: false
if ((submitted/2 = "username") and (submitted/4 = "password")) [
response: true

1

if response = false [print "Incorrect Username/Password." quit]
; if user/pass is ok, go on (backup before changes are made) :

cur-time: to-string replace/all to-string now/time ":" "-"
schedule_text: read %./bb.db
write to-file rejoin [
"./backup/" now/date "_" cur-time ".txt"
] schedule_text

; here's the form that lets the user edit the text:

print [<center>]

print [<strong>"Be sure to click [SUBMIT] when done:"</strong><BR><BR>]

print [<strong>" (This will OVERWRIGHT the current database!)"</strong>
<BR><BR>]

print [<FORM method="post" ACTION="./editor.cgi">]

print [<INPUT TYPE=hidden NAME=submit_confirm VALUE="save'">]

print [<textarea cols="100" rows="25" name="contents">]



print [schedule_text]

print [</textarea><BR><BR>]

print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
print [</FORM>]

print [</center>]

print {<br><br><br><br><br><br><br><br><hr>}

; here's a linked listing of all the backup files available for
; copy/paste:

foreach file (read %./backup/) [
print rejoin [
{<a href="./backup/} file {" target=_blank>} file {</a> }]
1
print [</BODY></HTML>]

That's it - the web site and all its features are complete! You can see a live demo at http:/quitarz.org/tester
and download the complete set of scripts in this case study at http://quitarz.org/tester/member board.zip.

10.13 Case 12 - A CGI Event Calendar

My friend liked the system above so much that we adapted it for use as an online classifieds page and
also as an event calendar listing on the same web site. For the calendar, we just changed the database
fields to: Event, Date/Time, Location, Contact Name, Contact Phone, Contact Email, Requirements. Links
and display text such as "Join Now" were simply changed to "Enter A New Event", etc.

The calendar was in use for quite a while and functioning beautifully, when my friend asked if | could
create an event page that actually looked like a normal calendar display, instead of just a list of events.
Ok, so here's how | broke down the basic creative process:

1. Design an HTML page that looks like a calendar. My guiding thought was that the CGl program
which printed this page would include a loop that runs through the days of the current month, and
prints HTML table rows and cells for each numbered day, one row per group of days Sunday-
Saturday.

2. For each day of the month printed in the table above, search through the database for dates that
match the current table cell being printed, and then print the event description (first item in the block
for that event), with a link to the event listing page.

As always, | began the process by looking for some existing code that may be useful in my design (it's
always a good idea to avoid reinventing the wheel). My work was immediately made easy, when |
searched for "calendar" at rebol.org. | quickly found the HTML calendar by Bohdan Lechnowsky, which
prints out an HTML calendar display for the current month. It uses a table design created by loops, much
like | had imagined. | read through Bohdan's code, made some comments as to what each section
accomplished, and made some changes to the design of the tables so that the calendar stretched to fit the
entire page of the browser. | also wrote a line of code to visually highlight the current day (so that today's
date is always printed in a unique color). You can see the original code at the link above, and here are my
tweaks and comments:

#! /home/path/public_html/rebol/rebol -cs

REBOL []

print "content-type: text/html*/"

print {<HTML><HEAD><TITLE>Event Calendar</TITLE></HEAD><BODY>}

; print month + year header:

date: now/date
html: copy rejoin [
{<CENTER><TABLE border=1 valign=middle width=99% height=99%>
<TR><TD colspan=7 align=center height=8%><FONT size=5>}



pick system/locale/months date/month { } date/year
{</FONT></TD></TR><TR>}

; print days header:

days : [ " Sun " "Mon " " Tue " "Wed" " Thu " "Fri " " Sat n ]
foreach day days [
append html rejoin [
{<TD bgcolor="#206080" align=center width=10% height=5%>
<FONT face="courier new, courier" color="FFFFFF" size="+1">}
day
{</FONT></TD>}
1

1
append html {</TR><TR>}

; print non-month days at the begining of month in gray:

sdate: date sdate/day: O
loop sdate/weekday // 7 + 1 [append html {<TD bgcolor=gray></TD>}]

; print every other day, with the current day in a unique color:

while [sdate/day: sdate/day + 1 sdate/month = date/month] [

append html rejoin [
{<TD bgcolor="#}
; I ADDED THIS CODE TO VISUALLY HIGHLIGHT THE CURRENT DAY:
either date/day = sdate/day ["AA9060"] ["FFFFFF"]
{" height=14% valign=top>} sdate/day
{</TD>}

]

if sdate/weekday = 6 [append HTML {</TR><TR>}]

1

; print non-month days at the end of month in gray:

loop 7 - sdate/weekday [append html rejoin [{<TD bgcolor=gray></TD>}]]
; finish and print:

append html {</TR></TABLE></CENTER></BODY></HTML>}
print html

With step 1 in my outline done, | completed the second and last step by adding the code below. It was
really simple. First, | created a variable called "event-labels" which would hold any events in the database
that occurred on a given day. | put this inside Bohdan's while loop, which ran through each day of the
month and printed the calendar table cells for each separate day). | used a foreach loop to compare each

date found in the database to the current date being added to the calendar. If there's a match, "event-

labels" is rejoined with the first item in the event entry (the description of the event), and linked to the event
display. The string of text in event-labels is then later printed into the table, within the current day's cell.

while [sdate/day: sdate/day + 1 sdate/month = date/month] [
event-labels: {}
foreach entry bbs [
date-in-entry: 1-Jan-1001
attempt [date-in-entry: (to-date entry/3)]
if (date-in-entry = sdate) [
event-labels: rejoin [
{<font size=1>}
event-labels



"<strong><br><br>"

{<a href="http://website.com/path/calendar">}
entry/1

{</a>}

"</strong>"

{</font>}

That's it! Here's the whole script:

#! /home/path/public_html/rebol/rebol -cs

REBOL []

print "content-type: text/html*/"

print {<HTML><HEAD><TITLE>Event Calendar</TITLE></HEAD><BODY>}

bbs: load %bb.db

date: now/date

html: copy rejoin [
{<CENTER><TABLE border=1 valign=middle width=99% height=99%>

<TR><TD colspan=7 align=center height=8%><FONT size=5>}

pick system/locale/months date/month { } date/year
{</FONT></TD></TR><TR>}

1

days : [ " Sun " "Mon " " Tue " "Wed" " Thu " "Fri " " Sat n ]
foreach day days [
append html rejoin [
{<TD bgcolor="#206080" align=center width=10% height=5%>
<FONT face="courier new, courier" color="FFFFFF" size="+1">}
day
{</FONT></TD>}
1

1
append html {</TR><TR>}

sdate: date sdate/day: O
loop sdate/weekday // 7 + 1 [append html {<TD bgcolor=gray></TD>}]

while [sdate/day: sdate/day + 1 sdate/month = date/month] [
event-labels: {}
foreach entry bbs [
date-in-entry: 1-Jan-1001
attempt [date-in-entry: (to-date entry/3)]
if (date-in-entry = sdate) [
event-labels: rejoin [
{<font size=1>}
event-labels
"<strong><br><br>"
{<a href="http://website.com/path/calendar">}
entry/1
{</a>}
"</strong>"
{</font>}

1

1

append html rejoin [
{<TD bgcolor="#}



1

either date/day = sdate/day ["AA9060"] ["FFFFFF"]
; HERE, THE EVENTS ARE PRINTED IN THE APPROPRIATE DAY:
{" height=14% valign=top>} sdate/day event-labels
{</TD>}

]

if sdate/weekday = 6 [append html {</TR><TR>}]

loop 7 - sdate/weekday [append html rejoin [{<TD bgcolor=gray></TD>}]]

append html {</TR></TABLE></CENTER></BODY></HTML>}
print html

10.14 Case 13 - Ski Game, Snake Game, and Space Invaders Shootup

The Textris project was entertaining and educational, so I'm motivated to create another simple game. For
this case study, | wanted to create a game that demonstrated more graphic techniques, instead of using
text. | found a nice game tutorial at http://gm2d.com/2009/02/simple-flash-game-in-haxe. That game was
written in another programming language, but does provide a nice example to emulate in REBOL.

In the Ski Game, the player is represented by a graphic that can be moved side to side across the top of
the screen. Randomly placed tree images scroll up the screen, into the path of the skier. The goal is to
avoid hitting trees for as long as possible. The longer the skier stays alive, the higher the score.

| began thinking through a plan of attack with this outline:

1.

First, I'll need some images to use in the game. The tutorial link above contains open source
graphics. I'll use the binary embedder provided earlier in this tutorial to import and use those
graphics in the code of this game.

I'll need to build a screen full of scrolling trees. To do that, here's some pseudo code, and a
description of my imagined code outline: I'll create a graphical playing area using a 'draw' block on
a 'view layout' window. To create a set of trees at various locations, I'll use a 'for' loop and the
'random’ function to build up a block of the necessary enumerated coordinate positions, image data,
etc. To move the trees, I'll use 'feel engage' on the draw block. Whenever a given amount of time
has passed (some milliseconds, tested with a 'time' action in the engage loop), I'll increment the
coordinate position of every tree, and increment the score. The majority of the program will run in
this timer loop, so that the trees continuously move up the screen. If any of the trees reach the top
of the screen, I'll remove them from the draw block, and replace them with new ones at random
horizontal positions at the bottom of the screen. That will give the appearance of an endless hill of
scrolling trees, and a continually counted score.

I'l need a player graphic. Side to side movement of that graphic needs to be controlled by the
player, either via key strokes or mouse movements. | can either check for 'key actions in the
engage loop above, or continuously check mouse position using the 'all-over' view feel option. If a
movement left is detected, display a left facing skier graphic and update his position 1 pixel to the
left (current-position - 1x0). If a movement right is detected, display a right facing graphic and
update his right position 1 pixel to the right.

I'll need to check for collisions and end the game if the skier hits a tree. That'll involve comparing
the positions of the skier graphic with those of all the tree graphics, in every iteration of the timer
loop above.

For step one, | used Windows Paint to modify the right and left facing skier images that | found at the web
site above. | created my own tree graphic by editing a simple line drawing found with Google. Using the
binary embedder from earlier in this tutorial, | converted those images to the following REBOL code:

tree: load to-binary decompress 64#{

eJzt18sNwjAQBFDTBSVw5EQBNnLjOE1XRngmBQE j8Wa/3M40YOZKBKHkaWwTO1/sh
jDkNx3N6HI7LcOzCEfnz/9v5cMnEai7l j4mokT9C7XczUsrhvGSkub6RkgDIbHAEPO
2EiIMBdMDuaOWZCSL91bQvCsSY4MHEQumXz7ydVi3xgltYvEKboexzVS1lpTa61l4d
NonpUauIvl76dX0ZTRgJ1VgzN125A3gkGwldlbkrNFqqedQfEIO02AUIP jDeMpac/



ShKeTXylROqCIm1XRFd9zkQoh4tp+GpglSTnLnum4HTEzK/gjpmTpDxSAS1HFqQYU
EE/8nddG9n+9LIm8t 90eIEra2JZWDRSG4VEioaOQUFCZFqv/aMQh2Rf790EnGgcJU
SVAerO0Bhcp7/epVIvkHzBHjPfz+XSe6BwryC5gmQOno3mAY3tpba2KAAA

}

skier-left: load to-binary decompress 64#{
eJyNO0U80g2EcB/DvNrz+E5fJZSmREfIE j76h3NelAIspyMQf1pJDFU/KOlcQmSnGa
A3PYkvInB3kvuyzlgJolh+fCRUgq5iBvP8+51TvKrX33ep+/zp9/b2Tthhl6zvGt5
W3nX8TYhS1//MOGnSjNEa/AUxd0UVQ3raL9IYbBvA20BI9Q0DgB6fAuj1l08Yi97D
Hr3F5EQYSss20rrWEFo5xB+VO5Vx/skvnxmQbDCFvxcjMJI/b0s6LAZXGA300Zt Tt
PW3WbJImDeMC8algE903bTBFI9YvGhrOKSueyEQpu9ri60vQFXFgqPMx1K+sNWrdOh
73Y/uMr85fKdcIrJ0z6vxSEfsYVS5KCU2JEPNI1IDOdFZ65AfXwD+HsKdAZiiLdgtvt
Hh65E5Z2k1TGmDVvWLgxxKk jAivwt 7XxhJEvIsrCY8ikLsO0Tj3yGeCKaQtdsX9£fv3G
N1jCJIdyv841HJkNriiM7Li290IDV0jcU8kuIHaiPLEDEsGI9DQYxiQTi0A8sBpEvh
OT65GmBYH9JIx5nf8TFFUF£5Z2X2hFdG1uAgAA

}

skier-right: load to-binary decompress 64#{
eJxz8s1jYgCDMiDWAGIJINYCYkYGFrD4DOYGOBBAMBn4++Yz6HjVMSgY1loP5gWdu
M/gHTmCwNut 1KJ2616F03VUGp3XnGGo+/mGILVnMoFkwhaHm7GcGz4m7GbABFwST
eQWSNXMObM+3DAwlULbmEgaWXih75QUGzvkQJIstMBwbPRRA2L1D5yS8QNudioNQF
gNYPDEXAZRCtDg78c6Fa7wZK3Ycq94003L1£fAcLWigpctUsZzHTS j5Jd+17NAKS6
3HnXk6jHSiBF 7sUmxi7Gl19VAZrqVOxsZuTirg8TTS0gAQs5FIPFOBhYXFkgog/zg
7gJ1gq5SXpaWVF4091ZKuX16eV14AZLIfKS82LzYuB2nlOFxXxWX15ubA6ytml1KWU65
cXExkM1091NNR3g5eTFQPYfHE7YT6cX1JgcYGI7cPMAOMtKhgcHIWESFBuPycgOG
BoYKt180DL4gjccY2HSAfr4BVMvgAwyazwwsXSA7ORgY2BQYeH+Cw+sAKPo5SwEHj
kQAO/GZwIIHDgc0AaxQSBAAFOXD7bgIAAA==

}

For all the rest of the steps in my initial outline, | organized my pseudo code thoughts into a general code
outline. Since this program is all about a visual interface and event handling, | could use a very basic
graphic and event handling code structure to begin filling out. Here's a simple skeleton:

; (Include the above graphic code here)

; Define some variables to start with (i.e., initial score = 0, etc).

; Create a "board" block to hold image information for all graphics

; to be display on screen. Skier image should be first, then the trees.
; Use a "for" loop to create the data:

for i 1 20 1 [
; Add tree image data to the block described above. Use the "random"
; function to come up with 20 random coordinate locations.

; Here's a basic screen layout structure with draw block, timer and
; key action detection, and the outline ideas above written into the
; appropriate areas of code:

view layout [
scrn: box effect [draw board] rate 0 feel [
engage: func [f a e] [
if a = 'key [
; Move skier graphic left-right
1
if a = '"time [
; Scroll the tree graphics upward.
; Remove any trees that go past the top of the screen.
; Replace removed trees with new trees at the bottom
; of the screen.
; Check for collisions and end the game if skier hits
; a tree.



; Update the score.

1
1

; Display a score in the GUI using some sort of text widget

Next, | fleshed out the code structure above with more detailed thoughts about how to accomplish
everything in the initial descriptive outline. No actual code yet - just thoughts about how to accomplish
each of the outline ideas, in the appropriate areas of the code structure. Here are my thoughts:

; (Include the above graphic code here)
; Define some variables to start with:

; I need to generate some random position coordinates. Prepare (seed)
; the 'random function.

; All the items on the screen will be kept in a block (I'll call it
; "board"). Start with the code needed to display the skier image
; in a draw block. The block should contain the following info for
; each image:

the draw function 'image',

the coordinate position of the graphic,

the actual binary image data,

the transparency color (black), so the edges of the images
don't appear square (i.e., so the black outer frame corners of
the image file disappear by blending into the background).

; Now add twenty trees to the above block, to appear at random places
; on the screen:
for i 1 20 1 [

; Assign a random coordinate to the variable 'pos', within the
; bounds of the playing screen.

; Shift every image position down 300 pixels, so the user
; has a moment to see them coming, and to get situated at the
; beginning of the game.

; Put each image into the "board" block described above.

; We now have a block of images that can be displayed on screen
; using 'draw' (see the '2D Drawing, Graphics, and Animation'
; section earlier in this tutorial).

; Center the GUI window, and get rid of the standard 20 pixel
; gray padding around the edges ('layout/tight'):

view center-face layout/tight [

; Set the color of the screen white like snow, and set the
; size of the playing area:



scrn: box white 600x440 effect [draw board] rate 0 feel [
engage: func [f a e] [
if a = 'key [
if e/key = 'right [

; The second item in the block created above will
; be the position coordinate of the skier graphic.
; If the right arrow key has been pressed, add 5

; to the horizontal portion of that position

; coordinate.

; The third item in the graphic block is the

; actual graphic data used to display the skier.
; If the right arrow key has been pressed, that
; data should be replaced with the right facing
; skier graphic.

1
if e/key = 'left [

; Same as the section above, but for the left key.

1

; Now that the data block has been updated with position
; and graphics alterations, show them on screen:

show scrn

1

if a = '"time [

; Everything in this block happens each time a timer
; action is detected in the feel block of the draw

; function above (currently, the rate is set to O

; seconds, so all this code just keeps looping).

; First, move the trees up 5 pixels each.

; I'm going to need to deal with every item in the

; graphic block, sometimes removing and adding items.
; To make the whole process easier, I'm going to

; build a new copy of the changed block from scratch.

; I'll loop through each item in the existing block

; and check for the pair items (remember, there are 4

; items for each image ('image, coordinate pos, graphic
; data, and transparency color)). Remember also that

; the first graphic in the block is the skier character.
; When working with tree graphics, we want to be sure to
; skip over the first four items in the block:

foreach item board [

; Looping through the existing graphic block,

; subtract 0x5 from each tree's position (move each
; one up 5 pixels). Append those new coordinate

; positions, along with every other item, in order,
; into the new block:

either all [

; If the item is a coordinate,
; and we're not dealing with the first 4 items:



4

4

; Add the new coordinate position
; (old position + 5) to the new block.

; Otherwise, add all other items to the new block,
; as is (i.e., we're not changing the image or
; transparency data).

; If the newly added coordinate is higher than the
; top of the screen, remove all 4 of its items from
; the new block (i.e., remove the tree graphic from
; the game).

Now copy the new block back to the "board" variable.

If any tree graphics have been removed from the top

of the screen, replace them with new graphic

data in the block. We can check for removals by
looking at the length of the data block. It should

be 84 items long (1 skier + 20 trees = 21*4, or 84
items long). Coordinates of the new trees should be
at random horizontal locations along the bottom of

the screen (i.e., somewhere along (random)x440 pixels).
Append the new graphic data to the "board" block.

Collision Detection:

Check to see if skier position is within range of ANY
tree position. Use a foreach loop to make

comparisons. To ensure we're not detecting the

skier colliding with himself, use a copy of the board
without the first 4 items. To check if images are
touching, we need to consider the sizes and shapes of
both the tree and skier graphics. I came up with the
following measurements: If the top left corner of the
skier image is within -40 and +15 horizontal pixels and
5 to 30 vertical pixel, they will be touching.

This is an imperfect estimate that I came up with after
some trial and error eyeballing the images, which
considers the fact that we're starting calculations
from the top left corner of each differently sized
square image file.

The calculation should check to see if horizontal

skier position - horizontal tree_position is within
that range of pixels.

I'll build a new block of data to perform the
comparison, which has the skier items removed:

collision-board: remove/part (copy board) 4
foreach item collision-board [

if (type? item) = pair! [
if all [

"item/1" and "item/2" refer respectively to
; horizontal and vertical components of the



; tree coordinate being checked (the x and y
; values in the coordinate). "board/2/1" and
; "board/2/2" refer to the position of the

; skier graphic (remember, the skier's

; current position is always the second item

; in the block). The calculations in this
; section will check the ranges described
; above.

; If the above calculations evaluate to true,
; alert the user and end the game.

; Every time through the loop, increase and update the
; score display.

; Put the text label "Score:" at the top left corner of the screen.

; The game score updated in the code above can just be contained in
; another text widget. Assign that widget the word label "score".

; To make 'key actions work in the engage code above, the following
; stock line needs to be added to the layout:

do [focus scrn]

1

Finally, I filled in the pseudo code outline above with actual working code that completed each pseudo
code thought:

; (Include the above graphic code here)
; Define some variables to start with:
the-score: 0

; I need to generate some random position coordinates. The following
; line is stock REBOL code to ensure that numbers are actually random:

random/seed now

; All the items on the screen will be kept in a block.
; Start with the code needed to display the skier image
; in a draw block (black is the transparent color):

board: reduce ['image 300x20 skier-right black]

; Now add twenty trees to the above block, to appear at random places
; on the screen:

for i 1 201 [

; Assign a random coordinate to the variable 'pos', within the
; bounds of the playing screen:



pos: random 600x540

; Shift every image position down 300 pixels, so the user
; has a second to see them coming, and to get situated at the
; beginning of the game:

pos: pos + 0x300
; Put each image into the block above:

append board reduce ['image pos tree black]

; We now have a block of images that can be displayed on screen
; using 'draw' (see the '2D Drawing, Graphics, and Animation'
; section earlier in this tutorial).

; Center the GUI window, and get rid of the standard 20 pixel
; gray padding around the edges ('layout/tight'):

view center-face layout/tight [

; Set the color of the screen white like snow, and set the
; size of the playing area:

scrn: box white 600x440 effect [draw board] rate 0 feel [
engage: func [f a e] [
if a = 'key [
if e/key = 'right [

; The second item in the block created above is
; the position coordinate of the skier graphic.
; If the right arrow key has been pressed, add 5
; to the horizontal portion of that position

; coordinate:

board/2: board/2 + 5x0

; The second item in the graphic block is the

; actual graphic data used to display the skier.
; If the right arrow key has been pressed, that
; data should be replaced with th right facing

; skier graphic:

board/3: skier-right
1
if e/key = 'left [

; Same as the section above, but for the left key:

board/2: board/2 - 5x0
board/3: skier-left

; Now that the data block has been updated with position
; and graphics alterations, show them on screen:
show scrn

1

if a = 'time [

; Everything in this block happens each time a timer



; action is detected in the feel block of the draw
; function (currently, the rate is set to 0 seconds,
; so this code all just keeps looping).

; First, move the trees up 5 pixels each.

; I'm going to need to deal with every item in the

; graphic block, sometimes removing and adding items.
; To make the whole process easier, I'm going to

; build a new copy of the changed block from scratch:

new-board: copy []

; Now I'll loop through each item in the existing block
; and check for the pair items (remember, there are 4

; items for each image ('image, coordinate pos, graphic
; data, and transparency color)). Remember also that

; the first graphic in the block is the skier character.
; When working with tree graphics, we want to be sure to
; skip over the first four items in the block:

foreach item board [

; Looping through the existing graphic block,

; subtract 0x5 from each tree's position (move each
; one up 5 pixels). Append those new coordinate

; positions, along with every item, in order, into
; the new block:

either all [
; If the item is a coordinate:
((type? item) = pair!)

; and we're not dealing with the first 4 items:
; (after we're done with this loop, 4 items will
; have been added to the new block):

((length? new-board) > 4)

; Add the moved up position to the new block:

append new-board (item - 0x5)

11
; Add all other items to the new block:

append new-board item

; If the newly added coordinate is higher than the
; top of the screen, remove all 4 of its items from
; the new block (i.e., remove the tree graphic from
; the game):

coord: first back back (tail new-board)
if ((type? coord) = pair!) [
if ((second coord) < -60) [
remove back tail new-board
remove back tail new-board
remove back tail new-board
remove back tail new-board



; Now copy the new block back to the "board" variable:
board: copy new-board

; If any tree graphics have been removed from the top

; of the screen, replace them in the with new graphic

; data in the block. We can check for removals by

; looking at the length of the data block. It should

; be 84 items long (1 skier + 20 trees = 21%*4, or 84

; items long). Coordinates of the new trees should be

; at random horizontal locations along the bottom of

; the screen (i.e., somewhere along (random)x440 pixels):
; Append the new graphic to the screen:

if (length? new-board) < 84 [
column: random 600
pos: to-pair rejoin [column "x" 440]
append board reduce ['image pos tree black]

; Collision Detection:

; Check to see if skier position is within range of ANY

; tree position. Use a foreach loop to make

; comparisons. To make ensure you're not detecting the

; skier colliding with himself, use a copy of the board

; without the first 4 items. To check if images are

; touching, we need to consider the sizes and shapes of

; both the tree and skier graphics. I came up with the

; following measurements: If the top left corner of the
; skier image is within -40 and +15 horizontal pixels and
; 5 to 30 vertical pixel, they will be touching.

; This is an imperfect estimate that I came up with some
; trial and error eyeballing of the images, and which

; considers the fact that we're starting the calculations
; from the top left corner of each differently sized

; image.

; The calculation should check to see if horizontal

; skier position - horizontal tree_position is within

; that range of pixels.

collision-board: remove/part (copy board) 4
foreach item collision-board [
if (type? item) = pair! [
if all [

; "item/1" and "item/2" refer respectively to
; horizontal and vertical components of the

; tree coordinate being checked (the x and y
; values in the coordinate). "board/2/1" and
; "board/2/2" refer to the position of the

; skier graphic (remember, the skier's

; current position is always the second item
; in the block). The calculations below

; check the ranges described above:

((item/1 - board/2/1) < 15)
((item/1 - board/2/1) > -40)



((board/2/2 - item/2) < 30)
((board/2/2 - item/2) > 5)

; Alert the user and end the game:

alert "Ouch - you hit a tree!"
alert rejoin ["Final Score: " the-score]

quit

; Every time through the loop, increase and update the
; score display:

the-score: the-score + 1

score/text: to-string the-score

show scrn

1

1

1

; Put the word "Score:" at the top left corner of the screen:
origin across h2 "Score:"

; Here's the game score text which is updated in the code above,
; It's just a text header widget, assign the word label "score":

score: h2 bold "000000"

; To make 'key actions work in the engage code above, the following
; stock line needs to be added to the layout:

do [focus scrn]

1

Here's the final game, with comments removed:

REBOL []

tree: load to-binary decompress 64#{
eJzt18sNwjAQBFDTBSVw5EQBNLjOQE1XRngmBQE j8Wa/3M40YOZKBKHkaWwTO1 /sh
jDkNx3N6HI7LcOzCfnz/9v5cMnEai7l j4mokT9C7XczUsrhvGSku6RkgDIbHAEPO
2EiIMBdMDuaOWZCSL91bQvCsSY4MHEQumXz7ydVi3xgltYvEKboexzVS1lpTa614d
NonpUauIvl76dX0ZTRgJ1VgzN125A3gkGwldlbkrNFqqedQfEIO02AUIP jDeMpac/
ShKeTXylROqQCIm1XRFd9zkQoh4tp+GpglSTnLnum4HTEzK/gjpmTpDxSAS1HFqQYU
EE/8nddG9n+9LIm8t 90eIEra2JZWDRSG4VEioaOUFCZFqv/aMQh2Rf790EnGgecJU
SVAerO0Bhcp7/epVJIvkHzBHjPfz+XSe6BwryC5gmQOno3mAY3tpba2KAAA

}

skier-left: load to-binary decompress 64#{
eJyNO0U80g2EcB/DvNrz+E5£JZSmREfIEj76h3NelAIspyMQOf1pJDFU/KOlcOmSnGa
A3PYkvInB3kvuyzlgJolh+fCRUg5iBvP8+51TvKrX33ep+/zp9/b2Tthhl6zvGt5
W3nX8TYhS1//MOGnSjNEa/AUxdOUVQ3raL9IYbBvA20BI9Q0DgB6£fAujl108Yi97D
Hr3F5EQYSss20rrWEFo5xB+VO5Vx/skvnxmQbDCFvxcjMJI/b0s6LAZXGA300Zt Tt
PW3WbJImDeMC8algE903bTBFI9YvGhrOKSueyEQpu9ri60vQFXFgPMx1K+sNWrdOh
73Y/uMr85£fKdcIrJ0z6vxSfsYV5S5KCU2JEPNI1D9dFZ65AfXwD+HsKdAZiiLdqgtvt
Hh65E5Z2k1TGmDVWLgxxKk jAivwt 7XxhJEvIsrCY¥8ikLs0Tj3yGeCKaQtdsX9£fv3G
N1jCJIdyv841HJkNriiM7Li290IDV0jcU8kuIHaiPLEDEsGI9DQYxiQTi0A8sBpEvh
OT65GmMBYH9Jx5nf8TFFUF£5Z2X2hFdG1uAgAA



}
skier-right: load to-binary decompress 64#{
eJxz8s1jYgCDMiDWAGIJINYCYkYGFrD4DOYGOBBAMBn4++Yz6HjVMSgY1loP5gWdu
M/gHTmCwNut1KJ2616F03VUGp3XnGGo+/mGILVnMoFkwhaHm7GcGz4m7GbABFwST
eQWSNXMQObM+3DAwlULbmEgaWXih75QUGzvkQJIstMBWbPRRA2L1D5yS8QNudioNQF
gNYPDEXAZRCtDg78c6Fa7wZK3Ycq94003L1£fAcLWigpctUsZzHTS j5Jd+17NAKS6
3HnXk6jHSiBF 7sUmxi7Gl19VAZrqVOxsZuTirg8TTS0gAQs5SFIPFO0BhYXFkgog/zg
7g9J1g5SXpaWVF4091ZKuX16eV14AZLIfKS82LzYuB2nl1lOFXWX15ubA6ytml1KWU65
cXExkM1091NNR3g5eTFQPYfHE7YT6cX1JgcYGI7cPMAOMtKhgcHIWESFBuPycgOG
BoYKt180DL4gjccY2HSAfr4BVMvgAwyazwwsXSA7ORgY2BQYeH+Cw+sAKPo5SwEHj
kQAO/GZwIIHDgc0AaxQSBAAFOXD7bgI ==
}
random/seed now
the-score: 0
board: reduce ['image 300x20 skier-right black]
for i 1 201 [
pos: random 600x540
pos: pos + 0x300
append board reduce ['image pos tree black]
]
view center-face layout/tight [
scrn: box white 600x440 effect [draw board] rate 0 feel [
engage: func [f a e] [
if a = 'key [
if e/key = 'right [
board/2: board/2 + 5x0
board/3: skier-right
]
if e/key = 'left [
board/2: board/2 - 5x0
board/3: skier-left
1
show scrn
1
if a = 'time [
new-board: copy []
foreach item board [
either all [
((type? item) = pair!)
((length? new-board) > 4)
11
append new-board (item - 0x5)
110
append new-board item
1
coord: first back back (tail new-board)
if ((type? coord) = pair!) [
if ((second coord) < -60) [
remove back tail new-board
remove back tail new-board
remove back tail new-board
remove back tail new-board

1
1
board: copy new-board
if (length? new-board) < 84 [

column: random 600

pos: to-pair rejoin [column "x" 440]

append board reduce ['image pos tree black]
1
collision-board: remove/part (copy board) 4
foreach item collision-board [



if (type? item) = pair! [
if all [

((item/1 - board/2/1) < 15)
((item/1 - board/2/1) > -40)
((board/2/2 - item/2) < 30)
((board/2/2 - item/2) > 5)

11

alert "Ouch - you hit a tree!"
alert rejoin ["Final Score: " the-score]

quit

1
]
the-score: the-score + 1
score/text: to-string the-score
show scrn

]
]
origin across h2 "Score:"
score: h2 bold "000000"
do [focus scrn]

10.14.1 Addendum

It should be noted that | did lots of trial and error coding along the way, while writing and testing this
program. One thing that | tried initially was to have the skier move left-right by following left-right mouse
gestures. | scrapped that idea because my code performed too slowly for this application, but the resulting
code may still be useful in other projects. It's included here for completeness.

| defined this starting variable at the beginning of the program:

mouse-pos: 0x0

and added this code to the "feel" block, directly beneath the "engage" function:

over: func [f a p] [
if not mouse-pos = p [ ; i.e., if mouse has moved

either p/l1 > mouse-pos/l1 [ ; true = mouse has moved right
; update the skier image data in the "board" block:
board/3: skier-right

11
board/3: skier-left

1

; set skier's position based on the column position of the

; mouse:

board/2: to-pair rejoin compose [(p/1 - 35) "x" 20]

mouse—-pos: p

show scrn

In order for the REBOL to continuously check for mouse events, the following "all-over" option must be
added to the 'view layout' code:



view/options layout [...] [all-over]

Remove the key action code in the engage function, and replace it with the above changes. The skier will
move left-right based upon left-right movements of the mouse.

Another way to accomplish the same goal, without using the "all-over" option, is to use the feel "detect”
function:

detect: func [f e] [
if e/type = 'move [
p: e/offset
if not mouse-pos = p [
either p/1 > mouse-pos/1 [
board/3: skier-right
11
board/3: skier-left
1
board/2: to-pair rejoin compose [(p/1 - 35) "x" 20]
mouse-pos: p
show scrn

—

That type of mouse control wasn't the best solution here, but could certainly be useful in other programs.
10.14.2 Snake Game

Below is the code for the classic "Snake" game. The point of the snake game is to move a snake image
around the screen, devouring a food pellet that appears at random locations. Every time you eat a pellet,
your snake body grows by one unit. Avoid hitting the edge of the playing field, and avoid hitting your own
body for as long as possible.

Notice that the code outline for this program is nearly identical to that of the ski game:

1. Embed the images needed to display snake sections and food pellets (for this example, | used
simple green and red button images created using the "to-image" and "layout" functions, but that
can be easily changed).

2. Set some initial variables (starting score, random starting coordinates, initial values for flags used
throughout the program, etc.).

3. Create a board block to hold the image data and coordinates of the snake sections and food
images.

4. Display the playing board in a "view layout" draw block, and move game play along by continuously
checking for "feel engage" time and key events.

5. Change the direction the snake moves every time a key is pressed. Adjust snake coordinates
(move the snake section images), and adjust the score, every time a timer event occurs (15 times
per second). As in the ski game, create a temporary block to copy and adjust all the new snake
coordinates (move the head of the snake to a new adjacent location, then move each consecutive
section of the snake to the previous location of its adjoining section).

6. Check for collisions by comparing coordinate positions of the snake sections with other items on
the board. End the game if the snake collides with a wall, or itself. Whenever the snake collides
with a food image, move the food image to a new random coordinate, and add a new snake section
image to the board (append an image to the board block, to increase the length of the snake).

REBOL [Title: "Snake Game"]



snake: to-image layout/tight [button red 10x10]
food: to-image layout/tight [button green 10x10]
the-score: 0 direction: 0x10 newsection: false random/seed now
rand-pair: func [s] [

to-pair rejoin [(round/to random s 10) "x" (round/to random s 10)]
1
b: reduce [

'image food ((rand-pair 190) + 50x50)

'image snake ((rand-pair 190) + 50x50)
]
view center-face layout/tight gui: [

scrn: box white 300x300 effect [draw b] rate 15 feel [

engage: func [f a e] [
if a = 'key [

if e/key = 'up [direction: 0x-10]
if e/key = 'down [direction: 0x10]
if e/key = 'left [direction: -10x0]

if e/key = 'right [direction: 10x0]

if a = '"time [
if any [b/6/1 < 0 b/6/2 < 0 b/6/1 > 290 b/6/2 > 290] [
alert "You hit the wall!" quit

if find (at b 7) b/6 [alert "You hit yourself!" quit]
if within? b/6 b/3 10x10 [
append b reduce ['image snake (last b)]
newsection: true
b/3: (rand-pair 290)
]
newb: copy/part head b 5 append newb (b/6 + direction)
for item 7 (length? head b) 1 [
either (type? (pick b item) = pair!) [
append newb pick b (item - 3)
11
append newb pick b item
]
]
if newsection = true [
clear (back tail newb)
append newb (last b)
newsection: false
]
b: copy newb
show scrn
the-score: the-score + 1
score/text: to-string the-score

1
1

origin across h2 "Score:"
score: h2 bold "000000"
do [focus scrn]

10.14.3 Obfuscation

Just for fun, | created an obfuscated (unreadable) version of the snake program. REBOL is such a

malleable language that it's possible to create unbelievably compact code. | was able to squash the above

2030 bytes of nicely formatted code into the following 771 bytes of pure REBOL fury:



do[p: :append u: :reduce k: :pick r: :random y: :layout q: 'image z: :if
g: :to—-image v: :length? x: does[alert join{SCORE: }[v b]lquit]s: g y/tight
[btn red 10x10]Jo: g y/tight[btn tan 10x10]d: 0x10 w: 0 r/seed now b: u[gq
o(((r 19x19)* 10)+ 50x50)g s(((r 19x19)* 10)+ 50x50) ]view center-face
y/tight[c: area 305x305 effect[draw b]rate 15 feel[engage: func[f a e][z a
= 'key[d: select u['up 0x-10 'down 0x10 'left -10x0 'right 10x0]e/keylz a
= 'time[z any[b/6/1 < 0 b/6/2 < 0 b/6/1 > 290 b/6/2 > 290] [x]z find(at b
7)b/6[x]z within? b/6 b/3 10x10[p b u[g s(last b)]Jw: 1 b/3:((r 29x29)*

10) ]n: copy/part b 5 p n(b/6 + d)for i 7(v b)l [either(type?(k b i)=
pair!)[p n k b(i - 3)][p n k b i]]z w = 1l[clear(back tail n)p n(last b)w:
O]b: copy n show c]]ldo[focus c]]]

The above code is a fully functional snake program (go ahead, paste it into the interpreter...). | created it
by renaming functions using single-letter labels (r: :random, p: :append, etc.). Any function that was used
several times in the program got renamed. | also removed any spaces which surrounded parentheses or
brackets. Line breaks are included only so that the code fits inside this web page - otherwise, they're not
necessary. There's not much practical purpose to obfuscating code in this way, but it can be used to
impress all your friends who don't know REBOL :)

10.14.4 Space Invaders Shootup

Below is an extremely simple variation of the classic Space Invaders game idea. Compare the code
outline of this program with that of the previous games, and notice again the similar structure: embedded
image definitions, game board block creation, view layout draw display, "feel engage" key and time event
loops, coodinate calculations to move game images and to detect collisions, etc. Notice also the
"system/view/caret: none" and "system/view/caret: head f/text" code before and after each "show scrn”.
This erases the text caret (small vertical line) that appears in a face whenever the "focus” function is
called:

REBOL [title: "Space Invaders Shootup"]

alienl: 1load to-binary decompress 64#{
eJx9UzFLQzEQjijUOognHTIVhCdOcXJ1lkLe3g7SbFKcsWQoWZ 7MFhNKxgOPpH3Cx
WbKUQpPoUNCOPim1Q+kPkCJekvEONTx7cL17d8133+XywvL+FrFyhVpCPUY9QNOg
LnG7ScjjrtM98iedToeM3kbW7/£71k4/p6R+USe9Xo/UqjUbi94 jMhgMrL/8XpLm
ZZP4spPyzxVTT35MM2ZirdvFYuddM7GP2M483Fa8£f8w00/Vy24yzo8RXipfImdb8
kJIxwrdJ7K4gxiSs7/09czYpdW6vesI+AtrEKQ7ScDP1LHO/aNQ8huzaVeSDaHrNi
3I1BjDI6mqVsWvIAOE5Z2J20t 1UTuAKHMqoS5kHOt 9UPMPO0sm3TUSPHAHQVIZMs3v
QZTPmrMAQA j6ZX0SUt kwPKRw10KQON1exCDOVR4fpclGq76KNZC2mOPiG681i5gAw
ZusVJEAh5J0jBzrEGQYC2dncuh7+y83d7ASVAuSMpAQgkT9+3Gg3Q+wHI2AZSAFm
1+99FzMQkz11VUxeTFUrc4vC4Q4VV4wlLyaer jD1XPe+t LxK8SNbgTrJOIf/Bd4X
V+VU7A£jSmOZEgGQAAA==

}

shipl: load to-binary decompress 64#{
eJx1Us9L3EAU/rTbMdHE9V1YukSQFhUpvXjOXrfizR8XkYAnt 00QVsTLG1lgEFdSL
13jgpXgre6sEJAgDsidPIul/sHjopeIfILj0JdnV3ez0y7zJzLx533vvY2YXhz0I
scs2yfaF7QNbDxLHjzfAu4HEhpKryAgDfccC4rfAws0I jF/96HsWyH7XMNXIon9Z
QJIVWsNQw8XZP4NP1KD73Whi/HcZ042z207£fv7jyo8/jk4rl1TdFQXcSrV+£f1Etq3x2
5amuB441yU+BpHRKHq4dKXnZCbLkx19kOF5BarPVDFWyBAWCEAVFE's jrhENGmhyPK
UXe+XNHf9HQZWI9GgyzUUologXcXE1lwv6iSTHohSkQ8yJQ512RCiSvPIGbaVkTFuu
Ge5/erfdurb+wM3ETZHPy jaX5NzNHPATOHMsn8 94 sMZJWX4uH780YSvTrUU+pal2
g8nQ15JHMFaSOZLBbHPnoR2ndHUaS5NtPwubfFKziT1YgQRDAY2VV3JckT3X2ZI1wW
KQjmUxGhGQOEcm501hBvUsSi/NpXmjLRoFx4 YWuL0789£N24m+jsK2x+wGE+JjLR
DePiqdbKZqgZojflqLZ2ptdO3ZrxXwjCODzuThK3Af4EF8jYSBAAA

}

alien-fire: load to-binary decompress 64#{
eJxz801jZACDMiDWAGI+IJYFYkYGFrD4CyAW50ZgAYhSBhZmFoaWphaG4 8eOMwQF
BDFoaGgwPH361GHZsmUM4uLiDFk5WQyzZs1iuHHzBsOfv38Ydu7cyWBhZsFQX1rO
EBEVATTBaWlolAoDA/vp3bt37wHyZwPpTUCaedqpUBWGS6HLMj8AedpA0Z1QGgTK



KXrNtCdgF/BLtrCD6GywOAPDabA6BobCTAMWXT £ zFMh8uM7ZUBpi /p3QZdMMwLp2
796GbH70omrR2sH60mc+h5m4C09pQuiKzHWp+O1lR+D1QeQjstPQINIwag+wBUhlwj
XgEAAA==
}
ship-fire: load to-binary decompress 64#{
eJxz8t3FAAF1QKwBxOxALAJE jAwsYHEXIBbmhmABgFo2FhYG914eBva jbAwKSTIM
/H8FGF jUOBg4tnEyGP1VYWAXZWOwadNg4KhiYdA5JMLAacbJIHNLhUFnkgiDIpMg
2IyDd2UYVMgdGNLLyx00z 7RpCJI5p2pDidsYAwlFpSz+AcEoJkF805Kst ZWhUkvig
4uLEOAIUO7£7zQcA8m81vboAAAA=
}
bottom: 270 end: sidewall: false random/seed now
b: ['image 300x400 shipl 'line -10x270 610x270]
for row 60 220 40 [
for column 20 380 60 [
pos: to-pair rejoin [column "x" row]
append b reduce ['image pos alienl]
1
1

view center-face layout/tight [
scrn: box black 600x440 effect [draw b] rate 1000 feel [
engage: func [f a e] [
if a = 'key [

if e/key 'right [b/2: b/2 + 5x0]

if e/key 'left [b/2: b/2 - 5x0]

if e/key = 'up [

if not find b ship-fire [

fire-pos: b/2 + 25x-20
append b reduce ['image fire-pos ship-fire]

1
1

system/view/caret: none
show scrn
system/view/caret: head f/text
1
if a = 'time [
if (random 1000) > 900 [
f-pos: to-pair rejoin [random 600 "x" bottom]
append b reduce ['image f-pos alien-fire]
]
for i 1 (length? b) 1 [
removed: false
if ((pick b i) = ship-fire) [
for ¢ 8 (length? head b) 3 [
if (within? (pick b c) (
(pick b (i - 1)) + -40x0) 50x35)
and ((pick b (c + 1)) <> ship-fire) [
removed: true
d: ¢
e: i -1
1
1
either ((second (pick b (i - 1))) < -10) [
remove/part at b (i - 2) 3
11
do compose [b/(i - 1): b/(i - 1) - 0x9]
1
]
if ((pick b i) = alienl) [
either ((second (pick b (i - 1))) > 385) [
end: true
110
if ((first (pick b (i - 1))) > 550) [
sidewall: true



for item 4 (length? b) 1 [
if (pick b item) = alienl [
do compose [
b/ (item - 1): b/ (item - 1) + 0x2
1
1
]
bottom: bottom + 2
b/5: to-pair rejoin [-10 "x" bottom]
b/6: to-pair rejoin [610 "x" bottom]
1
if ((first (pick b (i - 1))) < 0) [
sidewall: false
for item 4 (length? b) 1 [
if (pick b item) = alienl [
do compose [
b/ (item - 1): b/ (item - 1) + 0x2
]
1
]
bottom: bottom + 2
b/5: to-pair rejoin [-10 "x" bottom]
b/6: to-pair rejoin [610 "x" bottom]
1
if sidewall = true [
do compose [b/(i - 1): b/(i - 1) - 2x0]
1
if sidewall = false [
do compose [b/(i - 1): b/(i - 1) + 2x0]
1
]
1
if ((pick b i) = alien-fire) [
if within? ((pick b (i - 1)) + 0x14) (
(pick b 2) + -10x0) 65x35 [
alert "You've been killed by alien fire!" quit
1
either ((second (pick b (i - 1))) > 400) [
remove/part at b (i - 2) 3
110
do compose [b/(i - 1): b/(i - 1) + 0x3]
]
1
if removed = true [
remove/part (at b (d - 1)) 3
remove/part (at b (e - 1)) 3
]
1
system/view/caret: none
show scrn
system/view/caret: head f/text
if not (find b alienl) [
alert "You killed all the aliens. You win!" quit
1

if end = true [alert "The aliens landed! Game over." quit]

1
1

do [focus scrn]

| created a version of this game for my fiance using an image of my face for ship1, and an image of her



face as alien1. An XpackerX executable version of it is available at
http://musiclessonz.com/rebol_tutorial/corina_invaders.exe.

Now take a break from coding, and play a few games :)
10.15 Case 14 - Media Player (Wave/Mp3 Jukebox)

This case study started when a reader of this tutorial sent me an email question. He was having trouble
creating a simple script that would load the file names from a directory on his hard drive into a GUI text
list. He wanted to be able to click on .wav files in the list in order to play the sounds. | generally don't have
time to answer questions like that, but this one was a quicky. The following code switches to the Windows
media folder, reads the directory listing, and displays the file names in a GUI text list:

change-dir %/c/Windows/media
view layout [text-list data read %.]

| just added the contents of the "play-sound" function found earlier in this tutorial, to the action block of the
text list. This loads the contents of the value selected in the text list (the file name), and plays the sound:

change-dir %/c/Windows/media
view layout [
vh2 "Click a File to Play:"
text-list data read %. [
wait O
sound-port: open sound://
insert sound-port (load value)
wait sound-port
close sound-port

That was simple.

A few days later the reader emailed me for some additional help. As it stands, the script crashes if the
user selects anything other than a .wav file, or if another file is selected while a .wav is currently playing. |
wrote back with some code to get the text list to show only .wav files and to make the program wait to play
another file. | also wrote some additional code to let users select a different starting directory. Here it is:

; Here's how to use the "request-dir" function to let the user
; select a folder to switch into:

start-dir: request-dir/dir %/c/Windows/media
change—-dir start-dir

; To display only files with a ".wav" extension in your text list,
; create a new empty block. Use a "foreach" loop to go through the
; directory listing, and append to the new block only file names
; which have ".wav" as the suffix:
waves: []
foreach file read %. [

if %$.wav = (suffix? file) [append waves file]

1

; Now you can display the "waves" block of data in the GUI text list.



; To wait for sounds to finish playing before another file can

; be selected, add a "wait-flag" variable to the play-sound

; function. When a sound starts playing, set the wait-flag

; variable to true. When it's finished playing, set the wait-flag
; to false. Also be sure to set it initially to "false" at

; the beginning of your program:

play-sound: func [sound-file] [
wait O
wait-flag: true
ring: load sound-file
sound-port: open sound://
insert sound-port ring
wait sound-port
close sound-port
wait-flag: false

1

wait-flag: false

; When a file is selected from the text list, only run the
; "play-sound" function if the "wait-flag" wvariable is not
; set to true (i.e., if no sounds are playing):

view layout [
vh2 "Click a File to Play:"
text-list data waves [
if wait-flag <> true |
play-sound value

1

As | tested the above code, | realized that a few various .wav files in the Windows media folder wouldn't
play properly, and the script crashed. | added the following code to handle errors:

if error? try [play-sound value] [

alert "malformed wave" ; Alert the user with a message,
close sound-port ; close the port opened by the broken
wait-flag: false ; play-sound function, and set the flag

1 ; back to false (so other waves can play).

| also decided to add a button to the GUI to allow users to change the directory at will, instead of just at the
beginning of the script:

btn "Change Folder" [

change-dir request-dir

waves: copy []

foreach file read %. [

if %.wav = suffix? file [append waves file]

]

file-list/data: waves

show file-list

At this point, we've got a nice little .wav playing application:



REBOL []

play-sound: func [sound-file] [
wait O
wait-flag: true
ring: load sound-file
sound-port: open sound://
insert sound-port ring
wait sound-port
close sound-port
wait-flag: false
1
wait-flag: false
change-dir %/c/Windows/media
waves: []
foreach file read %. [
if %.wav = suffix? file [append waves file]
1
view layout [
vh2 "Click a File to Play:"
file-list: text-list data waves [
if wait-flag <> true [
if error? try [play-sound value] [
alert "malformed wave"
close sound-port
wait-flag: false

]
1
btn "Change Folder" [
change—-dir request-dir
waves: copy []
foreach file read %. [
if %.wav = suffix? file [append waves file]
1
file-list/data: waves
show file-list

This was posted online, and within a few days several readers asked the same question: "How do | get it
to play .mp3 files?". REBOL cannot natively play mp3s, so we need to use an external tool to make that
happen. Earlier in the tutorial, | included a .dIl example that plays mp3 files, but | wanted a slightly more
industrial strength solution. | decided to give the well known "LAME" mp3 encoder/decoder a try. |
downloaded the compiled Windows version of LAME from http://www.rarewares.org/mp3-lame-
bundle.php, and compressed the .exe version of it using the binary embedder found earlier in this tutorial.
For the sake of saving space in this tutorial, | uploaded the compressed, embedded code to
http://musiclessonz.com/rebol_tutorial/lame.r. The following line writes the lame.exe program to the
current directory of your hard drive:

do http://musiclessonz.com/rebol_tutorial/lame.r ; ~250k download

To use our media player program without having to download anything, simply put the above lame.r code
directly in your script. Once you've got lame.exe on your hard drive, you can use it to convert .mp3 files
to .wav files using the format:



call/wait {lame.exe —--decode your-input.mp3 your-output.wav}

| added the line above to my existing program, and changed the "waves" block-building foreach routine to
include .mp3 files:

waves: []
foreach file read %. [
if ((%.wav = suffix? file) or
(%$.mp3 = suffix? file)) [append waves file]

| also changed the wave playing routine (the action block of the GUI text list), so that if an mp3 file is
selected, lame is run and the file is converted to a temporary wav file, and then that wav file is played:

file-list: text-list data waves [
either %$.mp3 = suffix? value [
call/wait rejoin ["lame.exe —--decode "
(to-local-file value) " temp.wav"]
if wait-flag <> true [
if error? try [play-sound S%temp.wav] [
alert "malformed wave"
close sound-port
wait-flag: false

1

if wait-flag <> true [
if error? try [play-sound value] [
alert "malformed wave"
close sound-port
wait-flag: false

With those changes, the code now looks like this:

REBOL []

do http://musiclessonz.com/rebol_tutorial/lame.r
play-sound: func [sound-file] [
wait O
wait-flag: true
ring: load sound-file
sound-port: open sound://
insert sound-port ring
wait sound-port
close sound-port
wait-flag: false
1
wait-flag: false
change-dir %/c/Windows/media
waves: []



foreach file read %. [
if ((%.wav = suffix? file) or
($.mp3 = suffix? file)) [append waves file]
1
view center-face layout [
vh2 "Click a File to Play:"
file-list: text-list data waves [
either $.mp3 = suffix? value [
message/text: "Decoding mp3..." show message
call/wait rejoin ["lame.exe —--decode "
(to—-local-file value) " temp.wav'"]
message/text: "" show message
if wait-flag <> true |
if error? try [play-sound %temp.wav] [
alert "malformed wave"
close sound-port
wait-flag: false

1

if wait-flag <> true |
if error? try [play-sound value] [
alert "malformed wave"
close sound-port
wait-flag: false

]
]
btn "Change Folder" [
change-dir request-dir
waves: copy []
foreach file read %. [
if ((%.wav = suffix? file) or
($.mp3 = suffix? file)) [append waves file]
]
file-list/data: waves
show file-list
]

message: h2 " "

That's a cute solution, but the performance is not acceptable for any legitimate use. Large mp3 files take a
long time to convert before being played.

Another potential mp3 playing option | considered was a small command line mp3 player called
"madplay.exe", available from http://www.rarewares.org/mp3-others.php. Madplay doesn't have any GUI
interface - you simply run it on the command line and control playback using keystrokes. Madplay can play
many types of media, and keystrokes can be sent to it programatically using the Windows API or the
Autoit DLL. | did create a working app using madplay.exe and autoit.dll, but | won't document that code
here because it felt like another cobbled together solution.

To find a real solution, | googled "play mp3 dll". The first thing that came up was "libwmp3.dil" from
http://www.inet.hr/~zcindori/libwmp3/index.html. Bingo - that did exactly what | wanted. The dll shipped
with example usage code written in Visual Basic, C, C++, and Delphi. From these examples, | was able to
decipher the required function names, input parameters, and return values, and came up with the following
code to access the .dll in REBOL:

lib: load/library %libwmp3.dll



Mp3_Initialize: make routine! [
return: [integer!]
] 1ib "Mp3_Initialize"

Mp3_OpenFile: make routine! [
return: [integer!]
class [integer!]
filename [string!]
nWaveBufferLengthMs [integer!]
nSeekFromStart [integer!]
nFileSize [integer!]

] 1lib "Mp3_OpenFile"

Mp3_Play: make routine! [
return: [integer!]
initialized [integer!]

] lib "Mp3_Play"

; The following function and structure aren't required
; to play mp3s, but we'll use them to determine if a
; file is currently being played:

Mp3_GetStatus: make routine! [
return: [integer!]
initialized [integer!]
status [struct! []]

] 1ib "Mp3_GetStatus"

status: make struct! [
fPlay [integer!]
fPause [integer!]
fStop [integer!]
fEcho [integer!]
nSfxMode [integer!]
fExternalEQ [integer!]
fInternalEQ [integer!]
fVocalCut [integer!]
fChannelMix [integer!]
fFadeIn [integer!]
fFadeOut [integer!]
fInternalVolume [integer!]
flLoop [integer!]
fReverse [integer!]

] none

; The following functions stop play and release memory when done:

Mp3_Stop: make routine! [
return: [integer!]
initialized [integer!]

] 1ib "Mp3_Stop"

Mp3_Destroy: make routine! [
return: [integer!]
initialized [integer!]

] 1ib "Mp3_Destroy"

Now those functions can be used in REBOL to play any .mp3. It's very easy, using 3 functions:



initialized: Mp3_Initialize

Mp3_OpenFile initialized "test.mp3" 1000 0 O

Mp3_Play initialized

; Just change the "test.mp3" file to any .mp3 you want to play.
; Be sure that the file name is sent as a string, and that it's
; written in Windows file format (use the "to-local-file" and

; "what-dir" functions if necessary, to convert from REBOL file
; format) .

That's all the code required to play an mp3. To check if an mp3 file is currently playing:

Mp3_GetStatus initialized status
if ( status/fPlay > 0 ) [print "playing"]

To stop an mp3 from playing:

Mp3_Stop initialized

To clean up afterward:

Mp3_Destroy initialized
free 1lib

| added some code to download the libwmp3.dll to the hard drive (of course, the .dll file could also be
embedded directly in your code, using the binary embedder from earlier in this tutorial):

if not exists? %$libwmp3.dll [
write/binary %libwmp3.dll
read/binary http://musiclessonz.com/rebol_tutorial/libwmp3.dll

Now we can add real mp3 playing ability to our little app. Here's the final code:

REBOL [title: "Jukebox - Wav/Mp3 Player"]

if not exists? %$libwmp3.dll |

write/binary %libwmp3.dll

read/binary http://musiclessonz.com/rebol_tutorial/libwmp3.dll
1

1lib: load/library %libwmp3.dll
Mp3_Initialize: make routine! [
return: [integer!]

] lib "Mp3_Initialize"

Mp3_OpenFile: make routine! [



return: [integer!]
class [integer!]
filename [string!]
nWaveBufferLengthMs [integer!]
nSeekFromStart [integer!]
nFileSize [integer!]

] 1lib "Mp3_OpenFile"

Mp3_Play: make routine! [
return: [integer!]
initialized [integer!]

] 1lib "Mp3_Play"

Mp3_Stop: make routine! [
return: [integer!]
initialized [integer!]

] 1lib "Mp3_Stop"

Mp3_Destroy: make routine! [
return: [integer!]
initialized [integer!]

] 1lib "Mp3_Destroy"

Mp3_GetStatus: make routine! [
return: [integer!]
initialized [integer!]
status [struct! []]

] 1lib "Mp3_GetStatus"

status: make struct! [
fPlay [integer!]
fPause [integer!]
fStop [integer!]
fEcho [integer!]
nSfxMode [integer!]
fExternalEQ [integer!]
fInternalEQ [integer!]
fVocalCut [integer!]
fChannelMix [integer!]
fFadeIn [integer!]
fFadeOut [integer!]
fInternalVolume [integer!]
flLoop [integer!]
fReverse [integer!]

] none

play-sound: func [sound-file] [
wait 0
wait-flag: true
ring: load sound-file
sound-port: open sound://
insert sound-port ring
wait sound-port
close sound-port
wait-flag: false

1

wait-flag: false
change-dir %/c/Windows/media
waves: []
foreach file read %. [
if ((%.wav = suffix? file) or

(5. mp3 = suffix? file)) [append waves file]



1
initialized: Mp3_Initialize

view center-face layout [
vh2 "Click a File to Play:"
file-list: text-list data waves [
Mp3_GetStatus initialized status
either %$.mp3 = suffix? value [
if (wait-flag <> true) and (status/fPlay = 0) [
file: rejoin [to-local-file what-dir "\" value]
Mp3_OpenFile initialized file 1000 0 O
Mp3_Play initialized
]
11

if (wait-flag <> true) and (status/fPlay 0) [
if error? try [play-sound value] [

alert "malformed wave"

close sound-port

wait-flag: false

1
across
btn "Change Folder" [
change-dir request-dir
waves: copy []
foreach file read %. [
if ((%.wav = suffix? file) or
($.mp3 = suffix? file)) [append waves file]
1
file-list/data: waves
show file-list
1
btn "Stop" [
close sound-port
wait-flag: false
if (status/fPlay > 0) [Mp3_Stop initialized]

1

Mp3_Destroy initialized
free lib

| wrote a longer example that shows how to use other features of the libwmp3.dll: pause/resume, volume
control, fast forward/rewind, looping, reverse play and vocal removal. It's available at
http://www.rebol.org/view-script.r?script=mp3-player-libwmp.r. The function prototypes in that example
demonstrate how to use all the other functions in the library: equalizer settings, stream playing, retrieval of
ID field and recorded data info, effect application (echo, reverb, etc.), and more. The example below
demonstrates how to attach volume, loop play, and seek parameters to GUI slide controls (this example
only works with MP3 files):

REBOL [Title: "Jukebox"]

if not exists? %$libwmp3.dll [
write/binary %libwmp3.dll
read/binary http://musiclessonz.com/rebol_tutorial/libwmp3.dll
1
lib: load/library %libwmp3.dll
Mp3_Initialize: make routine! [



return: [integer!]

] 1ib "Mp3_Initialize"

Mp3_OpenFile: make routine! [
return: [integer!]
class [integer!]
filename [string!]
nWaveBufferLengthMs [integer!]
nSeekFromStart [integer!]
nFileSize [integer!]

] 1lib "Mp3_OpenFile"

Mp3_Play: make routine! [
return: [integer!]
initialized [integer!]

] 1lib "Mp3_Play"

Mp3_Stop: make routine! [
return: [integer!]
initialized [integer!]

] 1ib "Mp3_Stop"

Mp3_Destroy: make routine! [
return: [integer!]
initialized [integer!]

] 1lib "Mp3_Destroy"

Mp3_GetStatus: make routine! [
return: [integer!]
initialized [integer!]
status [struct! []]

] 1lib "Mp3_GetStatus"

status: make struct! [
fPlay [integer!]
fPause [integer!]
fStop [integer!]
fEcho [integer!]
nSfxMode [integer!]
fExternalEQ [integer!]
fInternalEQ [integer!]
fVocalCut [integer!]
fChannelMix [integer!]
fFadeIn [integer!]
fFadeOut [integer!]
fInternalVolume [integer!]
flLoop [integer!]
fReverse [integer!]

] none

Mp3_Time: make struct! [
ms [integer!]
sec [integer!]
bytes [integer!]
frames [integer!]
hms_hour [integer!]
hms_minute [integer!]
hms_second [integer!]
hms_millisecond [integer!]

] none

TIME_FORMAT SEC: 2

SONG_BEGIN: 1

SONG_CURRENT_FORWARD: 4

Mp3_Seek: make routine! [
return: [integer!]
initialized [integer!]
fFormat [integer!]
pTime [struct! []]
nMoveMethod [integer!]

] 1lib "Mp3_Seek"



Mp3_PlaylLoop: make routine! [
return: [integer!]
initialized [integer!]
fFormatStartTime [integer!]
pStartTime [struct! []]
fFormatEndTime [integer!]
pPEndTime [struct! []]
nNumOfRepeat [integer!]
] 1lib "Mp3_PlayLoop"
Mp3_GetSongLength: make routine! [
return: [integer!]
initialized [integer!]
pLength [struct! []]
] 1ib "Mp3_GetSongLength"
Mp3_GetPosition: make routine! [
return: [integer!]
initialized [integer!]
pTime [struct! []]
] 1lib "Mp3_GetPosition"
Mp3_SetVolume: make routine! [
return: [integer!]
initialized [integer!]
nLeftVolume [integer!]
nRightVolume [integer!]
] 1lib "Mp3_SetVolume"
Mp3_GetVolume: [
initialized [integer!]
pnLeftVolume [integer!]
pnRightVolume [integer!]
return: [integer!]
] 1lib "Mp3_GetVolume"
Mp3_VocalCut: make routine! [
return: [integer!]
initialized [integer!]
fEnable [integer!]
] 1lib "Mp3_VocalCut"
Mp3_ReverseMode: make routine! [
return: [integer!]
initialized [integer!]
fEnable [integer!]
] 1lib "Mp3_ReverseMode"
Mp3_Close: make routine! [
return: [integer!]
initialized [integer!]
] 1ib "Mp3_Close"
waves: []
foreach file read %. [
if ($.mp3 = suffix? file) [append waves file]
]
append waves " (CHANGE FOLDER...)"
initialized: Mp3_Initialize
view center-face layout [
vh2 "Click a File to Play:"
file-list: text-list data waves [
if value = " (CHANGE FOLDER...)" [
new—-dir: request-dir
if new-dir = none [break]
change—-dir new-dir
waves: copy []
foreach file read %. [

if (%$.mp3 = suffix? file) [append waves file]

]
append waves " (CHANGE FOLDER...)"



1

acro
tabs
text
tab

]
retu
text
tab

1

file-list/data: waves
show file-list
break

1

Mp3_GetStatus initialized status

if (status/fPlay = 0) [
file: rejoin [to-local-file what-dir "\" value]
Mp3_OpenFile initialized file 1000 0 O
Mp3_Play initialized

ss
40
"Seek: "
slider 140x15 [
plength: make struct! Mp3_Time compose [0 0 O 0 O O O O]
Mp3_GetSongLength initialized plength
location: to-integer (value * plength/sec)
ptime: make struct! Mp3_Time compose [0 (location) 0 0 0 O 0 O]
Mp3_Seek initialized TIME_FORMAT_ SEC ptime SONG_BEGIN
Mp3_Play initialized

rn
"Volume: "

slider 140x15 [

volume: to-integer value * 100

Mp3_SetVolume initialized volume volume

return

btn

1
btn

1

"Reverse" [
Mp3_GetStatus initialized status
either (status/fReverse > 0) [
Mp3_ReverseMode initialized 0
11
Mp3_ReverseMode initialized 1

1

"Vocal-Cut" [
Mp3_GetStatus initialized status
either (status/fVocalCut > 0) [
Mp3_VocalCut initialized O
11
Mp3_VocalCut initialized 1
1

return

tabs 50

text "Loop Start:"

tab start-slider: slider 120x15 []
return

text "Loop End: "

tab end-slider: slider 120x15 []
return

btn "Play Loop" [

pPlength: make struct! Mp3_Time compose [0 0 0 0 O O O O]
Mp3_GetSongLength initialized plength

s-loc: to-integer (start-slider/data * plength/sec)

pStartTime: make struct! Mp3_Time compose [0 (s-loc) 0 0 O O O O]
end-loc: to-integer (end-slider/data * plength/sec)

PEndTime: make struct! Mp3_Time compose [0 (end-loc) 0 0 O 0 O O]
; TIME_FORMAT_SEC: 2

Mp3_Playloop initialized 2 pStartTime 2 pEndTime 1000 ; 1000x



btn 58 "Stop" [
Mp3_GetStatus initialized status
if (status/fPlay > 0) [Mp3_Stop initialized]
1
1
Mp3_Destroy initialized
free lib

Libwmp3.dIl is a very powerful and easy solution for playing mp3 files in any Windows programming
language. If you're interested in playing mp3s in REBOL, it's a must-have.

10.16 Case 15 - Creating the REBOL "Demo"

At the beginning of this tutorial, a short application was provided to demonstrate how potent REBOL code
can be. The 10 programs included in that demo are all shortened versions of other pieces of code found
throughout this tutorial:

The "paint" program was covered in the section of the tutorial about the draw dialect:

view center-face layout [
s: area black 650x350 feel [
engage: func [f a e] [
if a = 'over [
append s/effect/draw e/offset
show s
1
if a = 'up [append s/effect/draw 'line]
1
] effect [draw [line]]
b: btn "Save" [
save/png %a.png to-image s
alert "Saved 'a.png'"
1
btn "Clear" [
s/effect/draw: copy [line]
show s]

The "game" is the obfuscated snake program covered earlier:

do[p: :append u: :reduce k: :pick r: :random y: :layout q: 'image z: :if
g: :to-image v: :length? x: does[alert join{SCORE: }[v blquit]s: g y/tight
[btn red 10x10]o: g y/tight[btn tan 10x10]d: 0x10 w: 0 r/seed now b: ulgq
o(((r 19x19)* 10)+ 50x50)g s(((r 19x19)* 10)+ 50x50) ]view center-face
y/tight[c: area 305x305 effect[draw b]rate 15 feel[engage: func[f a e][z a
= 'key[d: select u['up 0x-10 'down 0x10 'left -10x0 'right 10x0]e/keylz a
= 'time[z any[b/6/1 < 0 b/6/2 < 0 b/6/1 > 290 b/6/2 > 290] [x]z find(at b
7)b/6[x]z within? b/6 b/3 10x10[p b ul[g s(last b)]w: 1 b/3: ((r 29x29)*

10) In: copy/part b 5 p n(b/6 + d)for i 7(v b)l [either(type?(k b i)=
pair!)[p n k b(i - 3)][p n k b i]]z w = 1l[clear(back tail n)p n(last b)w:
O]b: copy n show c]]]ldo[focus c]]]

The "puzzle" is the tile program explained in the first section of the tutorial about GUIs:



alert {Arrange tiles alphabetically:}
view center-face layout [
origin 0x0 space 0x0 across
style p button 60x60 [
if not find [0x60 60x0 0x-60 -60x0] face/offset - x/offset [exit]
temp: face/offset face/offset: x/offset x/offset: temp

1

p "o" p "N" p "M" p "L" return

P "K" P "J" P " I" P "H" return

p "G" p "F" p "E" p "D" return

P "C" p "B" p "A" x: p white edge [size: 0]

The "calendar" is a simple application in which the user selects a day using the date requester function.
Events for the day are typed into an area widget and then appended to a text file. The text file is searched
every time a date is chosen. If the chosen date is found, the events for that day are shown in the area
widget, which can be edited and saved back to the text file:

do the-calendar: [
if not (exists? %s) [write %s ""]
the-date: request-date
view center-face layout [
h5 to-string the-date
aa: area to-string select to-block (
find/last (to-block read %s) the-date
) the-date
btn "Save" [
write/append %s rejoin [the-date " {" aa/text "} " ]
unview
do the-calendar

The "video" program was covered in the section of the tutorial about multitasking. All it does is continually
load and display images from a web cam server. The image refresh is handled using a feel-engage loop,
which checks for a timer event:

video-address: to-url request-text/title/default "URL:" trim {
http://tinyurl.com/m541tm}
view center—-face layout [
image load video-address 640x480 rate 0 feel [
engage: func [f a e] [

if a = 'time [
f/image: load video-address
show £

The "IP" program was covered in the section about the REBOL parse dialect. This program reads a web
page which displays the remote WAN IP address of the user's computer in the title tag, then parses out all
the extra text and displays the IP address, along with the user's local IP address (the local address is
gotten by using REBOL's built in dns:// protocol:



parse read to-url "http://guitarz.org/ip.cgi" [
thru <title> copy my to </title>
1
i: last parse my none
alert to-string rejoin [
"WAN: " i " -- LAN: " read join dns:// read dns://
1

The "email" program is extremely simple. The user enters email account information into a GUI text field,
and then the mail from that account is read using REBOL's native POP protocol. The contents of the
mailbox are displayed in REBOL's built-in text editor, each separated by 6 newlines:

view center-face layout [
email-login: field "pop://user:pass@site.com"
btn "Read" [
my-mail: copy [1]
foreach i (read to-url email-login/text) [
append my-mail join i "A/A/A/A/A/A/T
editor my-mail

The "days between" program was covered in an earlier case study. Here's a simple version of the
program (an example given in the first part of the case study):

view center—-face layout [

btn "Start" [sd: request-date]

btn "End" [
ed: request-date
db/text: to-string (ed - sd)
show db

1

text "Days Between:"

db: field

The "sounds" program was also covered earlier:

play-sound: func [sound-file] [
wait 0 ring: load sound-file
wait-flag: 1
sound-port: open sound://
insert sound-port ring
wait sound-port
close sound-port
wait-flag: O

1

wait-flag: O

change-dir %/c/Windows/media

do get-waves: [
waves-list: copy []
foreach i read %. [

if $.wav = suffix? i [



append waves-list i

1
1
view center-face layout [
waves—gui-list: text-list data waves-list [
if wait-flag <> 1 [
if error? try [play-sound value] [
alert "Error"
close sound-port
wait-flag: O

1

1

btn "Dir" [
change-dir request-dir
do get-waves
waves—-gui-list/data: waves-list
show waves—gui-list

The "FTP" program is a stripped down version of the "FTP Tool" explained earlier:

view center-face layout [
px: field "ftp://user:pass@site.com/folder/" [
either dir? to-url value [
f/data: sort read to-url value
show £
10
editor to-url value
1
]
f: text-list [
editor to-url join px/text value
]
btn " ? " [
alert {
Type a URL path to browse (nonexistent files are created).
Click files to edit.

| enclosed all of those examples in a simple GUI, with buttons to run each program:

REBOL [title: "Demo"]

view layout [
style h btn 150
h "Paint" [
; code for the paint program goes here
1
h "Game" [
code for the game program goes here

’

D“l—a

"Puzzle" [
code for the puzzle program goes here

’



h "Calendar" [
; code for the calendar program goes here

h "Video" [
; code for the video program goes here

h "IPs" [
; code for the IP program goes here

h "Email" [
; code for the email program goes here

h "Days" [
; code for the days-between program goes here

h "Sounds" [
; code for the sound program goes here

h "FTP" [
; code for the FTP program goes here

To make the demo as compact as possible, | used the same techniques as in the obfuscated snake
program (from earlier in the tutorial). Here are the global functions that | renamed with shorter word labels:

p: :append kk: :pick r: :random y: :layout q: 'image z: :if gg: :to-image
v: :length? g: :view k: :center-face ts: :to-string tu: :to-url sh: :show
al: :alert rr: :request-date co: :copy

| also renamed other functions within their local contexts. In the following code, the value "s/effect/draw" is
assigned the variable "pk". That saves having to write "s/effect/draw" again. That value does not exist in
the global context, so that variable must be assigned locally. This type of shortened local variable
assignment occurs several times throughout the demo code:

view layout [
s: area black 650x350 feel [
engage: func [f a e] [
if a = 'over |
append pk: s/effect/draw e/offset
show s
1
if a = 'up [append pk 'line]
1
] effect [
draw [line]

1

To finish the application, | simply removed any spaces which surrounded parentheses or brackets. The
final code is found in the first section of this tutorial. Here's a screen shot - it's less than 1/2 a page of
printed code:
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10.17 Case 16 - Downloading Directories - A Server Spidering App

At one point, my notebook computer was disabled by a severe adware breakout. In an attempt to erase
the troublesome files, the machine was rendered unable to boot to the operating system. | needed to copy
a large number of recent data files that had not yet been backed up. Several options which didn't involve
writing code were available to get this kind of job done. | could've removed the hard drive and put it in
another machine, and then copied the files directly from one hard drive to another. | didn't have a
hardware connector to install the laptop drive, and | didn't feel like taking the machine apart. | could've
tried to reinstall the OS, and send the files across the network to be backed up on another computer.
Without a system disk immediately available to restore the operating system, that wasn't convenient. |
could've also potentially used a stand-alone local file transfer application (the "laplink” type), but without
any serial/parallel ports, and without any OS access to provide USB support, | didn't have an application



which made that option possible. Instead, | happened to have a Knoppix CD with which | was able to boot
the laptop (http://www.knoppix.org/ provides the complete Linux operating system on a single free CD - it
doesn't require any hard drive or any installation to run). | booted the computer to Knoppix, it found my
network, and | started the Aprelium web server (http://aprelium.com/) on the laptop. Tada! Using another
computer on the network, | was able to access all my files through the web server. | had access to the
files at that point, but since | had literally thousands of files in hundreds of directories on the laptop, |
couldn't download each one manually. Instead, | wrote a little spidering application in REBOL that did the
job instantly.

To create the program in natural language, | thought about the process | would go through, and how |
would click through the directory structure if | were to manually download each file:

1. Create a new destination folder on the client computer to hold the transferred files.

2. Start in the current subdirectory on the laptop (starting with the folder that held my data), and
download all the files in it to the new destination directory on the client computer.

3. Create subdirectories in the destination directory on the client to mirror each folder in the current
directory on the laptop.

4. Switch into each of the subdirectories on the laptop and on the client, and repeat steps 2-4 for each
subdirectory.

| came up with the outline above by actually sitting down at the computer, and running though the process
that | wanted to automate. | just took note of how the thought process was organized. Next, | converted
the above ideas to pseudo-code descriptions of how | would accomplish the above things using code
constructs:

1. Get an initial remote url from the user. Use the built-in "request-text" function to do that. Then,
create a local folder to mirror it, with a nicely formed name (only allowable Windows file name
characters). Use the "replace" function to swap out unusable characters, and the "make-dir"
function to create a destination folder with the cleaned up characters.

2. Since the file and directory listings are made available via a web server, I'm going to have to parse
a web page for file names to download. That's easy - the web server puts "/" characters at the end
of all folder listings, so anything without a "/" at the end is a file. Create a block of file names, and
use a "foreach" loop to go through the list of files, using read/binary and write/binary functions to
download the actual files to the destination folder.

3. Il also need to parse the web page for folder names to create. Use another "foreach" loop to work
through the block of folder names, and the "make-dir" function to create local directories with those
names.

4. Create a function that changes directories on both the local and remote machines. In order to work
with the correct folders, I'll need to create some variables to keep track of the directory | started in,
the current local folder I'm writing to, and the current remote folder I'm reading. As | switch in and
out of each directory, I'll use rejoin and replace functions to concatenate and remove the current
folder names to and from the local directory and remote url variables. Because | need to create a
function that repeats both previous steps and THIS CURRENT step in every subdirectory, I'll need
to enclose all three of those steps into a function, and call that function from within itself. (You've
seen this recursive process of creating a function that calls itself, in the "simple search" case study.
It's needed here to do the same thing in every folder, drilling down until there are no more
subfolders.

The first step was straightforward. Here's the code | came up with:

; Get initial remote url and create a local folder to mirror
; it, with a nicely formed name (only allowable Windows file
; name characters).

initial-pageurl: to-url request-text/default trim {
http://192.168.1.4:8001/4/}

initial-local-dir: copy initial-pageurl

replace initial-local-dir "http://" ""

replace/all initial-local-dir "/" "_"

replace/all initial-local-dir "\" "__"

replace/all initial-local-dir ":" "--="



1rf: to-file rejoin [initial-local-dir "/"]
if not exists? lrf [make-dir 1lrf]
change-dir 1lrf

clf: 1rf

Since steps 2-4 above would all be enclosed in a single function, | decided | should assign some variable
words that would refer to the folders I'd be accessing: "Irf" = local-root-folder, "clf" = current-local-folder
and "crfu" = current-remote-folder-url.

To begin step 2, | wrote a bit of code to do the parsing of the file and folder names on the current web
page directory listing. | combined the parsing requirements from step 2 and 3 above, and decided to use
the variable words "files" and "folders" to label the blocks that would contain the parsed results. Here's the
code that | came up with to read and parse the contents of the current page into the usable blocks. It looks
for any link (anything beginning with href=" and ending with "), and appends it to the folders block if it
contains a "/" character. Anything that doesn't contain the "/" character gets appended to the file block:

page—-data: read crfu
files: copy [1
folders: copy [1]
parse page-data [
any [
thru {href="} copy temp to {"} (
last-char: to-string last to-string temp

either last-char = "/" [
; don't go upwards through the folder structure:
if not temp = "../" [

append folders temp
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append files temp

1

] to end

To complete step 2, here's the foreach loop that | came up with to download all the files contained in the
file block. It contains a replace/rejoin trick to make sure the filename gets concatenated to the current url
correctly (with no extra "/"s):

foreach file files [
print rejoin ["Getting: " file]
new-page: rejoin [crfu "//" file]
replace new-page "///" "/"
write/binary to-file file read/binary to-url new-page

I ran into some problems with certain links on the web page that weren't actually file or folder listings, or
which didn't download properly. | used some conditional "if"s and "error? try" combinations to eliminate
those problems. | wrote the errors to a text file, so that | could check them afterwards and download
manually if necessary. Here's the revised version of the code above, with the error handling routines:

foreach file files |
if not file = "http://www.aprelium.com" [
; The free aprelium server puts that link on all pages
; it serves. I didn't want to spider all the contents of



; their web page.
print rejoin ["Getting: " file]
new-page: rejoin [crfu "//" file]
replace new-page "///" "/"
if not exists? to-file file [
either error? try [read/binary to-url new-page] [
write/append %/c/errors.txt rejoin [
"There was an error reading: " new-page
newline]
11
if error? try [
write/binary to-file file read/binary to-url new-page
10
write/append %/c/errors.txt rejoin [
"error writing: " crfu newline]]

| wanted to complete step 3, but realized that that's where the recursion pattern needed to occur - for each
folder | copied, | wanted to look inside that folder and create any folders it contained, and then inside those
folders, etc. So next, | defined a recursion pattern to change into the current local and remote folders, and
to run the function in which all of steps 2-4 were contained. | decided to label the entire enclosing function
"copy-current-dir" - it would be passed the parameters "Irf", "clf", and "crfu”. That function contains the
recurse function, which calls the encompassing copy-current-dir function, which itself contains the recurse
function, etc. The effect of this recursion is that every subfolder of every folder is entered. Here's the
recurse function:

recurse: func [folder—-name] [
change-dir to-file folder—name
crfu: rejoin [crfu folder—-name]
clf: rejoin [clf folder—-name]
; NOW HERE'S THE RECURSION - call the function in which
; this function is contained:
copy—-current—-dir crfu clf 1lrf
; When done, go back up a folder on both the local and
; remote machines. The replace actions remove the current
; folder text from the end of the current folder strings.
change-dir %..
replace clf folder—-name ""
replace crfu folder-name ""

Finally, | completed steps 3 and 4 by creating local folders to mirror each directory in the current remote
folder, and then called the recurse function to spider down through them. | used a foreach loop to work
through each directory in the current subdirectory list. Because this loop contains the recurse function,
which in turn runs the copy-current-dir, which in turn contains this loop, every subdirectory of every
subdirectory is worked through, until the job is complete:

foreach folder—name folders [
make-dir to-file folder—name
recurse folder—-name

| wrapped the parsing, looping/reading, and recursing sections into the copy-current-dir function so that



they could be called recursively. Then | added some error handling routines as | played with the working
code. |l included a block of urls to be avoided, and some code in the final foreach loop to check that those
urls weren't already downloaded (in case | had previously run the program on the same directory). Here's
the final script:

REBOL [title: "Directory Downloader"]

avoid-urls: [
"/4/DownLoad/en_wikibooks_org/skins-1_5/common/&"
"DownLoad/groups_yahoo_com/group/Join%20This%20Group!/"
"DownLoad/pythonide_stani_be/ads/"
"Nick%20Antonaccio/Desktop/programming/api/ewe/"

1

copy-current-dir: func [

{
Download the files from the current remote directory
to the current local directory and create local subfolders
for each remote subfolder. Then recursively do the same
thing inside each sub-folder.

crfu ; current-remote-folder-url
clf ; current-local-folder
1rf ; local-root-folder

; Check that the url about to be parsed is not in the avoid
; list above. This provides a way to skip specified folders
; i1f needed:

foreach avoid-url avoid-urls [
if find crfu avoid-url [return "avoid"]

1

; First, parse the remote folder for file and folder names.
; Given the url of a remote page, create 2 list variables.
; files: remote files to download (in current directory)

; folders: remote sub-directories to recurse through.

; There's an error check in case the page can't be read:

if error? try [page-data: read crfu] [
write/append %/c/errors.txt rejoin [
"error reading (target read error): "
crfu newline]
return "index.html"

; 1f the web server finds an index.html file in the folder
; it will serve its contents, rather than displaying the
; directory structure. Then it'll try to spider the HTML
; page. The following will keep that error from occuring.
; NOTE: this error was more effectively stopped by
; editing the index page names in the Abyss web server:
if not find page-data {Powered by <b><i>Abyss Web Server} [
; </i></b>
write/append %/c/errors.txt rejoin [
"error reading (.html read error): "
crfu newline]
return "index.html"
1
files: copy I[]
folders: copy []
parse page-data [



any [
thru {href="} copy temp to {"} (
last-char: to-string last to-string temp

either last-char = "/" [
; don't go upwards through the folder structure:
if not temp = "../" [

append folders temp
1
1
append files temp
1

)
] to end

; Next, download the files in the current remote folder
; to the current local folder:

foreach file files [
if not file = "http://www.aprelium.com" [
print rejoin ["Getting: " file]
new-page: rejoin [crfu "//" file]
replace new-page "///" "/"
if not exists? to-file file [
either error? try [read/binary to-url new-page] [
write/append %/c/errors.txt rejoin [
"There was an error reading: " new-page
newline]
11
if error? try [
write/binary to-file file read/binary to-url new-page
10
write/append %/c/errors.txt rejoin [
"error writing: "
crfu newline]]

; Check to see if there are no more subfolders. If so,
; exit the copy-current-dir function

if folders = [] [return none]

; Define the recursion pattern. This changes into the

; current local folder, and runs the copy-current-dir

; function (the current function we are in), which itself
; contains the recurse function, which itself will call

; the copy-current-dir, etc. The effect of this recursion
; is that every subfolder of every folder is entered.

; This is what enables the spidering:

recurse: func [folder—-name] [
change-dir to-file folder—name
crfu: rejoin [crfu
folder—-name]
clf: rejoin [clf
folder—-name]
copy—-current—-dir crfu clf 1lrf
; When done, go back up a folder on both the local
; and remote machines. The replace actions remove
; the current folder text from the end of the current



; folder strings.
change-dir %..

replace clf folder—-name ""
replace crfu folder—-name ""

; Third, create local folders to mirror each directory in

; the current remote folder, and then spider down through

; them using the recurse function to download all the files
; and subdirectories included in each folder:

foreach folder—-name folders [

; foreach avoid-url avoid-urls [

; if not find folder—-name avoid-url [
make-dir to-file folder—-name
recurse folder—name

; Now, get initial remote url and create a local folder to
; mirror it, with a nicely formed name (only allowable Windows
; file name characters).

initial-pageurl: to-url request-text/default trim {
http://192.168.1.4:8001/4/}

initial-local-dir: copy initial-pageurl

replace initial-local-dir "http://" ""

replace/all initial-local-dir "/" "_"

replace/all initial-local-dir "\" "__"
replace/all initial-local-dir ":" "--="

1lrf: to-file rejoin [initial-local-dir "/"]
if not exists? lrf [make-dir 1lrf]
change-dir 1lrf

clf: 1lrf
; Start the process by running the copy-current-dir function:
copy—current—dir initial-pageurl clf 1lrf

print "DONE" halt

10.18 Case 17 - Vegetable Gardening

My mother is a retired Microsoft Access developer who loves to garden in her spare time. She's collected
a wide scope of knowledge about how certain plants survive better when planted next to each other, and
she wanted to create a program to help organize that info. She wanted to create a standalone version that
she could use on her home computer and give to friends. She also wanted to publish it to the web as a
dynamic database. Additionally, she anticipated creating a version that could be carried into the garden on
a pocket pc. | suggested using REBOL, because it could provide a solution for all her needs. She'd been
working for several days with her development tools, and | told her | could get the whole thing done that
same evening using REBOL. Here's the outline | created:

1. Create a database structure to hold the vegetable compatibility info and other related information.
Write a command line version of the script that allows users to display all the info for any selected
vegetable (this could be run on any operating system that supports the command line version of
REBOL, including pocket pc).

3. Create a CGl version of the above script that works on the web site.

4. Create a pretty GUI version to be used on the home PC.

5. Write a separate GUI to manage the administrative adding of data to the database.



6. Provide a way to update the data files on the web site.

To get things started, | used the listview database example from this tutorial to provide a front end for the
vegetable data files. This provided a data structure that was suitable for the project, and it formed an
instant solution to creating a GUI front end. Steps 1 and 5 were instantly completed (that database
example is so useful - many thanks to Henrik Mikael Kristensen for creating the listview module!).

| created a few initial lines of data to work with. Here's the working database.db file that | created:

["basil" "" "tomato" "basil protects tomatoes." "" ""]
["beans" "onion" "cabbage carrot radish" "" "" ""]
["cabbage" "celery" "tomato" "" "" ""]
["carrot" "" "tomato"
"Carrots strengthen the roots of tomatoes."”
"Carrots love tomatoes." ""]
["radish" "cabbage" "beans carrot tomato" "" "" ""]
["tomato" "cabbage" "basil carrot" "" "" ""]

Each block holds 6 pieces of information about each possible vegetable:

1. the name of the veggie
a list of other veggies that are compatible with the given veggie (those that do well when planted
next to the given veggie).

3. alist of other veggies that are incompatible

4. 3fields for general notes about the given veggie

| decided to add an "upload" button to the listview GUI to satisfy step #6 in my program outline. It made
sense to add this functionality here, because the user workflow would generally involve adding/changing
data in the database (using the listview), and then updating the online database to match. Here's the
upload code | came up with. It includes some error checking, so that the application doesn't crash if
there's a problem with the Internet connection. | added a button to the listview GUI and put the above
code in its action block. Here's the complete code | added to the listview:

btn "upload to web" [

uurl: ftp://user:pass@website.com/public_html/path/

if error? try [
; first, backup former data file:
write rejoin [uurl "database_backup.db"] read rejoin [

uurl "database.db"]

write rejoin [uurl "database.db"] read %$database.db
alert "Update complete."

] [alert "Error - check your Internet connection."]

Next, | realized that adding and removing new vegetables to and from the database would require some
special consideration. It ended up being the biggest part of this coding project. | could use the built-in
abilities of the listview module to simply add a new vegetable to the database, but there was a problem
with that. Every time a new vegetable is added to the database, it creates a list of compatibilities. Aside
from simply adding a new block to the database with fields listing the compatibilities and incompatibilities,
that new veggie needs to be added to the compatibility list of every other vegetable with which it's
compatible. It also needs to be added to the incompatibility list of every vegetable with which it's not
compatible. Editing those blocks manually would take a lot of work and introduce a greater likelihood for
user errors, especially as the database grows larger. Instead, | decided to create a little script to do it
automatically. Here's the pseudo code thought process for that script:

1. Create a list of existing vegetables. This can be done by reading the existing database, looping
through each block, and picking out the first item in each block (the vegetable name).



2. Create a small new GUI to enter the new veggie info. It should include an input field for the new
veggie name, 2 text-lists showing the possible compatible and incompatible veggies (read from the
existing list of veggies in the database), and 3 note fields.

3. Use a foreach loop to run through the lists of compatible and incompatible veggies. Have the loop
automatically add the new vegetable to the other veggies' respective compatibility lists.

| created the GUI code and put the foreach loop inside the action block of a button used to add the new
veggie. Here's the code, which | saved as "add_veggie.r":

REBOL [title: "Add Veggie"]

; read the current database:

veggies: copy load %database.db

; get the list of veggies (the 1lst item in each block):
veggie-list: copy [1]

foreach veggie veggies [append veggie-list veggie/1]

; create a GUI with the appropriate fields and text-lists:
view/new center-face add-gui: layout [
across
text "new vegetable:" 88x24 right new-veg: field
return
text "compatible:" 88x24 right
new—-compat: text-list data veggie-list
return
text "incompatible:" 88x24 right
new-incompat: text-list data veggie-list
return
text "note 1:" 88x24 right new-notel: field
return
text "note 2:" 88x24 right new-note2: field
return
text "note 3:" 88x24 right new-note3: field
return

; now add a button to run the foreach loops:

tabs 273 tab btn "Done" [
; First, append the new veggie data block to
; the existing database block. Create the new
; block from the text typed into each field,
; and from the items picked in each of the
; lists above ("reduce" evaluates the listed
; items, rather than including the actual text.
; i.e., you want to add the text typed into the
; new-veg field, not the actual text
; "new-veg/text"). '"append/only" appends the
; new block to the database as a block, rather
than as a collection of single items:
append/only veggies new-block: reduce [
new-veg/text
"reform" creates a quoted string from the
; block of picked items in the text-lists:
reform new-compat/picked
reform new-incompat/picked
new-notel/text
new—-note2/text new-note3/text

; Now loop through the compatibility list of the
; new veggie, and add the new veggie to the

; compatibility lists of all those other

; compatible veggies. I put a space in if there



; were already other veggies in the list:
foreach onecompat new-compat/picked [
foreach veggie veggies [
if find veggie/1l onecompat [
either veggie/2 = "" [spacer: ""] [
spacer: " "]
append veggie/2 rejoin [spacer
new-veg/text]

1
1

; Now do the same thing for the incompatibility
; list:
foreach oneincompat new-incompat/picked [
foreach veggie veggies [
if find veggie/l oneincompat [
either veggie/3 = "" [spacer: ""] [
spacer: " "]
append veggie/3 rejoin [spacer
new-veg/text]

1
1

save %database.db veggies
; start the veggie data editor again when done:
launch %veggie_data_editor.r
unview add-gui
1
1
focus new-veg
do-events

Because the add_veggie.r script will always be run from the veggie_data_editor.r program, | added the
following code to the action block for the "add veggie" button in the data editor. It launches the above
add_veggie program, and closes the listview:

btn "add veggie" [launch %add_veggie.r quit]

When the user closes the add_veggie program, the "launch %veggie_data_editor.r" code at the end of the
program relaunches the data editor. This handles flipping back and forth between the two screens. When
the data editor is relaunched, all the new data is automatically updated and displayed, so | don't need to
manually update any displayed info. After playing with the system, | realized before closing the data editor
I'd better save the changes made to the database. So | adjusted the above code as follows:

btn "add veggie" [
launch %add_veggie.r
backup-file: to-file rejoin ["backup_" now/date]
write backup-file read %database.db
save %database.db theview/data

quit

Next, | used the above code to create a similar "remove_veggie.r" program. Instead of building a GUI for
it, | just added some code to the "remove veggie" button in the veggie data editor to save the name of the
currently selected vegetable to a file (veggie2remove.r). | also copied the backup routine from the code
above to make sure any changes in the listview are saved before going on:



btn "remove veggie" [
if (to-string request-list "Are you sure?"
[yes no]) = "yes" [

; get the veggie name from the currently selected
; row in the listview:
first-veg: copy first theview/get-row
theview/remove—row
write %veggie2remove.r first-veg
launch %remove_veggie.r
backup-file: to-file rejoin ["backup_" now/date]
write backup-file read %database.db
save %database.db theview/data

quit

The remove_veggie.r script just reads the vegetable name from the veggie2remove.r file created above,
and runs through some foreach loops to delete that vegetable from the compatibility lists of the other
veggies:

REBOL [title: "Remove Veggie"]

veggies: copy load %database.db
remove-veggie: read %veggie2remove.r

; remove the selected veggie from compatible lists (the second
; field in each block). This is done by replacing any

; occurrence of the remove-veggie with an empty string ("").

; That effectively erases every occurrence of the veggie:

foreach veggie veggies [
replace veggie/2 remove-veggie ""

1

; do the same thing to the incompatible lists of all other
; veggies (field 3 in each block):

foreach veggie veggies [
replace veggie/3 remove-veggie ""

1

save %database.db veggies
; start the veggie data editor again when done:
launch %$veggie_data_editor.r

Now the listview data editor and all its helper scripts are complete. Because the listview is generally run
from the GUI version of the main program ("veggie_gui.r" - not yet written), | added the following code to
the existing listview close routine:

launch "veggie_gui.r"

When | design the main veggie_gui program, I'll add a button to launch the listview. When | close the
listview, the above code will relaunch the GUI program to handle flipping back and forth between those
two screens. Here's the final listview database code with all the described changes and additions:



REBOL [title: "Veggie Data Editor"]

evt—-close: func [face event] [
either event/type = 'close [
inform layout [

across

btn "Save Changes" [
when the save btn is clicked, a backup data
; file is automatically created:
backup-file: to-file rejoin ["backup_" now/date]
write backup-file read %database.db
save %database.db theview/data
launch "veggie_gui.r"

quit

4

btn "Lose Changes" [
launch "veggie_gui.r"
quit
]
btn "CANCEL" [hide-popup]
] none ] [
event
1
]

insert-event-func :evt-close

if not exists? %list-view.r [write %$list-view.r read
http://www.hmkdesign.dk/rebol/list-view/list-view.r
1

do %$list-view.r

if not exists? %database.db [write %database.db {[][]1}]
database: load %database.db

view center-face gui: layout [
h3 {To enter data, double-click any row, and type directly
into the listview. Click column headers to sort:}
theview: list-view 775x200 with [
data-columns: [Vegetable Yes No Notel Note2
Note3]
data: copy database
tri-state-sort: false
editable?: true
1
across
btn "add veggie" [
launch %add_veggie.r
backup-file: to-file rejoin ["backup_" now/date]
write backup-file read %database.db
save %database.db theview/data

quit

btn "remove veggie" [
if (to-string request-list "Are you sure?"
[yes no]) = "yes" [

first-veg: copy first theview/get-row
theview/remove-row
write %veggie2remove.r first-veg
launch %remove_veggie.r
backup-file: to-file rejoin ["backup_" now/date]
write backup-file read %database.db
save %database.db theview/data



quit
1
]
btn "filter veggies" [
filter-text: request-text/title trim {
Filter Text (leave blank to refresh all data):}
theview/filter-string: filter-text
theview/update

btn "upload to web" [
uurl: ftp://user:pass@website.com/public_html/path/
if error? try [
; first, backup former data file:
write rejoin [
uurl "database_backup.db"] read rejoin [
uurl "database.db"]
write rejoin [uurl "database.db"] read %database.db
alert "Update complete."
] [alert "Error - check your Internet connection."]

Next, | created a command line version of the program. The "Looping Through Data" example provided
earlier in this tutorial served as a perfect model. | just changed some of the variable labels and loaded the
data from the existing database.db file. Here's the code:

REBOL [title: "Veggies"]
veggies: load %database.db

a-line: copy [] loop 65 [append a-line "-"]
a-line: trim to-string a-line

print-all: does [
foreach veggie veggies [
print a-line

print rejoin ["Veggie: " veggie/1]
print a-line

print rejoin ["Matches: " veggie/3]
print rejoin ["No-nos: " veggie/2]
print rejoin ["Note 1: " veggie/4]
print rejoin ["Note 2: " veggie/5]
print rejoin ["Note 3: " veggie/6]

print newline
1
1
forever [
prin "4~ (1B) [J"
print "Here are the current foods in the database:*/"
print a-line
foreach veggie veggies [prin rejoin [veggie/1 " "]]
print "" print a-line
print "Type a vegetable name below.*/"
print "Type 'all' for a complete database listing."
print "Press [Enter] to quit.~/"
answer: ask {What food would you like info about? }
print newline
switch/default answer [
"all" [print-all]
nn [ask "~/Goodbye! Press [Enter] to end." quit]
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found: false
foreach veggie veggies [

if find veggie/1l answer [

print a-line

print rejoin ["Veggie: " veggie/1]
print a-line

print rejoin ["Matches: " veggie/3]
print rejoin ["No-nos: " veggie/2]
print rejoin ["Note 1: " veggie/4]
print rejoin ["Note 2: " veggie/5]
print rejoin ["Note 3: " veggie/6]
print newline

found: true

1

1

if found <> true [
print "That vegetable is not in the database!*/"
1

1

ask "Press [ENTER] to continue"

]
halt

That was easy! Just compare it to the original example - it's virtually identical. Again, that generalized
example was presented in this tutorial to provide a model for use in many varied situations. Using it, |
didn't even need to write any pseudo code.

Now | extended the above command line example to create a CGl application. To get started, | used the
final CGI example provided earlier in this tutorial as a model. To it, | added the code that I'd created for the
command line example above. The only real changes | needed to make were some additional HTML
formatting tags, required make the page display properly in a browser (mostly newline "< B R >"s). Again,
just an amalgam of several existing examples. No pseudo code required - | just had to think about how to
arrange the existing command line code to fit into the general CGl outline. Here's the code:

#! /home/path/public_html/rebol/rebol -cs

REBOL [title: "Veggies"]

print "content-type: text/html”/"

print [<HTML><HEAD><TITLE>"Veggies"</TITLE></HEAD><BODY>]
veggies: load %database.db

a-line: copy [] loop 65 [append a-line "-"]
a-line: trim to-string a-line

print-all: does [
foreach veggie veggies [
print a-line
print [<BR>]
print rejoin
print [<BR>]
print a-line
print [<BR>]
print rejoin
print [<BR>]
print rejoin
print [<BR>]
print rejoin
print [<BR>]
print rejoin

["Veggie: " veggie/1]

["Matches: " veggie/3]
["No-nos: " veggie/2]
["Note 1: " veggie/4]

["Note 2: " veggie/5]



print [<BR>]
print rejoin ["Note 3: " veggie/6]
print [<BR>]

1

print "Here are the current foods in the database:*/"
print [<BR>]

print a-line

print [<BR><strong>]

foreach veggie veggies [prin rejoin [veggie/1 " "]]
print ""

print [</strong><BR>]

print a-line

print [<BR>]

submitted: decode-cgi system/options/cgi/query-string
if submitted/2 <> none [
switch/default submitted/2 [
"all" [print-all]
10
found: false
foreach veggie veggies [
if find veggie/l submitted/2 [
print a-line
print [<BR>]
print rejoin ["Veggie: " veggie/1]
print [<BR>]
print a-line
print [<BR>]

print rejoin ["Matches: " veggie/3]
print [<BR>]
print rejoin ["No-nos: " veggie/2]
print [<BR>]
print rejoin ["Note 1: " veggie/4]
print [<BR>]
print rejoin ["Note 2: " veggie/5]
print [<BR>]
print rejoin ["Note 3: " veggie/6]

found: true
1
1
if found <> true [
print [<BR>]
print "That vegetable is not in the database!"]
print [<BR>]

1

print [<FORM ACTION="http://website.com/rebol/veggie.cgi'">]
print [<BR><HR><BR>"Enter a veggie you'd like info about:"<BR>]
print ["Veggie: "<INPUT TYPE="TEXT" NAME="username" SIZE="25">]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
print [</FORM>]

print [</BODY></HTML>]

| didn't like the way the CGl required the user to type in the name of a listed vegetable. Instead, | got rid of
the list printout, and added the list to a selectable dropdown box. Here's the final cgi example with the
HTML dropdown box:



#! /home/path/public_html/rebol/rebol -cs

REBOL [title: "Veggies"]

print "content-type: text/html*/"

print [<HTML><HEAD><TITLE>"Veggies"</TITLE></HEAD><BODY>]

veggies: load %database.db

a-line: copy [] loop 65 [append a-line "-"]
a-line: trim to-string a-line

print-all: does [
foreach veggie veggies [
print a-line
print [<BR>]
print rejoin ["Veggie: " veggie/1]
print [<BR>]
print a-line
print [<BR>]

print rejoin ["Matches: " veggie/3]
print [<BR>]
print rejoin ["No-nos: " veggie/2]
print [<BR>]
print rejoin ["Note 1: " veggie/4]
print [<BR>]
print rejoin ["Note 2: " veggie/5]
print [<BR>]
print rejoin ["Note 3: " veggie/6]

print [<BR>]
1

submitted: decode-cgi system/options/cgi/query-string
if submitted/2 <> none [
switch/default submitted/2 [
"all" [print-all]
10
found: false
foreach veggie veggies [
if find veggie/l submitted/2 [
print a-line
print [<BR>]
print rejoin ["Veggie: " veggie/1]
print [<BR>]
print a-line
print [<BR>]

print rejoin ["Matches: " veggie/3]
print [<BR>]
print rejoin ["No-nos: " veggie/2]
print [<BR>]
print rejoin ["Note 1: " veggie/4]
print [<BR>]
print rejoin ["Note 2: " veggie/5]
print [<BR>]
print rejoin ["Note 3: " veggie/6]

found: true
1
1
if found <> true [
print [<BR>]
print "That vegetable is not in the database!"]
print [<BR>]



1

print [<FORM ACTION="http://website.com/rebol/veggie.cgi">]
print [<BR>"Please select a veggie you'd like info about:'"<BR>]
print ["Veggie: "<select NAME="username'"><option>"all"]

foreach veggie veggies [prin rejoin ["<option>" veggie/1]]
print [</option>]

print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
print [</FORM>]

print [</BODY></HTML>]

The final part of the outline that | needed to address was the GUI display version of the program. | needed
to create this from scratch, so | came up with an outline and some pseudo code to organize my thoughts:

1. Display the complete list of vegetables in the database (build the list using a foreach loop similar to
the ones used in the command line program, and display that block in a text list widget).

2. Display the info for any vegetable selected from the text list widget (when an item is selected,
collect all the info for the selected vegetable and display it, nicely formatted, in a separate text area
widget).

3. Add a button to run the listview editor created earlier.

First | borrowed some code from the add_veggies.r example to create a list of all the veggies in the
database. It uses a foreach loop to cycle through each block in the database, and creates a list of the first
item in each block (the name of each vegetable). Then it sorts the list alphabetically. This should be run

before the GUI is displayed:

load-data: does [
veggies: copy load %database.db
veggie-list: copy []
foreach veggie veggies [append veggie-list veggie/1]
veggie-list: sort veggie-list

| decided to use a text-list widget to display the block of vegetable names. To display the info for each
vegetable, | used a simple text area display. Here's the REBOL layout code to do that:

list-veggies: text-list 200x400 data veggie-list
display: area "" 300x400

To that text-list widget's action block | added some code to display the info about the selected vegetable (it
gets evaluated whenever the user selects an item from the list):

First, build a block of text with all the info about the
selected vegetable, nicely formatted with newlines and
capitalized section headings:

4
4

’

current—-info: []
foreach veggie veggies [
if find veggie/l value [
current-info: rejoin [

"COMPATIBLE: " veggie/3 newline newline
"INCOMPATIBLE: " veggie/2 newline newline
"NOTE 1: " veggie/4 newline newline
"NOTE 2: " veggie/5 newline newline

"NOTE 3: " veggie/6



1

; Now display and update that text in the text area widget:

display/text: current-info
show display show list-veggies

Finally, add a button to run the listview data editor:

btn "Edit Tables" [do %$veggie_data_editor.r]

That's basically it. Here's the final version:

REBOL [title: "Veggie Matches"]

load-data: does [
veggies: copy load %database.db
veggie-list: copy [1]
foreach veggie veggies [append veggie-list veggie/1]
veggie-list: sort veggie-list

]
load-data

view display—-gui: layout [

h2 "Click a veggie name to display matches and other info:"

across
list-veggies: text-list 200x400 data veggie-list [
current-info: []
foreach veggie veggies [
if find veggie/l value [
current-info: rejoin [

"COMPATIBLE: " veggie/3 newline newline
"INCOMPATIBLE: " veggie/2 newline newline
"NOTE 1: " veggie/4 newline newline

"NOTE 2: " veggie/5 newline newline

"NOTE 3: " veggie/6

1

1

display/text: current-info

show display show list-veggies
1
display: area "" 300x400 wrap
return
btn "Edit Tables" [

do %veggie_data_editor.r

; launch "veggie_data_editor.r"

; load-data

; show list-veggies

; show display



There are 5 complete local script files that make up the completed veggie program: veggie_data_editor.r,
add_veggie.r, remove_veggie.r, veggie_command_line.r, veggie_gui.r. In general, the main desktop
applications are started by running the veggie_gui.r script. The veggie_data_editor.r can also be run by
itself (remember that it runs the veggie_gui.r program when it closes). In order for the veggie_data_editor
to work, the listview.r file needs to be included in the same directory. The created database.db should also
be kept in the same directory. | packed all those files into an executable using XpackerX, and sent it to my
Mom. The 6th script file, veggie.cgi, got uploaded to the web site. The database.db file was also uploaded
manually, but my Mom prefers using the upload button in the veggie_data_editor to update the database
on the web site. The veggie2remove.r and database backup files are created automatically when the
program is used - they're found in the same folder as the script files.

10.19 Case 18 - Coding a Freecell Game Clone (GUI)

As far as | know, there's no existing Freecell game implemented in REBOL, and it's my other favorite
computer game. This project will provide some more food for thought about useful GUI techniques and
approaches. Here's my initial outline:

1. Get the card images compressed and embedded into REBOL code.

Write the code to display and move cards around the screen. It will be similar to that found in the
Guitar Chord Diagram Maker example presented earlier. I'll need to click and drag images around
the screen. I'll also want to make the images "snap" into position onto other cards, rather than
floating freely.

3. Create a nice looking GUI layout backdrop for the playing field.

4. Layout the cards in random order, in 8 piles, on the playing field.

5. Allow the selection and movement of cards, based on the rules of Freecell (i.e., cards need to be
placed in descending order, red-black-red-black, goal piles must start with aces, and ascend
through a single suit, etc.). These rules can be handled by a series of conditional evaluations that
are run every time a card is moved. This step will require the most coding thought and will likely
need a sub-outline.

To get started with the first step, | remembered seeing a REBOL card game at
http://www.rebolfrance.org/articles/bridge/bridge.html . The zip package at that location contains all

the .bmp card images in a single directory. | downloaded the package and wrote a little variation of the
binary embedder provided earlier in this tutorial. It loops through all the cards in the directory, reads and
compresses the files, and then appends each unit of data to a single block labeled "cards", which is
created to hold all the images:

REBOL [Title: "REBOL Binary Embedder"]

system/options/binary-base: 64
cards: copy [1]
foreach file load %./ [
uncompressed: read/binary file
compressed: compress to-string uncompressed
; there are some other files in the directory that I don't
; want to embed. Limiting the file size to 10k weeds them out:
if ((length? uncompressed) < 10000) [
append cards compressed
1
1

editor cards

Because the cards are read in alphabetical order from the directory, | need to change the order of the card
data so that they ascend in the following order: Ace, 2, 3, 4,5, 6,7, 8,9, 10, J, Q, K. | also added some
comments to clarify where each suit begins and ends. This provides a nice chunk of data that | can use to
build other card games of any type:

cards: [



; clubs:

64#{
eJzt1z0WwiAMAODoclWu0O£fkOVycvIOncOZoHTwQk2sMBAehL8mzqTqYF1H6Peg]
2J/j+b6FElcqgByonKhcgK9iU9% jHbzsurxHLD jEyl1Tf6Mo4 j1lbkFyw6 IXOUtN9HH
vu2qi/UwoBZpCKpBcDDBxyTWMZCChyEBquH8iSanK2iGh5NMyp3A£fPMccb4x5QIM
ufAxkEC£QwBI9DNOMHQ1q3t3WEB3xb75joGvqTUmjaEiEVrUG8rJqGpufqgd4 jPmGQ
iXg+1FHeUDSMOUzt2SxonHI6FX/zW6bP41uGL/iiSf0fajFTb4iymVjlyxnLPGth
M/VBaLapD2aK6S6AvZm44vSmDCcbVFJIJgNk5rnh/sPYwSJIJmN5J7K8Wz0AAI/VC/YN
AAA=

} 64#{
eJzt17FRxTAMhgVHC14hR8UCNFTswBTUGSOFA6miNbKd49nSn0g5KC1lHzy/yFlvy
+SL19£37kap8ir6Ivol+iN7RQ7WvMv711HSUtV60rqO0rT£5s2yZ9seR6Uc6tK62Y
50dZT2Xkf1lmyJ7wk1l8n0d4Z2rDOeMudxcInOA8£2pw67PkBkt 5c4wNdpxIsPUaDuf
UeyaQbErBu7h6A9kKJWmbXoWo jEyw+xHL92e8RkCexhhxB/uI0OM3HNnIyZ4fjpL
i/J8D48YxbuMjCb/zB+cw8vMvuJkJjOZyUzmCsPOLOx74Z8yDLKsw7D17Tww67WE
eHsG5M89sf6uxGYlxejcfYnhPp8£fMJlEapKj2macG+4hqg4sk91lnks+wKhgqRP6D6
tEzkrIYKZHYZijA2WsOAaIE/joSYyDdR5NvgB5uy j432DQAA

}

64#{

eJzt1zF2wyAMhpW+rilX80uUc3TJ1DvOFJ19NA8 9kKasREDei4V+R40bv3QImNiR
P7AEQsDnl/GNavqRspdykPItZUevVT7K+9/3VnQa60Xj2G41y8MOTXIvklwvyrnd
Si4i+fnomzLpZRiyl3hILpPp74yok+7BcGKXyeTrIw25DNd+N4ySEGRqTaWOZaql
NzLI906BfajlgXZRKrmX9a0QqZYsc3a9dKnjM/VxBSP68NwyxMh/nsmICEfrPTNKs
vN6HS0zHud4y8TQGEfD/hzhD1/8ck8hOF+5rixBUqOP0OmMnxel 6efX1kwkbkTiT6wP
jTYbMncaU5SezP9i2Iz0KqYF/KsMg9niMNAP+3agH7YF8VIHxhalni/EFrVWL8SE
CMPz9Xzb2AJ2RYYBuyvLZHaZfDOD9WFdJE44pqGm/5SBt LLx 9dmoHEo+x1g5i3BR1i
ImeiyNngBBVpT9z2DQAA

} 64#{

eJzt1lzlWwzAMgAWPFXyFPCbOwcLEHTgFc4 6WgONpYhWSVce/WCpOtB3Xrvwlkiyn
cl7£fvx8hlk9ulL9zeuH1lwu4OHKNI5 /utJW1l32eMG+ayeVB8dxcC8SihcQaSdVRPzx
3N6gK/fbR1bBLZgMw£f 8 ZDA4GPExXxwMOCWhwGTYYtKphxHYOUVVEzUf £ JxomMA8hcE
/UG7Pn91oFnDgTOtAOFqwqV2/qJugFNtoTkPCvmFhzamYwagmHoY1iNmeO0LQ6Xpv
QEDKfpEEk8S9IMI+p6pyvYc/0xcOQmG7vQ9dzYTMX jYt ZZGIWS5hrGISbMPGHP 2Ww
yLUmM8rv3X36c0u2JybEYa7MfqWcN8i5NTPO3Vexms jmDBXyZM/wTGKcb£fDU8SNsa
nszorJV1Ad2AweSOFdPGxzamCOTZhzaD812YYmoznmfHYbNZXIznncjzbvUDyCYa
mfYNAAA=

} 64#{
eJzt1zF2wyAMhtW+rglX80vUc3TplDvOFJ19NA85kKauVEIGDFKAUMS5rhwgTiPwF
£sBG503j+xmCEfVF+p£x0+ZPyAzwF /0z3zyfJpc3hgnmWghNV1imWhk j0+XOCOFJzY
RR8vAVPKHgfJ9wwn1l2U8/J4hOed4dIhhQfwuAePds6grggqPwJsG3AWASC/IMgPoNKS
m6k0W3gCLzPgOEWckxovygOVut30nCsb/8rDOk0dJjiuY¥siPmPU4J7cLhmro87i8
Yyk8vM6aSp/t0dSMthHGs/SBZ7XSuZNZe 7wz f80AcmkGofbUTHYSWOx6Iy4z+c26
PVPtGDZT7 jw2Mz SHWKu5IXPQmlp2Z/4X0ldxFyMbfpNB/UJdZqz4rtoxzilJTwil
ZgzM440xz4i5JWPH7qsYCWRtxm/8UY95ImmfbeJoGnOYz1 jWWSsxfC47gPEr09IT
meaabl2pNGGaiGju2CgzpgfLdG2I6Sqm6VR/05Sd4Acse9Xu9g0AAA==

} 64#{
eJzt1ljlWwzAMgAWPFXyFPCbOwcLEHTgFc4 6WgONpY jWS5dS/SHo07WOoHDep/MWS
bvn06/v3IyT5pPpC9Y3qB9U7eEj61dq/ngS2sqYL11VuXOhh2za6syamC2KUGxdW
0c9z39Ug98sSLcEImEYE8xnkdpMBhy 0CTAZNhmy ZDPRM/ Ywgqs 5SWGkPpIMwYgPIH
QV445018nvnTzTMEL jvOZRgvSkCdzFaWy00lzzzkaTIYaGLDw5AesfgTgjS3MQYB
Yx1XDOwKD89YU7Gpz+HIjOJThIrvuiNXOzz8y2eKNuTIz24NDP5PcOuln8dwx833R
MvP 9dRnGkzc8+cc3h7N8eCnmoDX9XW7M/2Lg9TuDkYSvM1lhvJYtR4rD0o8ShHIAG
btnPPC235BNYzQkeRg6byq+SWETTaXt571XJC+i47kFHOyYy6pvUTMXFGRcSWIfan
SzPPGhM9 jMMfmzFHdYo4XX4AibGWIfYNAAA=

} 64#{
eJzt1zF2wyAMONW+rilX80vUc2TplDvOFJ19NA85kKauVAJiQMigpHamCBOI+AaB
QDyfvn5£IcgP5Q/Kn5S/KT/BS9DP1H5+1i TmWOTwwz 7HgRIV1Wahk jQ8PeB8LTqyi
n3£fZVSPP0+RHgpMbMh7+z5A5bhfG4 5BBEN7bHWngQTF 1HUBKEKP jUIBiA/AchvcAG
HcCo9tQMOE4XnFMzX4wbah22GD1XCn3iIS3TgAmKgxjSI2Z7nIvNIOaFPs/LOzaF
p+£6P0olj9tewZVgxMJI5SNH+9nuQ9vZNKID+bOjHOGZT9abKnl2n4WjH4uakY/X8cw
1rhhiT+2NVTj4UHMFT6NrbpPc3dSI5na4zpTelxl1hKcOZYTHdab2uM7UK7zBoLRm



X6a2UbenZl1SfxoDfETrl7cJuM519mPvpxJZ4IQ5iy+X068WWAAN3Y4KFiRfZfWIL
rD1treHKdGPCXgy6sT2J6d4XWLRpEt7t7 jAzA6PBmG1Py03MUEYM5ZvI8m31B3Qa
a6P2DQAA

} 64#{
eJzV1z12wyAMx9W+rClX8MuUc3TplDvOFJ19NA85kKasRBIkNRhLcmK7r8KECP8e
SPD318£fX5Q3EfqgieqH5S/ab6Agfp7+n8+T3V0no5009Tw4X+DMNALEJEOSDG1HDh
Lvo51kNN7LXromXYBZOJ8DyDkoPOUMjBZCLuxtQxIxQnmzHDeMzsVHOh7G£f1rMY4
4inzQuDScn6ZpKfQcO04MZtFVjgxmMDLYEoa9MIonOyVDM4dRXsnh9IK+p210£02n
zNQ8TOTQHTgMjuvLZvKMi5iW5smumpbGKaWplI8YRz7aa34SZ0XydVOPzk/VZaU/n
7Y8YT8x27p41d0OzFztowterS/H+81nl6njUvU0zyOINu+CqD4y22GGVI70y2PumB
aGj+9nTVNM+epVUPg7Cb5hFu73DzGsujqlqV97L1GE886p6irp5irl2YIqE244n2Z
NBf j+SbyfFtdAaNeJZ72DQAA

} 64#{
eJzV1jtyxCAMhpVM2oQreFLtOdKkyhlyitQ+moscSFVaViDMUyB2vE4msNgr/IOR
4kf47ePnGXz50nah9%9k7tk90oDPPn+125/v3Ary+p/sK58c5X+bNtGd9dj/Q+s5Zur
rosur/WrmvK4LFYruBiVsXCcQT+HMUMuG5Wx+GcMQvYwGLXPkL8zGFDOHb1dGXxR
GKMzdZwlf2zBILggGY1hPRnBiAwGOVWGE5nC+JfdwjjLZP4E02R0ZJPNiw03PWVN
ecxxDFumLTOMda 6rOixieIAJI97ESJIQVGVF jISNgISRmwp9zNX8KE2WOYTuY1lp+k
eRZptgGaNQWDOOWLIY2EGDdfy6TA1J3nMFgERvaZbFe7PmPKkp25x1TBIRBjulef
s7+4FnEZHaOt03IbadNXpKMNVat Tmv+Pe3kuR3XLLINWF4YT/pBBQeVdZhCfyIzi
wweieFamee2ng3DmFoyWx2YYhO18eFTzGD+H+hqLmWKoVX9RGFQZ jN+LEX/2WQ7X
1Mfgql99m6rwuMDhW/B33sjKOTYoblytIR+ey9gOAAA==

} 64#{

eJzF101WhDAMgKPPrfYKPFeew4 0r7+ApXHMOFnOgrNzWtKG/CTS jDFOmdFK+FOIS
OvL++fMMsX1Tf6P+Qf2L+gM8xfmZrl9euldt jj+Y¥Zx7CQOX+WZaExzP j4A+95CEeY
otNrr0g0x2nyo4aTGzIe/s+w7bsMArgh4/B+DEJjrcpArZOFnsEYz1Y4j019gNjT
xQIhHIpQGM4npwiZwTXpOiEqGzBR2TVMkFyeKULDO0J0dRgugCOHxnIzp+jwI+Z7S
h5AGpzHZNU14NAargqP1lguhMMxdD1NnYMV17aYgCNVNJ9FROd1hgEleFLgJgDJRhO
T3DomYVNZp3ZZzCdNUbN+Za5bc7fhClpL.gSZ81IY1DHBjH240+7EWGweP7vFh4ZY
nJwbwlwl5bzJh5230P4u79cES20x1lajimD/WwOpvX3slpgq/hieGCX2nyvmewlSés
aRi5Nk1GrnGVPXFBVNfK81xpdVXW3IYZ5aqFWc04IedpP5X2Q5s5TzsumeZdrszd
2YHMwB5mdupYZ jbb6YxMc8HgoNgft15Yvoks3la/90iSufYNAAA=

} 64#{

eJzNVzu02zAQnQRpZoksr7BI1X0OkSZU75BSpfQS2hAt vvRVbgOW2yIGmCrAJEObLN
JLOrUVTWQOBZIaMuS6afHNx/NOB8+£fX9LNr7geIl/jI47POF7RG5s/4Pdv136sx8He
dDj4SV+4ul+/x11nmr2pNT/pS6£fw8a6n20zXNzftuSE38V1Mo7/HiP7+AphGF+35
R5idMMQ1ZmZ jzswp5Z2TJIpy22Txi910QYTjojPUYsSD5iYKFG2eY6eJY8YW75R9nF1
i7tyNE£f3GJInlAsN5MqjH1FJs/k7ThPcblPGFiCl1XXWmAoc6sswQkIB16Go5ic9kw7D
KDpgXnmWmNmxvhY4FFOigHMfQ8Z jc7uYYHpWGOgRt YWUA2MMO /FgUV1YKrnt Zhe+
x7iNaSikPPIzFLOrxd6HOAJsN2wxrpUP/QTHUEka/ jrxLPLQOP08koXImygwtHSaY
oHwKsAOYnCk1l+GGNgTHOCFZMQ40dz8ykS68wFX4411MoAleJ8£S5YZh6/Kpug00d
h9qQoh5SouR6zvcdk 6KkFtkl6wkBPzieiyrMey7EhTylw5PFMzHHEo30Q00QHMetD
NuIxu2plD1lwTnNn7uTI8pzxKVDjDO5tY1HBOrqdW3FBTi31MNZI5WboGpBB4YosD
TM16qw3wiGzXIiVqcg4UWPXEuOWJ1CECQUcNquV4HVHECCLkJp4CkOJywAOl18C4e
TJgdwDPyDx4vKC2kmCY¥merAWFkuqgS 60k 6w7WEnmoUKuaIet4TgO7EG6EOM1HKcT1
iAc3Tz6kxsdzHvBYilINVgaOvmd4xlugqIrfIg3VKug7UsRZEYxdINdXzkQzgxIMGU
B+m28SFVTU44CIkKIk/bDoP8xtMC78IDrmeLoRol1JUVRB+SYP0ZbHmHWVJeY9njC
xAMvoSa09cjEoldhxy6U3kmPEO0l15EGrXk5QIelA+pOMpyGT10WIIcdn6aej93FAG
1I0almgQ7bnrmEot 6LFWMOpTnGvxjLEyDdtLtYZfKnk1X2J+XU88AVOFTY7q4+Zg
xnjbgDzrfdoIUYi9wzxirP20K9COZGqWcbédaYcgxzZvuvEWIGx7Z2x3hbVZfuY6w9
W2iC9Xhv1t7JVxjlQevSxLemO+0IVj5UnqvbyXZtqJ0Pp9xoP5YY36GsMLgNkdt5
X7PF6ByjzMkd+/5Ig77GWCt j65XIDWQHcez1IIN9i4ea¥YNslfGx jJKm6kMPZ8isk8
pc9Cs8T9PeQC88£xP2KIXgbz3LgIc8l/okv+W/0GSJQzj/YNAAA=

} 64#{
eJzNVzuS5DYMhV10UCwvrzDlaM/hZCPfwadwPEdgylKgKyBVMZnABOKOVZ2Y£g9S
94hU7£fYEGyx71B/2mwfgAQTUf/719XeJ9Q+uz7i+4Pobly/yW+y/4vt/P+3XuF7j
T15£9xc+80bt 7Q2v30nxJ73vL3xwC09/2zFSX9%evLS3+2/CU/xXT5ARgGB4AnGI8In
mNx /Wsw30pDPmBObe865a006YI63LkDtGIsxHnVAF6QDYwk0+axhDpfybqvTlpKa
YfuUixMGz56rlEaMy7sTZww/30jInf70qz9eJAswcAiYTqIHht /wAzBd/EaH8uSP
76L1rtIdjwJjs893YXdMD6fpMIS6YGiKGBgrKcd2n jFaSkRPY81GDPxxX1VLRNer
aJl48M80rEVjT2FMQp8859SrFIK9ZBjj9n+£2glJI4bdIDB20XDXWMuyJcC2TWDs
2D7xUJuatVWzbSmUKE8 YROCGQRWRpt S4bAyoyYeBKVoVsurS2CbzD88xTa/FiKE8V
ZWypQcMBAZ2mYvdSoY2FNm7GCThhphiy5iZn7UiB5alrrxNNYP6YgIo+nZHXGOEew



aMEzdETB6wUDTUFhat IaEYCk1lCZbbLhJqoEPCOk3rInHnQoCY5Rvg5hy5RFZbloX
kDVAEsS1ImHiRiLUYMclgpEOS8XFWrNF2QdEm1ETrrDJIpeWt LgOWQICg8zT72B3hbQ
2AYFI8oRoloLDoItiUXRaLnobcwXgsIhZ+CksKZrL+uIlYVB+A09IDmgCfqGewjzzI
jZAHFmmyqftaR58RINr55WFL1Ft jHegNTuL7Q10BD/h0rHk 0AMOD£QzSUULRy 91R
CdEaj6AllIUheXnEyCH+QumAQfkg8yMm7Unk+SJPsQhq9EcsigHlk/AWTnYWUJ54
WEA1l6iuxwggKX3iwgpDMWIWJbe/Ck7QiTVHvstFOnv3hQeGJkAgeaJ6kWR+03BJO
MM4 fwkM1S0YZzpg4 6nGOkTXj/GljrfLUGRs2+wHQaA+aJ5+RgsbGyr7CIAtbTZ9y
ofTROSFrzknRrl jNU61SV2Wba3iHRKANTzxZdM2+RLvc2MnzPusGDM6064alkraC
Tt737TvGgxREnviJ/afmfSo+MGz3RK4d/+50 jXM1DNwxMTY48GrXGJImk2S fMAXP j
JO0ulMe5wPB2TasQIS5AYTsL6mHg jDxoAJjHEAOryaMTFWs7etQCJi6NWELifEcGBrb
MfdJPmJQiTCGuxoP/Y47gklDVDoO0Od3bh65MuSBpokPHrOv305R3DI jgTz jImJI4T
5vC5waGVvbxfMXE7ThWGBzgOM77Su/uy3ZRwSwDAF /d3RAZMODBK32xrrZ+£5xj3k
GfPd9RNiRJ5i+j3E72Gerg9hPvKb6CO/rf4HC5MFI/YNAAA=

} 64#{

eJyt1z2S2zAMhZFMGg4niyvspMo50gTKHXKK1D4CW4 6LvQJbjZotciBUMUKT551Q
kilRXjmbpS3/iJ+£fQAAESC/ £ffn0UHZz 9IwfMbxFcd3HO/kg58/Y£f7nQzvW4+RPOZ3a
Gx/48Pz8 jHeeqf6UWt sbHzyF109bgW68£f3ysR8Me 9ZCp8v+MiIm+AeMeOGIMjx13
7BFj/6RzIwx6bQ9f4ziOpT1lmEbleF18NsxL54DefUNM1U6OEzJHCVGaFXvtQXSin
yQo3UDeM/ 8oWSxemTba3QCEw5udeZMzmC0/20IVrBsMNwGLUzcAHOY7hnOhk2Q2G
+9qz8Qph0O2L8 9VUMFqKOh+bXjuHS jOF Smw7G6xJI3MjrrtA2sLYx67R/8RA98KEF 4
MXWT5+TcxCLkRGvasFvMIHWC7CYzZgmYTm647 jEy5IzrhZDDFKyegdAS5ea6mKBZL
3ssfG84DEzpJERmMDp/X2WhWnk fVACMR+Y0 jHQCgnSMTYZHIW3TJiMGjEPDZYeeLA
MrdMDTCoRJhzFt 9nPZMOwiBs5xKK/HZ7eh2sH7j/1Xg6SJ0zr2DBAhxd jwXhKsXQ6
MHpM1IH/sA9DGsclQ+9z8TAnOq6glzpwF7IHvglYWchk5pl/YZhusIc6Zeo68P1G
BzuU91yK3I60UifjPGMZku9k6+3BVLZCFXKxttdXOq0ODTuM8JBbUjUSmtXCtgrga
B+pYr6MhWUAK1YCQJuvtGRECMEI3Qwf24F freEWc57VCgpuD20Phrc5T8kuWiliG
OoVQEeRN3zwVJgXXev2ing9PMKhNkItoG9pHu63BrJc/WMMK6XkeZ5cj5GAuS4szF
bxhtOpxn+nDxtWOM9tgoht TIyOhMV2wY¥xNJ1kMy+a0YIdUXFSkEmT1vrDKGemVqT
FxeWmVx2GM9YY5GiK85D3mVAVNY 6 9AgLNSnaaiareb7B4CuLLxuBhWv/sExfqrbO
15Trt£95aDriIOLUmoteMd42Vp3EewvFF2Z2qeHM3WnR6ZulgbLSvYrytHjC+ZZdu
7alR9pml6/MmoGE£2£GiyZub88TJIhjZGXmKV0eEJd1u53IWvG76Wgbpmmb7nlqgt+T
1Uu8qiwxrbHdtU33dhfGdMkfm+7+xla/L8xVkduMhTm+HVV31yFzh44eCU3rOmDc
h2/AHBhzL3PP£6J7/1v9Bas8HtD2DQAA

}

; diamonds:

64#{
eJzt17EOAiEMhtG4qq9wcfI5XIx8B5/Cmddg41Vu8IGeTDphCy7ShP7x0MR45Xpc
uC9%taQmBw+m+dlkurHvWI+uZdeFWedzz/+umé6Kv4 /DjvSyeNP8Zx5F5GUn5cSqWT
JkP82tWmlCyHIV1yG7Y¥mklwHIvZhKPRhAsUeDBPBZEIWGUZCtJjsrskQG2Fnk5mn
9GAIYDgiu6ZmDhOQw24MEg8yLyg/aWb+hYk2k7c3g5EVbDB1W20zZVuazIir21lnN
ZKQy 91 6dXjFD+UHyDNULgbuWmfk 9hgBGLSrNkFgcmt GL/HMMEg8yLyg/1mAMROzt
iDBGTontyTOjNy7FYLWOM6DBULRrgTBQVXrVIGt 1R+5EyN3qAeRt VI j2DQAA

} 64#{
eJztlzFuwzAMRZUia90rGJlyjiyZeoecorOvoUlX8ZADZQrASaHoFpHIH1BAWQCD
aNMylGfqmlJA+£fh52wWxL/YD+4n9zL4JW+mE+££L++gt zZXKGeV6bcvDNsizclp4ds
Z8h5bcpRuviyl 6GMvU1IT9uw6 £fbhMDg8zFKPLxBiTy2TqYHWIOPFKHZsiQCWQZCdSE
Moxk5PFARu8uGakY804cpg4Ec9 jDFKRVbTRLmMEalZWycZBmlB+ZHM3BttEOVR7w8
Y6adryeMmnd/reJ515Z+5f 8 ILmMEMZ jCD+edM8hmKP gNgNQGGVK3W1ROwpKs7YOw2
wejRt fubIV2IAdPk58/2JD+ag84nerqY¥si+rBOuASTUD86znHc2X2V1gRBhvAUl+
bHjLkMvEHsSZmxDAgIOCPY11MzzdRz7£fVHVe+QnD2DQAA

} 64#{
eJztlzFuwzAMRdWia9srGJlyjiyZeoeeorOvoUlX8dADZQrASaHkRSS/QaKJgall
bUWJ8kxRFEnbx8/La+ryze3A7cTti%tTeunjM///87Y2KXM/0zyvXTv4y7Is3LeR
2s9U69glow3xx4dWZeR5mgon5+ndZWg6nck513swVMhlavbt YUUuQzk jhsRUMOGF
SHMs07U7TP£IwICls5pREfShYuC6GiKstvZ0ONcIqYLPRUyyj70HEPgNjQO7VLVHS
jJBm5XxuM2Hds j5k6kDv1LvnlYP48QwFGZ6BbNzBjUINNr 98yu9WNHW20+C£fk58h+
hfbdyoP5n0zxGTKBZxkVwC jGSCUCilXFwJhXDM4dcyMGOUj6RozydNS9c20h9VCE
TBEXbjHIYXKYrFimCmartowMriOktcPaArTbuQIxJs3BTPYUaR/ewLgSYiLvRJF3
gqyugXC8m9g0 ==

} 64#{



eJzt1zFOxTAMQPMR64crVEycg+VP3IFTMPcannyVDhyICamTv50GNnb9ayPEgBS3
/gqnT913XjuT05£XrnIq8sz6zX1jEfWE/pvsyP£fP/JYVEpYznTOC5DPvhimiYe8wyV
MxEtQz7yFP88aVc7uRsG8uRzeHQZSr9nZgwwEGEwWwEAgHnbkMhxRy2B7F+ujQDD1
HaSxYwAaR9VQ+cn/IW0oJrtFbQD81CnhgWVsTJIn9diQM3w+68ZQ8eQyIetn5ieTZ
r9eOMequd47F19tehys9t 6UxnOt0ZzvxvBnlGI9KQbzNrbhD9smbVHWj10MlavVIzZ
c1lU8du+W73XINNugP9yTVGau26GjeCIM+£fmpjTfn6mhD jHqt 26pNUDLkLKBcL/SZ
GXyGIoy30Jv8HDOOhJjIN1Hk2+0KvccYTPYNAAA=

} 64#{

eJzt1lztSxDAMQA1DC1whQ8U5tgHiDpyCOtdQ5auk2ANt xYwr4Q/xWrJiadhQLLNK
HK+cN7IseW3n8P716LJ8xvIaylssH7HcuYfcPsf3x6dSqMz5dvNcgnTFH8uyxDql
YL4dYqnS1Zri44Wb6uR+m1CTO0/SsMuguZwDA78Eghl2Y8Bt /fPu2KJAeDROAACIy
ySxXgPoc3TsbWhXGADSGVoX5LDIhmatMs14718qZya2rIaLlodjxq/uQ4aQwdlxif
XCtx50yUL85IeUfLXKXj2hC/y//rxvwLJIhiYd1ZvMAFAZQA6Q5wJ7TWIWAUMWDJIkp
CwYMGYud3Xy2xMcUZOu+THnv5cZcH+N1JInSTqmfgq5CT2fMvUPVLad4zgj7ZWMEfdc
50+8d9NxDZkyhL8+k5h9rkevEeNRjc/KjOKMPy fFUb4qY8n7pmTGg4xCmBmbPyq3j
IWRKLNI9E1m+rb8X3A0D2DQAA

} 64#{
eJzt17FSwzAMQF2uK/ALOSYmPoKFiX/gK5jzG578Kxn6QUzceRKyVV8rxZbEteW4
XpW4 jpwXy5Y1IN319/74PVT6xXxPGN5w/KBZRO2tX3G+7sHK1zmeoZ5pgoceLEsC9al
BeoZAKggR2nCnyfZ1Urupgks+ZoeTQbC6UyOycFEhy3syGSyyaAtk4mCybwHYoSt
Mk O0QOmmDgNEFoggmmQWicwQePOmoaH30£4X4ujQdjTGtMZg2kRcEM+01gjQcvbIav
Rdc/hbX8LJjuekmmt+7giB8+r5Gks+TXjfm/TDA+BNOLQ8F041kw3bzgzCC/fslc
et+4xJg9/nH52bNernUfyo25TibZ2TI420yJXibHcMkCJI1cZoMd8YNXcO/ 8D jHMxx
1brO07Tv/A/21tzehpTx0BMGU97LLP8Qo+4te0bdWxqj7S18IBOhRkXI1iGF0S0d
+V1nwMM4xmMznm+iF8e31Q9Nm/Jv9g0 ==

} o64#{

eJzt1zF2wyAMQOG1f16ZX8MuUc3TplDvkFJ19DSau4gEHyt T3mKiAEBAIpLhOXofK
JgT5W8hCyM/vx+9XFeQT2gHaB7QTtCf1EvQzXP/axYZ1Dgea59j5A/4sywK917hw
Kudi5w+vgp99bagR521ynJynN5Z2x6veM1Vpvwh jHMkDwPksYmKxkLL5IMtggSQzB
WGOWZtJI1lwxEojBOHZWMjlY21Ee3M16Z2J00jxFik jSNdAMVO7hvfHCnz21pj4VP1D
xrnOMWg9aoZcd+wPLei5emI22V//zN91yPypGLJuYKZTNS5ygb jhBTbiVuXfduI fP
kviI4ixZL9G6kyjN4ClIBrtOMzgEJINDuZ7BS0syOCnW29nMZ018RHHurBdWkutu
G+Mtk5wc5Ji 9vu3RnChXEzPK+cQM905+A/ £30NWNtt2n5mL8EbVF40+YYWQLTrdm
PKktNt4xrCO0XZ1hbLDLQSogPk2RCRNOThdxot 8 IahhURI/kmknxb/QDHNOZR9g0A
} 64#{
eJzt1lz12wyAMgGlf17RX80vUc2TplDvOFJ19DSZ£xUMP1CnvMakCosYSM1J+nKly
CAZ/FkII2d5/HHahyBeWNyzvWD6xPISn07j/i9%e/nWriM5RfGsVb5wINSnrHOPVB+
AaBW+chd+PcqVTXyOAxgyc/wYjIQrmdSjCYTY5xMBtLdGGlz4lerHmEztpa jTMpY
RS2I1mCKWhAtzuCNCOXU4vboDJ9X7 jwNx1lrE1Bv/FPGWqWcCyx48sRnuZ9U/mbX8
LBhlvSSjrTs4YpXPa0Ud88+KWVkahk9PZ7ibVIa7+3KGL7/K8MC5XM/NbPb4x+Xn
/nolrRKMFoeCUeNZMOq+4MzK/ jgbcecN6tXzhgiK83LLFvPy+NC1Fp41dcWGgk51
/nPClczWOYF3JolkJjXKW4aMVJIIN1Uk02U4cEtOLZ2K6++LOBF7fXyk2veOenI7K
N30nIXuiaU+9w2Dye5nln8p088aR6eYNUttZdy06uSzGugvT7qiG8dhsiovxfBN5
vgl+ATh8w+n2DQAA

} 64#{
eJzdlztSxDAMQANDC1lwhQ8U5aKi4A6egzjVc+SopOBAVM6QEP3ESfWx5w+4ygxLH
K+dF1iXFO0315+74fknyE9%hzaa2jvod0Md218Cvc/H3KjMqVzmKbcxSP8mOcS5 9HEE
0zkg5idecShenrgpIbfjiJZz8jY8mg8PvGXDOZJIxz3mQQ/owBe jdr30eg7S34hdmv
PYUCMZYuG5PMItPSZWXCgztDRaNx1hkkTBzcJiNaYdKDqyGaqmXa87Q90+eyt+ETW
ijNjlHxxRss7dtQqXVdN/FneryOMui7GaPFhjBpnxqj50kwl7ycz167nS/i8RgSI
RpkS2bVIUTLsppovNomed8X14wwNpcrQJBy3Y/kDhGnVEImgVEO0Ywwl0K556pbO
S01/1LzUTttbevaorr2uKudkvMOArl+FKdFqrAuc3AWQxacwrTgXppmv7R+4nndw
Y1TWhl+MX6GeoctnZ/ucY2rUMyyTbQivZ5A7DvJI6dnLXR17PLs9V12szYtOWDA2M
ZpjSx£R8E/V8W/0A+1G2V/YNAAA=

} o64#{
eJzV1ztSxDAMQANDyecKma04BwOVd+AUlLmGK181BQfaihlVRnbirPWJrR1YdnDW
m8h+UWRJdpyXt 6+HIZcPqs9UX6m+U70Z7nL7RP2£fj0v1Zcq/YZqWUzroYp5nOgeW
mH9D jMspHamJ/g55S1Sq34xh75Tg+dZk4/JwBiNBhECBOmYDXY5B3mwyEmsmSZGic
tZosSQagVrRIgGgEbKOWrJHxoMiIWGfHOMCYVJt+4KeJSVO0+IPXvoos8kbdo/WEuJ
Nfy8kuVRYMRLoUbc+SOFPZbpY1lw7DPPPaXTAEOkxPAg2090DzB40mc2xsEmSwRKg
whoM76ytO0nHnj7QZbjpjLp3PpjlaOosx57tkUOSW5Wdr /VGMsY4pZr£8c8YzdocP
PbFwxPS38ucq0d+Yg5657FkTXGuLZ41yrXWGCO0yGO+9MPXUTa jWJQegzRbf5bloY



LDda7zjBoIlyBgx3LrennasIqlXnR1liVXz6£faT+Vt1lUte2 jHtW6rmkyE2J7vhUEQ
sY2aaa0/GINYxzZmt /w50zJYMygni2Ka3X7G803U/7a6H78BawWaX/YNAAA=

} 64#{
eJzN1zGulEAMhg2iiUY¥wV3ii4hwOVNyBU1lDvEaYdrVCu4Daa5hVc41VcwRVShFD4
bU+yySS7byWeBJPNy77Jny8e27GzHz//fEs2vmL/gP0T9i/YX9Ebmz/h/Pd3vm/H
yT500v1BN3x5fHzEUWcm+9A0+UE3ncKf9y1gN14 /PEzPDXmIz2om+nvNmPsX0Uz5
Dnv+keZKGOJaU2nS jX3WTx 6 jT2dsK02v1/Su6dNOpBmzgZSep3GeznmtyerSqcs2
HCPRHLlofuf8bWW8rySuD3F6wtU/9Epczq4RvgXhiba/aEYzYwpEQtDwWrNGVzBo3
tQ8UsZkmmuYJI8JIYT7ZxqSDW2ksaelSbgnnbpDY0UxGvLcf+EKDRrgAxbe9zPFOra
2dzZrMviJSWIc409w8PWPxZ3gqefAKXHNnZ4+PFO5h8hiI%aYybDRd9GzsctK9hCOO
GRkieWZYmu446tiIaJFLhFI84FAhuNazR6hD5HYcSiValE1CCT1ELSdjN1AiwSDF
YLScFBgRSs1lvppi04wSEkCX5UEyHWzacgmWxDDYcwzI1HKREfIV1hwp6DVOCqgRgk
f£sspHKtGMYFC13b2cITmYk0JncSWQzPHMMk 8 1vpHrZbZmjPM6X£xQOn65RhcUzsZp
/2z18S01ZgBrnDFoiBST4YNwzFEzNODDubOAHXAMzCZ1b+akobrGOeOcYjT66p87j
z11BwAzqgB/ j5kANQUEWSJAF £5cA00+i30dG4PeQY1XCbz5HgHZZMh 7AywolEaDgE
P4cFoxykU8SMRY16sgcYyruXoghZMksBxZ4/IxRqlBOkQdvbIGpNQ6vEwt £4ht8af
wPpA7p53w5A/yynQPl£fJSkBaakKI6éqld/THMXFvgLI4HdUyLx1ly jUNHiUR2z /ual
DpXoS3jOMJIXDOgiOf7vYcLbmdwKGpWP /y jtdwULsVjO0Cwt /KLpldOPcfoJfIrsLfy
RWNtg91Ib5JgsbXyRaPtpyvaZsU52sW8Vc0ab2Pw2cyJqvGWN2u8HbKEeF 3 jHNaF
XjS1BW/sodgssXz9/0ZW3gqzLfAaNWNRbjrVD15CvHUvc2nPx86TV4oYmVk1 9DWv8
A48u/dRNzXpg4+dR/6vRn8YenlGv2MQLclUjIX2tT97KjzTdmOurn996nRvQXH2H
XGlujv9Ro45+Cclz4y7NPb+J7v1t 90eRAPNP 9g0AAA==

} 64#{
eJzN1ztuXDkQRWUMSQjCriOIE806nDjyHmYVjrUEpoQw4BYgNZgo8CYceQuMBu jA
008tvu5pVttuBQ5MgX/vHV3Wn6237/97Lb4+4PE3Hu/w+AePP+RPv/6I+5/erMe+
Hv1XHh/XC3/w5vn5Ga+8Mv1X51lwv/OE1PPOVpW7Wq4eHeW+NB73LTPkFTK3tHnOgq
td512vxtmR+kQa+Z/9WGgeqouWPpDdP 8XbaBVbP 0b jMyp70YUZ1Lh8xVDHVEnVvJ
mLpOFJevcqgHza63/ugyuDE3SnXHxC/MZql/IFKglYtmZdstgqwKDdJS89qInZ4bG
wbxhqgciQ5RgZbnZmHKkt SypzcLPD5s80DzpZqjNKg+C7exLsORhEEQbdxOeKwTUZ
VQy52HX8EOyuxbM2U+Femz0rzmQyXJ8JoZbol8oXXc8KewqwMkN8Vt 7BKLaYgqdR
9SiZvX4QZjAiyIMwUpHhOzCIcu98VgkamJFNWYR03IfKQGJI3Bltkgkwo9F jLQouu
GGSadccKG7IAWJIZ2x1ikk7Eh4CQd2Bg4MmkT7 /mCTN4ZFaNrRF2EZWZ+7YrB3 60M
XWz6XgBRtTnoIKgO0IftQlYxIWwp7UdzN7Jy2A0iCUNAZbJthBRBWNyliKegoAylW
2HxMxgnmxL1gTRfa6TrWCvaKfg2moyt1laPIJBS3Br7msaOw9aVlbKRwyuw53y41G
ZDDUMY1x9gBY1YtOlgAjlLFiT7Us+nTKEnT8Rho59Y/sV+pY1HGZ1nIi0T9CJI8t3
dHI6Db8h9amYy9zEEO7AVvedA8F1004V6Kj7zhhTZsa8W7notNLNrdkY/2u3B/2B
+HBmcMDuUNY8YN4YWQWSc0a03MaQRQ3xy4y2gBLUWMCOMTdwKKBSOR/ZS2HQK9ur+
rQClJImwhz8/GQIglRm9gORjcD/FhAcrgqcnaW8VwRiX6hm8 9NzBHE jrToVIZLF8tg
Aw3NFnKxOn2NBEUh07GdSS7j1UgSU4ajZs 97KgvwK/CPXvToe/WNJh+AOFpp0553
zD40ShwSDIEddOLvVPrMHUUISr1W6EGeW52 7dRymZNrGNJ+9GKLCcwlHDxk /bS8M
P+E+hBINRm+Q8aP8wvD4we jFWB+8MiqZdZSfGf+kHG2IEQd15RxcR96Z28e0QI1zK
GDwnv8MsHex1PEMOS5jiCd3smopeYbTBI53GUB7/QMzAIx7+7HnVWENh7xcus0PXd
HjxVZzih6LuP98icFgOD1E83Mnt 8PKJuc+YJ6hU2Q5wv8emdedVj4m758q91£gy6
YwOJ9zvthsmHjugleCLzo++Q18xP12/IMIZ3mOOL6s+Zu+tFzEv+J3rJ/1bfAGnk
dy/2DQAA

} 64#{
eJyt10tuFDEQhgVExjJQV4hYcQ42rL.gDp2A9R/DWGQG+greRF2TBIJbLKFWQFNFKQ
+atsd7e7h3QQ8aRnJudv9a5y590XxX+/I1jdcH3F9xvUV1yt6Y/sn3P/5v17jOtkP
nU71Q01/4cnd3h0/dKfZDpdQP fekW3 j5sRe3W65ubcrTkhg+ZQv/PxHiJ0wswJeJl
xFymYwba jpnLP8n5Sxp4bY++S7aV8MpNOq/9Iv3ijSBPPMFrUuYyLYxjSRCkRMRi
sxXMOoZgMotXot oBW6drTHGVOML6HeP3amZZ/GIYobcFG1LKPTQ+jAXPkx jDzIXW
zLRm4BVbEiFYrAuMmt4ZVscqU8p jMSRODHkP0oz2dQVyaHDN98GtmpNuj7MCILfz2
SJ3ZyEGcK8Pr+KzscUyzKmIpPc5rv5xGrqvSMLZ8reMzM7ahYM370s4rOaKVoguh
vM5YIkS1UYvDwJIJRmsu6K/cWOkbmGLY jKO8DoPY20T5XyZLrH2kC2cF8yVXHI5tmo
i3AzM4pdEOWIskdB8sYvTjI31QshUfQUeFurRL7113MhMaUYA++YXj/Q44KHOkKAD
UyC9tz55SMgZrM9WjGC7NoY2LIwmhTa6og+ezaRExgByI+PCrU9JINIQ+KQOM/cxoZ
iMmw2rsYVEgi5MbnvV8EZWjngG+QANE j43y4hRbumUj4Fp3£fMapCICcGGMQQc05b
Xc5HNUiIiNNpOjy2MMXXRUGSsMr1k7346+646ZUh1LbQ6bGOKPAMGOWYDQkO7sekOu
9RMi 7PSabt iMWHgXzgMu j4 JAXpPJqabvmQQx 1 YEgxNLKAdT1M2n0NZ2k jCOPMZv6
QbbVZI/CVmWSsjPRQ5wVgg4dmKlgog5gNE3ytG251JgliZBNnhRK60Rcs 6pVHRgt
yxwp4DaBd36xQt YxrhqUM+2YQgHSKYW4nHDyY2QweLSrSJ3Rt scAED/WjwdegbHV
OKGzs86RTX/p+NLCUMiGTNnlvfrSa7Id¥m7j141L07zao0C47pg62NjD70N4wluYt
TF+G+YYpdWiLbV1hJmNs+NvkvSJHb/bD2s6C+WxZmHs 7X0t hJMT 9GMNhNTN2k+uh



Jm8XVX7FX00BXJkWB1X1d3Lmw70z0g5ptKcdlo8LY2N28KvIJEZLOcImmTXzgQSyW
rVrOAINWjNVJO4V2tdrjY2NFp/faL3sM6nGuxBmddpWx fOk4BIHnt iHO91jW8i71
ic26WfO0/MKBad/r65GenQi+ZysQnniF7vgby 9FLmAHMUnOlIUPPrgLEYvgBzYMxz
mef8T/Sc/63+AJ3H1mT2DQAA

}

; hearts:

64#{
eJzt1zEOwiAUBmAOruoVGifP4eLkHTyFM9dg4iodPJCTCRM+3utiX8NPkNaY+FrE
4BdoQSg9XZ5bw3GjdKROpnS1tDIbLrf0+30n6T0sn8ZaydJIBX/q+pzyVRD5NjJIK1L
IXXRx2FclYpl1l0UUj24PTTONIG9jgmt jXPAtDAkH JXPQEHEeGW4uawJVQol9bIZY
yDgP750uGl15z6uelTCwYrl1QR7h+gBpoQFxuLv5nPeGx46QIm/fOAkSUnb2TJyRqge
CS5vmIwqqjDS1KixLxvVixP3FdCI9D8tt1kzF3/yeCQVGTV5tgpg82ujdq0zQk3dG
46GR5zwwMNQZgZ1ZY4aNGTBowGTcYR/KhjNvZOPawOinUZ3RT75KA6LI1LwT1bxb
vQADV0S89g0AAA==

} 64#{
eJzt1lztSxDAMQA2zLewVM1Scg4aKO3AK61xD1a+SYg9ExYwqIdsDG30YaXaXzkoU
Z5wX2bKVk fLy 9vVQunywPrO+sr6z3pVD71/5+elxqJS1n2VdRIMOvtm2 jdviWQ/0s
RKNpR+viy5M2ZeR+WSiSz+UYM1SuZxAgZACghgxhgonnwyMl 5uwwyG8CSEOaYUcQ
+ghnQ4rBwfwaArK+t+cgGOu7YZwlvITp4vgFe78uZVAOBdXbd2GGV51 fMMx+BYdV
Z0/1TvgMAoUM1d19J1YzMe/GjzFEN/kGJz0ZyUxmMv/EYIJRQAF jUKVhj9E511gt
R1T5HI1Vy+3jM7TAIZngNgaIoMiVAn3PVMRGMI+RGIcZEtY0sMK5gW10WMVUyZhX7
vku/OPNr36VrOR/G7rR1okDsDIYMZBgbVYbJxHwoKSbzT5T5t /oGyDsmgPYNAAA=
} 64#{
eJzt10FOXDAMRONiC30FihXnYMOKO3AK1r2GV71KFxyIFZJXxkmESOxfHDE jRk j j
NpPKfeM6qe2k j88£ft 6nKq7YHbU/aXrRdpZugX/X+211ro6z1TOvaunLoxbZt2heN
1DOJtK4cRaU/99aUk+t1kUjelOPISDgeIad8CoYzh4xQ7I8aChkm8gyrj0X/9SjE
gqJLLWDp3LMONoYihgfF jdwyYQ8ugcV1GgD/SkHwOw+0jKKP3Pp jRWdc/OKafwWYV
vNPemz2GSUJGcnc9FasoNpx3eSJIJW5SQ5eGHOy+SYYYoZml1 2AYZvIgPFpGuUUpZESU
E2bgz18zbhaDOg8Zs15ABsmF+X8MTzAueT3DLnk9Y/PJWUOHNjGOaot 1UGOXDKwt
bX3uzKDaUt£53syZawvbzQNgxk3ID1M3kz8zYhhcW76ZvdrC424GlpaZ+JEAafGe
Q4YiQyBWEf8uEMsXMfBPNfFt 9AowOCNT2DQAA

} o64#{
eJzt1zGSwyAMRUIm22yu4Em150iTKnfYU6T2NVRXFRd70K0yoO0orYACB8aCdOB2y
C£fnKQ8aYjOTr/Xky3h7cvrjduHlzO5gP75/595/P0Egb/WnmOXTu4C/LsnDvPORP
0x0Q06dzgXf1lzqUCs7ThP17Hc6dxkyrzNoFQxoGKtgQDEfDtRleEaJcVd2gQvBlwLB
sSGCPLUXJYHBDJYr18SMkA20GYB/Gm7wvkPeVxf8Y1INGTgPJZyJFR8HrLdASbMYZKo
noUbm8JEsWIwh41lixZAIE4Wf1g77kBT7mZB2+Q80Z jCDGcxg3sSggpES5aYNBgC6T
cmQRzkoGY65t5LgV08iVNdPKuZmxIZU3cneesw2pvFUDRCaP3KHe 6NU2GKuzFxkC
RROFM7V£fuc7QqiErplmLZoYU+8£2Gc0+JA2DCkYx56 6pGM07kebd6g9PV+vB9g0A
} 64#{
eJztlztuwzAMON2iYz9XMDr1HF069Q49RWZfg50ukgEH61SAEOt JsUWKsgqmOBoIC
0S0rpJ8ZWpZM+vX9+2FIcuD2wu2N2we3m+Eu2Sc+//mYm5Yp7cM05S5u/ON4PHI £
LZT2gSh3cY¥smP jzXrozcjiN58 jU+uQwNf2cAIOzBEOEuDJ4dD7ICUCvJIsDB8RXKs
FcVgNkOlgIw5SmkAyOM/ImFcY jAeHofq+QON5XUcS5 JjUHpfFAjqWcgrZ4XHm9HCYHGzZ
KMmf fKbCzawYBoubWTEMCTez0 jNX1TivSQzLY5B2WYNX5qIMd jByxq4wCOAyAMZR
zSCAcVQzahG3GVQvjN8zAIO/uywTPAYzQltMzBLo jGFTrsz/Y+wKt4xd4YZprHDD
LHNTuQuSWVZ41I8cZppEra6aVewsTcipv504Sc8ipvFUDzEy5cod64/TiWatt 8FQM
bTHJIg8fEuqyXQemgY1lLdulJdDaqZdi6qYtyQzm0iO2ZFepi8el3Gli+n5JvK/re7H
H4xdySf2DQAA

} 64#{
eJzt1z10xTAMgAtiBa5QMXEOFibuwCmYewlPuUoHDsSE5Ck4Dmnt JI2NeOJHem7z
8px+dZrEdtgHp/frieWFyj2VRyrPVC6mK25£6PrrTS5aF j6nZclVOoujPuq5Up5SbI
5xRjrtKRmujnrjbVyOU8ROve51uTidP3GYTgYMDRFxkyGTQZ6st kQDFpBOkBtQKgq
L7gDDWtFMZiboVIaBiQDfkY+8wGj5vmAYZHjAjmuXfkag9L6pkBQayHVLArNNGE7
g7uZTWF7ck2FmaI0DO5mit IwWUZgpCjj8x+XPjriIGE8Sg2£fml15ggL4Qu0/HDhun4
c8304qImevFVMf041lcyJcoIn//w0g5LBl1jnI8/Uc9vYLzQzkzPw/Bh2MjOEDBgFM
ZoskZS5IBot3D3LLxgxyS2FGuSXvz0Zud4X3+D+UW/HwZGjFs1WLSe5mXGeQWZozc
kplxbgEwnCwzQyT3ZQivgcl4/D16GMfz2Iznm8 jzbfUBqcKs2 fYNAAA=

} 64#{



eJzt1lztSxDAMhgNDC1lwhQ8U5aKid4A6egz jX+yldIwYGomFF1ZHviyLYSmd2dLAVK
vI7sb+WXLCcvb9/3Q5Q0PTs+cXjm9c70Z7mL5XxPWEDymVMsV7mKaUhYs £5nnmPJT4
eA/epyxcoYh/nmpTjdyOo7£fka3w0GT+czwBwF2ES8mQwWTZn96GG5MMMSdAxXglYHgE
FAZRKZKhVIxaCR2SDCSD4x1fjQtyXKvyOdak9azAFesu/TkoPN+MrgytZrIS7ckl
FWYWpWFoNbMoDeOFmUXp8VUK3TJ9zNkM+YvswX/mSoyTFU51FD9sGMWfaObbFzW]j
7a+K0£fdpyVwoJvTEn6MZkgylzFacr+ZQPS8KZkdahjoY6SEbDAEmAzSGaocakU2ww
XYLrDBWLcDoDKIOdzVDBOJURRZQYXzPFCVEzKXOYbRAVTjJ5hXZ2iS2Z2YsvCELZj
SzqfjdgSz/m/FFtwBYawHVviSyn2YOtk jNhCedZ1li fPTRIGTGFiNSV89kzGli+n5
Jur5tvoBfRyUSfYNAAA=

} 64#{
eJzN1ztSxDAMhgNDClwhs9Weg4aKO3AK61xDla+SggNtxY¥YwqIl9s4keKHtEMIg8Tx
Sv1W8eOPk7y8£fT000T60onKm8Unmncjc8xPhE5z+fUpE2xX2YplSF jX7M80x1iPi4
D96nKmwhRIfTN1Vh9+PoNbuMzyr jh98zCKAyAOBUxuNh jGwzUuNCQODqgyzeRhCEhH
XAt TGDZOWQBnwM7w9jQY0a8GE433C31i/Vuc6Bnn2xQEn5p3/Mzs030SuDK5pFifm
43PKOmSnYHBNk52C8SxNdixatWjeh2ZpDPpd7sHrmbrmJVPXvGAami8YTYdHMn+s
eclUNb91laprfMjXNFOXF8wVT03zBtOy/GMdPuCpj6bthDClzYZhTizZ20uGt3V8h
jNBfEyxri2mN6tieDBoYrqO0GgwAqs8ywSOc4g3nUOS5pfmI 7TmMOPTfHo+K5qPz/kb
0jz+vAz1lmJhVY8J7mZXpaD4yiuYhvw51NG/ST7zWQQwoo je2WTUTY /kmsnxbfQMa
WW519g0AAA==

} 64#{

eJzN1lztSwzAQQA1DC1zBQ8U5aKi4dA6eg9hFot 9JVXHAgKmMa2EivJknblW2XIJCiW
nVVeNvo82/HL28/94ssH1WeqrlTfqd4sd75908+/HkKVZfPbsm3h4F70Zt 930roW
67fF2nBwL9dEu6cyVVVvul 9Vg5Xt 9VBm7/J1BAJUBAKMyFq/EIHXODUIGss8UoWuQ
AfCxY2iGIvAxZ4AzIfCJIJFQbL32owdobh/bGhlTSCOxjk2VMARqw7/2YMaL4JzQzm
NCnw+fiasjOxgBjMaWJIQOMZalicGMqzPO+0XVGLRNOQdPZ9r0S6btvGA6z1eM5uEl
mawwWt 354zQf0Y/HDhpzGDVP+2xu6TymbNncOvnUK3YCFM4 jpG7ZFuMOTww/AQp/
QI76uowJMxiYdp+PsZvR2I+588J351BMf2ctRF /bayp06LghBql52GdmnL80g5zB
mpm5tkxdowblnAxOMIW+LQaZTjOmrbBIZziDcdYb97iKadwrS2bkfLg/K877+/w/
ch5zdwYMTPhMiVQGjeY8xov3wHmIf4cGzvv/raNyaaa8ZjcY/NSdV8sUM/NMNPNs
9QVETVBI9gOAAA==

} 64#{

eJzF1zt SxDAMQANDC1xhh4pz0FBxB05BnWuoc01W24EBUzKgS/uSj3yYClsVzZryPl
xbEs2UqgeXj5vhlbeSn0s9bnUl1KvhpumH8v197tedRnbbxjH3tS jnByPx9JWDbff
wNybelRV+XuwXblyfTjwXvk4308yPPyeAWDYYQgAdxmk /2IIsFghBcMAQLVCCS5gh
rgY¥teAYkA21GzWHMaF+cYFqRdoGOaxW+x5DsfRHKkFH4ot /Z jMFJIJgKcg/UWLsb2F
uT/p095NY5D7aBxDMA+2ego4 YhgFwzgPEm38rMwySLcuLMP11DCknFAVVM+wZ 9g8
KmTId+NjfpodsQB8zNMEkvc7wRzznVsXAAdxSCEjMBOr52L+00Y1w/JOLZiYDwWUT
86FgYj4UTMyHwhlywZ8xKC9gyGRsT8xhxhcJIn2Z2i40xxeMmls6q313KfuNN7QmZv
SelRcoal6id7JimDBEMJRm7 9EDysMCTuO8UsOvS5aWIWa4Mc55ggVlgqmOYh0z102
TKkcf05ex4w91YuJUcKFY768T02ht 8XMxm4ynGdIMuSZ+B3SMOG7qGE2ysUZt+08
Q3bROWbzcp7J£BN1vg2+AMWYKIX2DQAA

} o64#{

eJzN1z20HDcQhcuCE6Ih8woLRz6HEkW6g0/hel /A1BAWVAJTg8kGvsRGe4WKBBDW
ovwe2d3TTc5gB7AALITMIPI3£fvC4AW64£24d0X99LGXz j+WPERX584fpF£2/17XP/n
t36cx317yv19£f+MDHx4fH/HOM9%aeYtbf+OApvPw+Sk3j3d2dvTX0zr/IJmPx/psb0
XRiLN9jzg5hX1sEfmU3N1VhrSjFF309HPHYMPthLTJo6UwN/ rmemxvj8FKM6q2bJ
IKPZHJh4YfA58ZDYh7elMXTO0gYmN2a3t jBl1s3hhFvGOMO+JFXmHUrOy21Hx9eLnY
89SZZwWOYHBOYGKEQRvZOpAHW72sM9m8993GgfE70+w5MfaOmbwy£fV48+7wz1lYyp
wI4DU48+NHo0YeI405nNz+nA4Cdmu804L775+bDu+Ekig+T9F0jJjALPtdsZCb7a
gtOcWLyNa+FawIhvNYDIMjMaKFCwCCZRcpErOhqEUImKIDrCsuz2nHUUOiU7IrnV
0ZHhu9¢c18/JSSnFVJIsbDWnHKyxxSqTTqIMLFRRUSMQ jWYNRRcwEQfy+uIRYnHbHa
II60jLGgKqlB1NmQPDBeXYPgg9CRpa3H8V6quUHOu44U+ODEOMm1QRKCazf6nGVg
oEMnNmwUHw6CSXR1sbjgqAIoSQ80FuhNCkwOWCRsCTnyg06XCl1lRFee5xAaNZRvDrM
PQo/FXHzvDJOI3UQiwrfQFY+X9EpWHuUNQRkk+KruBuaKzeO9bGT8Mtg86xjz+zT3
SYexMfpwltGwnNdilrH1b2kL39a0IgxnHaQmgvAQG7MOENMZYgw6/szkHmHHWIWR
26aIG2I+iNpgz4q01ImE4MfzvdyGIBQkhKwcGHoX+b6lcmx7mIFBtp9LAJLOj4yp
gORwr4IyRnMnHZZUXGaPC6xigF jBZqaUpbXBUIRO1lisMixhLHRO9xck1lZmFdRiXX
ngAox1dOMFiWW/OphrJ+YdJImT+7NhCWVncF £7sW24VhYpTecptM7zM6w/Tj2xt 64
4D3bOtXGtDbm2BvX5iZfzel1409Pa4ZHhzXqT3pl1e4D82plTB94ZLJ/uzFebGbR5
n9A2V5tVbdsR7DZzuwBG87rTkNUcyp9jl£Z20x15h+rz2 jc3ExLgxrl18K+47p4MPN
zwh8hD5ydd15XfycKufEKhXbdq2ms07gzkz74rDnIxNrv3ZYU6POa3vIA/PNS8TMy
LXS/A/PWuIm55T/RLf+t /gNy5vez9g0 ==

} 64#{



eJzN1zGO5DYQRcuUGE6Js8wgD jTbwKZxst HEwWKRzZPEZgSwkBXYCowmA18iY3mChUt
ODAGI9PIFgbtF9Wxv4GDVrelub6emzWFWs4vz5+etv4sffOD/i/ITzL5w/yS9+/RH3
//m9n/vj0d/y+Ng/+MKX15cXfPJK87e01j/44iX8+TBKHY6fHx7avcMedl2myf/A
5DzfY04557vM3H5Y5p0wxGtmU7NaF41mt17eM/mpvcFfWsDgkBsMnPX6B£5S6jSx
fjle+zDi+8zTqGMtalzlL7Egk52pWWCMgqaw6rdlgkl8KZbPnyOiSYIxJKPE83Y35
OplXzfAKXmFy5vT0drH5zZGnZpDh82GSLn/K88jA4850LpsJZ6b5YHMzzvwIht 7K
1ImYuWwMn3y9xGuVkT4ZXWj03s+eui5jpXHyndn5GSd/QcZgbABDZ+joK+ZEBPFU
WKJSOtPmts8f1lyl1SRYo8axz93DyS+BVVPFbRWA6MVQ7BkU6FWEfo8MEfKDTGBD /K51
rBpLpe2DDmyEh010QVJIHyBQZmKgF 0TaDXVrTqUIG5J7BU7VkSFm3GZNTkTODC7WG
S5FnKm1CjO0J5hBAQQFAsDg3TSYDNuUGEZLDUyEo+SoAluT5SkkGkTLoVLKOC8yZZ N
ZSNAjzpYdkhOMlh+1gt OVEd7MHOLCwbDpTCVW/YgPXEvOyOhwiZObMS8EBAfPgOH+
hEJm1JGc+soLcLdMZcLE6gATcsbig4gnWEYSStCDTuaMcqrQKVNRDIWGPyugKIxrC
onlStzlk3esgnqgqg7qouCgVmVkOy6H0vcelIJTqQUVLN jAWTBx0apCoaYERyDaBqJu4
08HDGCuhitUSUIToiaNOpWsXzj3rhIGxDOKgI+o2MwWzcpIMz0GHcfR7YBakCuO8
01GuFVtSc+8tmcXebuiYJc8wMBPCZ8MaZKJDJ3qmcrCE1I037ZGe8QgbE1FKG/2M
UgGIDDyzFquDTuVehCuQa¥YB4mg7+4UlIVEcT8gmjIcWGdUgD6mKIuHkfZHOZGF8r
M3RO1XseSOlUxhgF288+WixeOm3JY41CvdDZq9zyL6ti8+I3MA1lFrt sMK3zHNfoQ
f1FJxRPMq8yuJPcyTSZhNWAI1lnF2/x3Dck8mu/N11UFnuGLYNpxBUFnn2Vh6hzkz
3n6c6espsi/1TnVmvI3hh6EbGWv7KpPzhfF2uDL0S1t180S7DBvL1oEvzKkzmlcm
HRhv8/yxrjy2/21HMPq5YQH6NgLZz23YWV0zXscVIVLF2ZE4r411g4Raz+plRxbKz
UJyZr5nNz77VQDwDyuC28z0282pPM9+shVLPO7gj07wPQs£f3UNe50bd37+whr51v
Hj8g4xn3bcZjcY+5e3wX8z3/E/1x93+rXx/+A4IDtCr2DQAA

} 64#{
eJytlz9u3DoQxicPaQjihVewUuUcaV717pBTpPYR2BILQ1dgK7BxkUuk8hWmCqDC
YL5vKG1F2hs5SKTVaq397cxw/tKEf///xr9jxFdenXP/h+oLrnby35/£4/tuHdvXH
vb3k/r7deOLD4+Mj7nxS7SW1ltht PPsLbx1HUi+0fu7t 6duhdOGWg/DmTO0pKmv8DU
hPOMWaZzBtrOmeW35NwIQz jaw3ctpfh2bsLDcV327iWvZ00P9TINNSxTx2hQn4sd
YUnp6TssCUcf4t3n6kt JOCIMTROVGREWLiUz1UwypiloZaApt 5SVA6w3Gg6kBR88s
D89Xm71IESCQhNf3xjz19mhdGeX5bMgD15WOjJZguvDpFsPl7Ewz 6Kma0gedSQmy
dmYhg8e87zZz3YrDVgqSOixeuGlxjzggRdsvAgWZa5E+OwMXp+YerI4FTDEMOXTw
M8IUmjJbQF32dNgY¥NznYUw3CS6LUF4wkmipVaTgO0r5HrGZHYbCGiSar jNwOTY40Qh
BcEI6sA7pMLAZIkzZJQc8BFigsPyQscg7M5H3EvV2XuBy jagXPOjyzuWqyFbJVKUR
67j0jJ814hEYqIpUBSelnil4AhNYYzBHNQWs3/X2zFEcHQ1BDj93UVOU3h7PisBy
NEJZDMBclLm3xzsIIiSFy4c2kUtJgy4rrbQlAyy0xDIPNpsgaSVjvoDDysDMaRci
DoJ9IMU£GNOGVeW3KX5FDQTNzei2VV+Q4CmLSILu4JjGbh3hFLBouCRaxahQ+9HTIi
BME1Ck95YdtDF81u0JX5Q00beeeYR4zbG1BdrPy07sITEB3HWT74YRIMjgxYrH+Ne
XGktV0JCCogbEwWSNjPjWlhlSjMrgnheMyVnW/ids7sE/Jsfqzqdq4219zziz0egW
INgE9cylMAhIVOsyJQORBQ66iHJiiY¥slaCbmxdlgxymRPdKKyScioi4WCYsDvWWKo
LOYwjzFFqOB9JSYAfu9jdKN/2MWi9aHcsmN2zRfHeEW2AchDk1KOXqC+Xx£7CFU5
Fgqcwjlwe6xTzC+ZUqO0INGGXQHIeYss85i1E2u8CnzOyRYU9EE2RrhcloYWwSI4NM
Z2+dYGzD1lphfMwnKwCW3917P3ykyNYZ1rMFswFDgcrvZwbITapk jrpBxSbcpsDBtF
S66JDJ60GS7X3mt jLKxTzaytNgTcwR4bh6HaKJ52Zh2eK9MG+Tplrwx8rbcYjm70
cCTPkcGY36d+2wMYg7DvNnO7ELbdgwlUswfbmH6m9IzVT65SbzBWXhz2zNTenmlX
PCOVYEQthznYmG135W2z1YvtwnfGtmVh3aXptmlrgXxllmn9wlpuOlF jHZN+sYfc
YjrvXx 9k TpC3ypnOBK3rOmHMh3+BOTHmrcxb/id6y/ 9WPWHES5TRIgOAAA==

}

; spades:

64#{

eJy 91zt SxDAMhgVDC7pChopz0FBxB05BnaOl14ECqaIleTtavWGYwcWLHE3/zS7Zs
bfbl/fsRtHxyfeH6xvWD6x086PuVx7+erOZ11RvW1R5ycWEbNn7Km6A3hGAPueQvV
N8+1VFXulyV4hRZOmQATGJIzDEMxhgHAGwwS4 jMWvy0i4 0GPMXI8hEYG/M7vFixga
YMCPF /nrHAbWWeLlrc8shveYF9MwbX007j8YnS040rbN+wxVMr 9ImzEpskoG0G0+c
1hS69WxGIOlk71bMbogg3GyWDJImceLLuhXDA6JvZqTFwl jC6DAeDdAZo6aow+JE
udj024wgHM0ZY57I145xJ7xN/RI jdwbhQjTUOGyS391vrLO9pvItMdEh1bAIVQZzEC
5k/iTsYgJPPClt5QY+JHIL21x0x0X+5Ept jPMkY6K4Lmfo5CiIVMfnaiUCGTM4dH
mUxxB1lWglCmYKJTL1GEfZt jsV6JkTI56£+CqPZNFsM+Zz6DKh8qaRW0/yT71G1TRa
vk+FQsVOmUirbNxgqjLG5PnxhCFHZui3R8apjlz8+6WpvE/FNcToV6JjalosIJAE
L/TjNcIM+eYYjft1e2PkPOHIf6sfYx2h1vYNAAA=

} 64#{
eJzt1zF2wyAMONW+rglX8MuUc3TplDvkFJ19NA85kKaughBNAkggUmcEG5MnPgoS
epb88£fXzDtK+uZ+4£3I/c3+BN5GVPH85pF62VW5Y12zTEi39s282Zj1IJDcQJISGeEUR



P461KtVel4W8hktwGYLIODIoNfYa3HFyGcIDx9yPT7p5NBpUizZQStGwX jIwXkGW7
eCRjDNsRIFdk+1CiIXQZTCHTs2KI+Qu98BCDA4zhZ55HzBgrxhACUrbnRoz1kuTR
/nk1mHgqByxBb4MZzI8YeZ67cZCYzmc1lMZpx50jta3vd9BnWSI9RjUCT7QeM+tBkT/L
XH11sMyfRc69aS7rC7sGyCqnf9UJIBrOnbgqmLovgvFGOdTGQoP 10t JpV20WOeV603
mlaQFWNYI8nP/fAZKn51203VyvYGoz2iGMMjxn6cNsSMfBONfFv9Aj95nK32DQAA
} 64#{
eJzt101SwzAMhQXTLEfgKGVY9BxtW3IFTsM7RsuBAWNVrFBkYWX60XJgZd1lEnr jvk
F/1P£fnZe309PpOlT81Hym+QPyQ90UPssz7+eS67TrDfNcynWS/4syyLlasl6U861
WK/VJID8v31WTHqcpR4AMNFDKZLmekOWkPhhOHTKa4PeIloZF jHvWG4qgoz1lYUay5/3
gNERMQz 0OxNZR3AMNRGS faWpi0vIbPRi jPkIvXQWwwMMEt £M1z5kNg/uvOJs2d2LM
WsqIbs9Xh/EvhEyWHgzEcxyrQ8wvd2euwLBfOaFulIuPZ8T4ddFhz1l+n/2T20hav
Y5Dh1k2kqg53j2Z76y2y86TJIvuzG0x02m06v02gyI4YGCse j8wVgnaP7G2cLl/Ym2x
W3VPE8xKuAVtYXdwQt riDO5SIW/RcZh1BbbFMT1uqg2IDz5cYeagvw3tYVIGW+BuIS5
CuTHS8AIMTEPMyDfRyLfVN3+MWQT2DQAA

} o64#{
eJztlztyxDAIQEkmbcIVPKNn2HG1S5Q45RWofzcUeiGpbBSHZQp9Z2PGWwma9yG8k
LBiDv35u7yDyx3ph/Wb9ZX2BNx1f+£f71I2ktq5ywrukSD/6zbRt f40iQEO0JI13JE
I£75bKfg5HVZgiW00oMkEOM8QOh jwMOhgwOEPAybDHmmmw jEVBRU jz1AbHON6 zmw0
+0MS88ZomDhtZ0C1h7I0tEbNpFzBgfEQQznpesNmyMHouPMwomKyUcedDaTiczbE
8/Px6piBeJgARGYeVs 9+htm5yUxmMpOZjJ950jta3vE3GVKVO2RGVUTLDGpc8QdS
VRzVyp2hXFxHNXdnRKOegNrhB/sEzTy jb6Hi9LE7evMPZtxr1bWOvkFtszIKczZe
JT£6XrQwidX76SNzRZshIwS5BTx2TIwTh8NsXFeL6JPNI9W/ 6HQFrv2DQAA

} 64#{
eJzt1zF2wyAMONW+rilX80vUc3TplDvOFJ19NA89kKaughAQg4Qtk jhD34tsTIQ/
IFsKyO+£fv88g8s31jcsHly8uD/Ak7TP£/31JpZVZTpinVMWDfyzLwnVsITmBKFXx
iE18edVDGXmcJvIEp+AyBNczbE44gmGLD2HwEnsaPCkgl/UGQjNJ14F 6zKxAazOK
z5WiGACwSmszShxoBSWeQtXzNFCjnMVgD jgqr+AwOMPF+xYROMVnRz0UBV5uzon3a
82dM6vjLMB0ZYQhwIJ7rZ7+GKdyd+ccMAriM38J/BiQ9kmI4 fBFBNxqmWYduyWCz
qFz0UGcqw6Adxr5VO8yt /EVpl£QYK3fmGOagNVrW+32mF3mbTC+X0EwvJznZA21X
702VhcG8ufb23MJI8XIA1IM1In5gklcO0DeUm31Jkeq3mHpu5F4hbiBl177Va66Uldnz
F+VMcddfhenlosrmbRHGjVUnUMeZMXtcxptpkBn5Jhr5t voDM1DOXvYNAAA=

} 64#{
eJzt10FywjAMRVWm2+IrZLriHN10xR04BescLYseSKtuXVk2YMtCMiUzDDMocYyc
R+xE80/ztf/9ALYj1R2VbyoHKm/wzuOznf/Z5tLazDvMc67SRj+WZaE6tUTelcZc
PS010eFTXqqzzTRFz3AKLhPBZ jCddx1wGQZcBl12G+nIZGGFkXw0eVAahGY jKQH3N
4ggGOebCEWMGgN5pnzNyHm jOhcm5EhTnJIgZLO0viWOz+AAU+dYCnComOK09050wMuY
iyPjrsSLO3XilTGKJjTAROM/n5t7vYU7ci31KRtMNyWj60zL6vGiYK/NLMv+e77cy
a2nUkB7quioYVZ8Fs1K8ovre6ZhrImLWYVbSaNZ7m8E6LT3GyLEzY+VYTmO9bE7C8
XE1NSMWbyyibH6sJIJmBcfpiaUf5iawGs3RxMKY2rCiTHjVRhLEwCcRMyMieS+HPOX
ONVztpk4wgyMx2dGvolGvg3+ALZph/D2DQAA

} 64#{

eJzt 1zt SxDAMhgVDC7pChopz0FBxB05Bna0l12A0pojXyI41lyY/dBGhQ4s1K/mLH
tvxn8vr+9QjBPrm8cHnj8sH1Dh5CfO0b6y1MsOuZwwjzHiz/4z7IsfPURFO5wL178
4UP881lw2pex+mlzPaMIu4+AwQ3EMxx10XcYTpzCEBSNwWNBmCVAEwWGCc jbXBOQTJyL
OpGMX2LtCIZCHihHMDFX0HCuYiglnXb6DA0wvj5JEDMmMOSTyhx2k/ZmTE568vV6h
0856KcawEcYBEXb3Vz72I8zK/TO/ypj7viWAs3ZCMnc+CqeyLkrl5n17LnKUtNROT
TEUPJWP rqmROWi+XXhGUOkGbGYzwYpMDaDI8HCIog4oRU/OTDImkuJ1xR1leKId2M
nlXdjGZINWNog7leMkol4uuD3reM19kYSZVp50rGtHI1lzkhbWyi9XJvadktPE6gM
/7G27K/7TurbAdm9dW/YHzaa50BZY7210S0gNpras6SOyCG2mZgqHbdogNMt DrbMux
40zXhpiRb6KRb6tvHjBX8/YNAAA=

} 64#{

eJzN1z1WwzAMxwWPFXyFPKaeg4WJO3AK5hwt AWES1FXYs1NsWbFUmpeiRHX1/F4s
W/98vX2cn4HtK/op+nv0z+gP8MT9czz+/ZK9tZ13mOfcpC3+WZY1ltgmHeAei3KQt
dcWfV3mgzh6niSzDKZgMweOM8hzGTEwSmAZzhYUyXc4PnQOaM0JxAHQvqc5ZAMMgl
F4FgAKAP2nyQdSCDd15ZKO0EJrmKwiK4PbAYdTDpeMSFUTANnkvC jgb841cNSLBzXq
1TGKeRgCtHXYzPOWZuUWuYRTNSObTvGQ0zQtGlbxgVM23 jK751vkHmv8Do2le5gxp
XqgzhXvXat jsxnpztuTvWOFOLI7Wx155d147nGnRdyzvVilz3qE3zMjvdo/1+P2aw
XnaLGazhhRmtYS7fWPNYHq5DzSe3tIqy+76ax/VtaKB5uLxWbWue38sMzRdmgPmV
setFQ82jIZ96rEOYZtI648nZNBf j+SbyfFv9AGTB+m/2DQAA

} 64#{

eJzN1z 9WwzAMxgWPFXyFPCbOwcLEHTgFc46WoQf6J1bjv7EtK5ZpC8Wp60r5JbWl
z8rL6/vXI4X26£qL62+uf7h+Rw/BvTrzp6£Y27aGD61rHPzhfmzb5kbvseFD1sbB
H971vp75rbp2vyxWaliMyli6nEFYw5hxUzYqY3E7psGjwecMgpBkEFs71£dMRiCL



H+EaZoTThSGi3mjjjKCDzmiYgqBUjGD9ikETXGzgDCcafrxhjKiYZYOuyBmXOyZjI
V/hTJV8dI7QZxhJOHTZrn2UEre7cPsFmtiljaZUxolYZI2qlZQ602jD/QKtnMJIJW
+ZwlrbIYFnkWo2NyOTGVwZ1l4uYElanyccRMFiDs7pknnbzJoAnweQ6k IpFGMTwgt
cm2S4pxTFKuJmK891YhdynuRjPOoGsNFOrzW3pnapzP7fapuzNSfqTo2Uw8P2znl
94AJ9X7MoA6pxgzisz0j+OSNMKo/SA/XYR3zXdMhuPu2ekZ51B/qGTnMQz3vN6rC
zPWMriRzPedaqg+£fLDvVMVtXY3zK8rgsMFM1£f4x0kMjPvRDPvVt855Lg+9g0AAA==
} 64#{

eJzN1ztWxDAMRQ2HFr SFHCrWQUPFH1gFdZaWYhbOK1lr jXxJLVmzNwJkZJ05G9p34
o2c5ef/8eXYpfYf8FvJHyF8hP7inVD6H+tNLz jzN6XTznG/xCD+WZQn3WOLT 6bzP
t3jEonB51Y9q0uM0+VHCREPGu78zue9dBs 7RkCHckGE4gQxc/QSnMg5+ZjYkg+Rz
bkgmulgaYg6RACAN7ousFVKMsxgUObXGmIHKgDGxvmKI8qqgykApWbvpCbl+N3zqg
eeOvMp7ir9Si9Be2ySON2WeG+bBhwCYm/AWGEcPGXjdVC8nCrNw5TJ4zIDGkMkhz
T/DZCSpTmihX0e992L54kS+AvuYFo2ueM3eg+QuYInNpKJpvjUGMahglRjXMYboR
Y+nzeOyGObT44pra+C89m9%a0Z2Q02alrI1JphiiyVG7YO+MB6yfo+Z2JoYXIsX7PgNW
gDRVM8relDDKHrf3x+VdUdsrVwZ1lc9X2XDb20717ZeDvSfPIo+xqHrTO7LHMO1uZ
19/ZJINOLURvVTiVEbo7yLtsxRujojRadwkCIvmG61nbF8E1m+rX4BEApi 6£YNAAA=
} 64#{
eJzN1z+OEzEUxh+IxvKyvsKKinPQUHEHTkGAI7i1lUuwV3EbTbEG/V3kVEtIK833P
IMTsTNiVFgmcTDKZ+£fnz+2d78unLj/di7RuOjzg+4/iK4428s+sH3P9+W4+xHewt
hOP94gsnDw8P+0aVYm8ppX7xxUv4+DBLXbS3d3fluaZ34VmmyOsZ5£2/wBR5gT3/
iLmShrBlupoml 5yLMcVYNJRgmdOwyhMXK+NC8 fmSsVNN4kSiQObkQ6hVs jIgtaKp
ttAYBvrMmIkkm7WVKVub7SbOPFQwTmbPwLTelVEqQmF/1nNPQxiia0YBOHZUrDC48
rn6dbe6émdkarjm59nxkOE+rlsMs8Kaw2nZ1RXRkpLT4Dg3ggDFTfxmoMPLzI11+A
LOZKi3MoU750QQTJ1L34tPLJhOS+1PVgzldlFsnZu3T/BNPg+i7joZNdS1JX1x2m
FOblWPZO01lELUGYT1lkgEiFkJryt jNjDrInHV4HgcGUZYUoZN6PYOKbmSywlxA32M6
8R1hCybIyCyEqHP0x60nZPDzWIKwUCEf103LKJI5qT 8z SWXxapOgCOMbME /DiWpxA7
B70Mt 3JAVVLELBQiZS2zk020rV+4RCGpQsitk01Hsgq9CraGLO00OnHQdtqg9cIhdJM
9phBuUcZfmUKjToZ3vJozVehUQfxpUHwvah68WbRFOcTDeI 9xfxE/NDBc6XaMi5m
PzjGsSAGf1L+bDQ98GmMKswnl7 jwmFwO0amYVCMji2yBxnxt 7n11LkZGGXKYZMouSe
UxPKc04zqOFaSknByYmBD jpnqzArfgvimAsIobOrlWpFS6FRJI3gqaeq54TCXMgynO
nLnSZw500syl14YSzxfUos/ijlHmseSI7bh7jfLEIDRYErnEzwOVCNjpSdhiVDSMV
mRilrYGrHFa7pSGzToEJNyUlz1Uz7zK20+I8co/LFwztC7ou3LaMtx14z2X7d40d3
2X5wv1iWvgGsixy3jcpwVSQjbY¥dZmbrQVkZvéh7Xd6qRoT1IONPK1MsDwO3EFuld
XrZV09GrjG3P1Z27HzvSdfC8+Qa4w9¥nBQib9caMONeeOx7ky7Q11ZGgcz4VhMmV j
c2daPcdSpnzp6hfmQsQEcXEd4Jwv7q60pz6s4anNglkuGPilfOIDk 6 rQWGMar jOD
bpg/tv+R6bPytcxz7UXMS/4TveS/1W9aPkPU9gOAAA==

} o64#{
eJzN1lz1ly3DgQhXtdT1lAou6+gcrTn2GQj32FP4VhHONglgFdAOoVgFeyBELmKibHv
NTgOCXA1CjYWRIRQOmMG9e/7IB/ fH1+yfx4xvO33H+ifMvnL/JR19/xuf/£07n+Xj2
H31+7m984eL19RXvXGn+I631N764hFIfRqnp+PD01B4d9UkfMk3+BOYAPGCgR/iA
0fbLMvIRBjO0ymlgNJIcdQalXpyyNTgqVdyCVWVgcPCxPhyKWCaQKk zhxyqpxQXEbYU
H246x1lqou6lkS1BtNfBaodPaT4aqQlvZuB6kM3pktliLgJEqmpzpF jam9oTUGIPB
mZ2hsYFB8GFREfB1MLfns857YbK1t TM7n2HcmWHXG1Dg+dsG4E7Iq/RmZWsnY4itX
DKKtvCuDJXjC4ANW/AmyqF 9xBivmV5HH9+NzGeoktkpliJkiG/Gz9EOxXKjCI5bjrt
WIt14V8QQ+VBFcQOwMmsKC2QYR8k4i+fuxIjFbC2bQS1GFB+choEJOK1RLQGCRzG7
TycmyApE8koIOjAVbyOTVWORgKshrx5atCgnInZfU250KdLtK4YYmhDWtIc2Md7Q
1lrItsIZUi9yWmfGOziiGJIYYVb+mCqWYMGdbk 9gJ3dGAQF1sDglUgBKZYHRn2Ukgs
uYQVDEyNOuJxUUZXUdgslkadiCplyrD3ZIXHppNOKbHsa8EMMrNOYd60I+xCB8t2
PGYd7yo9vTyEE8N76£fxiYQcGt+DZF jt70tGTzwwiXuvs fyMVZdYJViTULY05IV2z
jrlgXid4S0OJG3nht1xXxEo09KGw3bLRuzDqrC+ZzJK6DHV1INuUoE91UOtiLgE jjx2uQP
PJai3qvezzozahm3aMbkaGz9JDIz4SXznoEQrOWt SybGcysQWmpOjl8wlbNAOWE's
y4KBeISLY+AY4DCosFZz1GYtDIxk7UMFhbCFiFg9M4Etk6ETfY6nv9fkO8eRYR19
XHhbc/eCThv60dd9WmpzI9ZmBk5gFMCjlfrOfWA4pmlrEZ8wWGUNRtx14Z3zcUwEL
yslo+0272Z/g2wc+53j7aavVtt3mDvTbOgqYCTOAMNXuO9UVQ9ewZbT9f j4y8Kflzbau
F0zfVnNut TPononp2305MxxQ7b6Tn/PD1Cy8z4PFgBPDq41B8BiKcTOmx1pIZ9Q3
1FTKZuxYr9qZxgcsDZiX+5POyWf1By20Zwuo/HOHbgfYO4MnrLpyF5zr1e4MhGSF
LTK1TQyv8cRXoYM7SIf+6Y9318eJefP4BRmvzNtMu4d f4FvPweBfznv+J3vO/1b/0O
39P79g0 ==

} 64#{

eJytVzuS1DAQbSgS1YrtK2wRcQ4SIu7AKY jnCES5JE3AFpVNKNuBAHRE13mt ZXkv2
4F1AXtuz9pvXrz9qaT59+£flefHzD+RHNZ5xfcb6Rd/78gvc/HurZjdv/yeVSbzzw
4enpCXc+K£f4npdQbDz7C5cNItRtvHx/L2bBHPcUU+XeMiIn+B4xH4Ax jeo7xwJ5h
TFU8d9KgWz28W15HI 9etX36VxAFI4jf8semAsYkDMP 7nL3QbQ/FrmDEA+053ZIfR



VT1Q09aMu9Kt fLsGVeynyKkcYhavFMBZGLZWqw9C6EGM1PACYDLYob8CQObbC11VYL
s7q6E4x£fX4+BwoYxu40BPqualUDmSzs 9YuAhxGTNV/nl1sPXdgKdUW9ryNcTH3JY6
ka310+XCohDEGMKgHGJUEtWpW+LnA8wEoinBjDJptygHGCFR8oBIihIXzR1mB1GI
BKSEe4pxXz9CY3iXRMKUJtxm2 fHMMMZXOc+44Yg3HXmCC5gzRGBACKK04 6EXYMAD
YRhyv£UYjCZaJPoBwh4Tc6qiWfbgy3Tv2mEiZFBQRE1YOR04GHKPSZYXDAbL8IOS8C
9C3jjQedpKlWeUQ+nMJI8nzkIE+UAPJIxK+7GHx jLge0XefdzGw/WTyMGXzwMMo 54WH
eQdVkJEHMXJbOHWLEV6J9TmFywwcbBFDHhSUDTxBSL/aiqw37XnCVRahVbN3jYEn
3NzbZ81rj9rkYhZ23bjEkHgGdbT1lUZaaCxRimIaGWkImTOo+e5h3DUxzb6vgeadN
YFBTB30oYuFpjCOCU817PUqGeNmJIqG9/qmVimIYZrzjEOCANfw7y4TR6WNF813ji/
FJHVMUrHfH5dc/J61DDyqIXJX80+46vokQfOsKoCW8IiesfDlaD1XVub2WHAhOpPB
clWfPTS2x4ApedNE3ap599t JADKSsHUqgm1HmLIOXmWHZ £5X jMmiWUpt z/61HsN2
31brdTGA1Q3Glwltg4hD3FbZY¥NaFylejZdkpdzD+oerRv8D4snqC8eVZ22rtkkle
yid+W4xvRHgeumNo+6Y1hj2mlo+smxF/Xg4wy26GpS5tRmwa6émLdCbBD4kapdjkb
MfVbrFXfcm3KQeq2zOuwlL2d79yqlGeMt UbDNaGN1GPkD3vIlotGecm8QcwJIS5KY+e
ES1+nWA8hv8BcyLmpZiX/CZ6yW+r3/cO0VV/2DQAA

}

; back

64#{

eJzt 1zZEOAiEQRJAHYkKZDFYiV57Cx8g6ewpoj005tKCw5BAf YbLayxZmhUpMB+x14
y4b9gc3r5nJ7HQ3XAzk jV+SO7MyB9wN+£0L jswIJPE0OJbaOBLSglX2gk8TaltoUFb
+Dh9H/VTe+9rrzbvuplgX01lchQG3WecggYCgzxyVIcAYMK8DnxLXMAPEYE 9hZgDMZ
b5WgDGQLAvVW/ZUmrQFE/6k£9gB/1037Uj/pRP+pH/£21Z6QHGeh1Rnqikd7qDVADb
1+X2DQAA

}

1

Next, | wrote a little GUI app to test that all the cards display appropriately. It builds a GUI block by
reading, decompressing, and appending the data in the card block above, using the built-in "image" word
to display each decompressed card. That GUI block is then viewed with the typical "view layout" code. All
of the code in the rest of this section will assume that the card data above has been defined in the
interpreter:

; I want the cards to be layed out next to each other in the GUI, so
; the layout block starts with the built-in "across" word:

gui: [across ]

; The "count" variable is used to separate each suit onto different
; lines in the GUI:

count: 0

foreach card cards |
if count = 13 [
; after the 13th card, start a new line in the GUI
; and reset the count:
append gui [return]
count: O
1
; The following code adds the image data to the block that'll be
; displayed:
append gui compose [image load to-binary decompress (card)]
count: count + 1

1

view layout gui



That provides a fundamental way to compress and reuse card images to create all types of games.
Adding the "feel movestyle" code presented earlier in this tutorial allows us to click and drag the cards
around the GUI. Here I'll make some changes to the code because | want the cards to move using "snap-
to" positioning, as if they're placed on a grid and clicking from one grid position to the next (as opposed to
floating freely across the screen with each click-drag):

The following function enables the pieces to slide around the

; screen. The coordinates are rounded to multiples of 79 and 104
pixels to enable snap-to positioning (the horizontal width and
; vertical height of each card and the surrounding space). The
additional 20 pixels accounts for the default border around the
; overall GUI:

movestyle: [
engage: func [face action event] [

if action = 'down [
face/data: event/offset
remove find face/parent-face/pane face
append face/parent-face/pane face

1

if find [over away] action [
unrounded-pos: (face/offset + event/offset - face/data)
snap-to-x: (round/to first unrounded-pos 79) + 20
snap-to-y: (round/to second unrounded-pos 104) + 20
face/offset: to-pair rejoin [snap-to-x "x" snap-to-y]

1

show face

; Here's a revised version of the previous GUI block. The only
; difference is that is uses the snap-to positioning definition
; above ("movestyle"):

gui: [across ]
count: 0
foreach card cards [
if count = 13 [
append gui [return]
count: 0
1
append gui compose [
image load to-binary decompress (card) feel movestyle
1

count: count + 1

1

view layout gui

Now you can pick up any card, move it around the screen, and it automatically lines up and snaps over
any other card on the screen - very useful! Steps 1 and 2 in the program outline are done. Next, I'll
remove the card backside image from the card data, and tile all the images on the screen. That just
means changing the initial positions of the cards, and also the number of pixels rounded in the snap-to
code:

movestyle: [
engage: func [face action event] [
if action = 'down [
face/data: event/offset
remove find face/parent-face/pane face



append face/parent-face/pane face

1

if find [over away] action [
unrounded-pos: (face/offset + event/offset - face/data)
snap-to-x: (round/to first unrounded-pos 79) + 20
snap-to-y: (round/to second unrounded-pos 30) + 20
face/offset: to-pair rejoin [snap-to-x "x" snap-to-y]

1

show face

1

gui: [across ]
count: 0
ypos: 20
foreach card cards [
if count = 8 [
ypos: ypos + 30
coord: to-pair rejoin [20 "x" to-string compose (ypos)]
append gui compose [at (coord)]
count: O
1
append gui compose [
image load to-binary decompress (card) feel movestyle

1

count: count + 1

1

view layout gui

That code is really starting to look and act like a card game :) Now that we've got a working example of
movable cards laid out nicely on screen, | begin to think about how the game will be played (step 4 in the
overall program outline). The first thing | realize is that there's absolutely nothing in the "movestyle" code
that allows me to determine which card I'm touching at any given moment. Those cards are simply
collections of binary graphic data displayed on the screen. The only unique and meaningful information |
can get about any given card image is its current position (face/offset). To operate the game, however, |
need to know a card's face value, suit, color, etc. A simple solution to that problem can be managed by
keeping track of each card's current position, and mapping those locations to individual card face values.
To do that, I'll create a block that maps each specific card to its initial coordinates, and then update that
block every time a move is made. Every time a card is moved, the given card's new coordinates will
overwrite the old coordinates in the block. That way, | can figure out a card's face value simply by
reversing the thought process. By looking up any card's specific current position, | can perform conditional
evaluations on the related face value, suit, color, etc. of the card at that location ... Sneaky, huh? Doing
that additionally allows me to keep track of how the piles of cards are laid out in the playing field - that's
also going to play an important role in the game.

The block that maps coordinates to face values can be easily created during the foreach loop that builds
the gui layout. In order to keep track of the positions of each card, | need to define some additional
variables. Because | used REBOL's automatic GUI layout capabilities to arrange the cards on screen,
rather than specifically positioning each image, there are currently no existing variables that store any of
those position values. To store the starting coordinates of each card, | create the additional variables
"cardnumber" and "xpos", along with a block labled "card-coords" to hold all the values. Now, as each
card's image data is layed out in the gui block, it's position is calculated and appended to the card-coords
block:

gui: [across ]
card-coords: copy []
coord: 0x0

count: 0

cardnumber: 1

ypos: 20



xpos: 20
foreach card cards [
if count = 8 [
ypos: ypos + 30 ; start a new row every 8 cards
xpos: 20
coord: to-pair rejoin [20 "x" to-string compose (ypos)]
append gui compose [at (coord)]
count: O
1
append gui compose [
image load to-binary decompress (card) feel movestyle
1
coord: to-pair rejoin [to-string compose (xpos)
"x" to-string compose (ypos)]
print coord
; Add the coordinate of the newly created card to the
; card-coords block:
append card-coords compose [ (cardnumber) (coord)]
count: count + 1
cardnumber: cardnumber + 1
Xpos: xpos + 79
1

view layout gui

print "The cards and their positions are:
probe card-coords halt

Tada! Now every card has a numeric label and each label is tied to a specific starting position.

These numbers are significant, because all the cards will be
referred to by them throughout the rest of the game.

’

’

1-13 = clubs ace through king
14-26 = diamonds ace through king
27-39 = hearts ace through king
40-52 = spades ace through king

It's important to note that all changes to the current coordinates, and any other calculations, conditional
evaluations, etc. need to occur within the "movestyle" block. Remember, the gui block is simply statically
created - it's only run once when the script is first evaluated from beginning to end. It's the movestyle block
of code that gets evaluated every time a card is touched. We can include any code that needs to be run,
inside the sections that are evaluated when either a down, over, or away action is detected. For example,
we can use the following formula to find the index number of the card's initial coordinate in the card-coords
block:

new-pos: (index? find card-coords start-coord) / 2
; divide the index number by two because each card has two values:
; position number in the grid, and coordinate.

With that index number, we can look up the name of the card at the same index position in a new "card-
names" block using the code "card-names/:new-pos" (that reads: the item in the card-names block at the
index number created above). In this example, those values are calculated inside the movestyle block,
and a message is printed to demonstrate the mapping technique. Take a close look at the print code to
see how each of the variables work:



card-names: [
"ace of clubs" "2 of clubs" "3 of clubs" "4 of clubs"
"5 of clubs" "6 of clubs" "7 of clubs" "8 of clubs" "9 of clubs"
"10 of clubs" "jack of clubs" "queen of clubs" "king of clubs"
"ace of diamonds" "2 of diamonds" "3 of diamonds"
"4 of diamonds" "5 of diamonds" "6 of diamonds" "7 of diamonds"
"8 of diamonds" "9 of diamonds" "10 of diamonds"
"jack of diamonds" "queen of diamonds" "king of diamonds"
"ace of hearts" "2 of hearts" "3 of hearts" "4 of hearts"
"5 of hearts" "6 of hearts" "7 of hearts" "8 of hearts"
"9 of hearts" "10 of hearts" "jack of hearts" "queen of hearts"
"king of hearts" "ace of spades" "2 of spades" "3 of spades"
"4 of spades" "5 of spades" "6 of spades" "7 of spades"
"8 of spades" "9 of spades" "10 of spades" "jack of spades"
"queen of spades" "king of spades”

1

movestyle: [
engage: func [face action event] [
if action = 'down [
start-coord: face/offset
if (find card-coords start-coord) [
new-pos: (index? find card-coords start-coord) / 2
print rejoin [
"You touched card number: "
(select card-coords new-pos)
"~ /Position #"
new-pos " in the grid."
newline
card-names/ :new-pos
newline
1
1
face/data: event/offset
; remove find face/parent-face/pane face
; append face/parent-face/pane face
1
if find [over away] action [
unrounded-pos: (face/offset + event/offset - face/data)
snap-to-x: (round/to first unrounded-pos 79) + 20
snap-to-y: (round/to second unrounded-pos 30) + 20
face/offset: to-pair rejoin [snap-to-x "x" snap-to-y]
print face/offset
]

show face

gui: [across ]
card-coords: copy []
coord: 0x0

count: 0

cardnumber: 1

ypos: 20

xpos: 20

foreach card cards [

if count = 8 [

ypos: ypos + 30
xpos: 20

coord: to-pair rejoin [20 "x" to-string compose (ypos)]
append gui compose [at (coord)]
count: O



1

1
append gui compose [
image load to-binary decompress (card) feel movestyle
1
coord: to-pair rejoin [to-string compose (xpos) "x"
to-string compose (ypos)]
print coord
append card-coords compose [ (cardnumber) (coord)]
count: count + 1
cardnumber: cardnumber + 1
Xpos: xpos + 79

view layout gui

Using those techniques, | can finish up the card tracking code. The following code makes changes to the
card-coords block every time a card is moved:

movestyle: [

engage: func [face action event] [

if action = 'down [
start-coord: face/offset
print find card-coords start-coord
face/data: event/offset
remove find face/parent-face/pane face
append face/parent-face/pane face

1

if find [over away] action [
unrounded-pos: (face/offset + event/offset - face/data)
snap-to-x: (round/to first unrounded-pos 79) + 20
snap-to-y: (round/to second unrounded-pos 30) + 20
face/offset: to-pair rejoin [snap-to-x "x" snap-to-y]

1

show face

And with that, we have the necessary code to keep track of every card's position. The program as it
currently exists is a useful generic foundation for any card game. Now we need to begin working on the
game logic for Freecell. Here are the main objectives, along with some pseudo-code ideas to help
organize the thought process:

1.

If a black card is placed below any red card at the bottom of any of the 8 "physical" piles of cards,
or visa-versa (red-black), check to see if the moved card is 1 card lower in value than the card it
touches. If not, don't allow the move. For example, a red 8 can be moved below a black 9, but
moving a red 8 below a red 9 (not alternate red-black), or a black king beneath a red 3 (not
consecutive), isn't allowed. You can make a disallowed card movement happen programmatically
by resetting the face/offset of any disallowed card back to the value it held before being moved (that
value must therefore be saved at soon as a card is touched).

Only cards exposed at the bottom of pile, or one of the cards in a descendingly stacked group of
alternate red-black cards at the bottom of a pile can be moved. For example, in a group of cards r7,
b6, r5, b4, r3 at the bottom of a pile, you can move the red 7 and all the cards underneath it to
another pile with an exposed black 8 at the bottom of the pile. You could also grab the black 4 and
move it, along with the red 3 together, beneath a pile with a red 5 at the bottom. You could not,
however, grab the red 7 from that pile without also moving the rest of the cards (b6, r5, b4, r3)
beneath it.

The goal of the game is to move all cards from the originally displayed 8 piles to 4 new "goal" piles
that are initially empty. Upon completion, each pile must contain only cards of a unique suit (clubs,
diamonds, hearts, or spades) and the face values must ascend from ace to king consecutively.
Disallow any card movements that don't allow for that arrangement.



4. There are 4 additional spaces, or "free cells" (the name of the game), that can be used to
temporarily hold and move cards around between piles. They are useful in moving cards when
there are no positions within the initial piles or in the goal piles that allow a card to be moved
according to the previous rules. Only single exposed cards (no covered cards or piles) can be
moved to a free cell.

With all that done, I've noticed a little bug in the previous example. When | move a card, it sits on top of,
and covers the other cards. That's only desirable if the moved card is the bottom card in it's pile. I'll solve
that problem by using the existing block of card coordinates. Every time a card is moved, I'll check to see
if it's moved to the lowest position in each pile. If so, I'll make it sit on top of the other cards. If not, it will
retain a position underneath the other cards.

The next problem comes when | want to move an entire pile of cards.

Next, | need to randomize the original position of each card. The easiest way that | can think to do that is
to create a loop that moves each card around the screen randomly, as if they'd been moved by hand. Just
run a feel movestyle on each card.

Next, I'll create a simple background to frame the playing field.
10.20 Case 19 - An Additional Teacher Automation Project

Now that the group scheduling system is complete, | want to automate our daily checkout routine. Every
day, our teachers are paid directly by their students. In turn, they pay us a rental/referral fee for room and
resource use. That's our primary source of income. At the end of the day, teachers add up all the students
they've seen, and pay a given fee for each completed half hour session. Some students prepay their
teachers, and the teachers in turn prepay us so that they don't have to manage rental fees for prepaid
appointments in the future.

It takes a lot of time to manually figure daily fees, and the process is error prone when calculated by hand.
| want to automate the payment calculations based on the existing online schedule information, and | want
to create an integrated record keeping system to more easily track prepayments. Teachers need to keep
track of missed/rescheduled appointment payments, so that students are given proper credit for rolled
over appointment times. Also, in addition to daily local lessons, some of our instructors teach online
lessons, for which _we're_ paid directly by students. For those lessons, we deduct room rent from the total
paid to us by the teachers. We need a solution to easily manage and track all those daily calculations for
all the teachers. The objective is to keep a running total of how much money is due by each teacher every
night, and how much money is owed to the teachers by students. To create a software outline, | thought
about what | do manually every day to calculate the checkout fees for a single person. This thought
process will serve as an outline to design the automated record keeping system:

Each day at checkout time, the total number of lessons for a teacher is added up.

The teacher owes us a given amount for lessons that occurred in the local studio that day.

We owe the teacher a given deduction for each lesson they performed online that day.

Any lessons which had previously been prepaid by the teacher are deducted from the total owed
us.

The teacher prepays us for any future lessons which were prepaid by students that day, and
records are updated to track the current prepaid amounts.

6. Occasionally, other deductions are made from the amount owed us (sometimes the teacher
provides a complimentary lesson for various reasons, or we provide complimentary time to the
teacher/student, etc.). Those amounts are deducted from the total owed us.

e

o

Based on the guidelines above, here's how | organized my thoughts about what the automated multiuser
system should do:

1. The multiuser requirements of the application are similar to those of the scheduling app from the
previous section. | can use the code from the scheduling app to provide a current teacher list,
simple password protection, loading/saving/backup of required data files for the selected teacher,
etc.

2. In order to perform daily calculations for a single instructor, | want to provide a dynamically created
list of daily students and | want to retrieve current prepay records for the given teacher. That data



will be stored on the web site, any changes will be backed up locally and on the web site. I'll need
to come up with a data structure to store the prepay records. All other information (random
deductions, complimentary lessons, etc.) will be provided by the user on a daily basis. The regular
daily student list and prepay records can be downloaded and displayed in text lists. The other
random deductions and additions can be entered manually in text input fields, and displayed in text
lists.

3. By default, each teacher owes a given amount for each of the students selected from the daily list
(number_of_students X half_hour_rate). Add to that any fees for additional students not in the daily
list (rescheduled lessons, occasional additional appointments, etc.)

4. For each online lesson, subtract 1 student from the total number of students taught that day, and
deduct the appropriate amount from the grand total due.

5. Subtract any previous prepayments from the grand total due. Whenever that happens, make an
adjustment to the teacher's record of prepayments.

To satisfy step 1, I'll use the scheduling app from the previous section of this case study. As it stands, that
code is capable of selecting a specified teacher directory on the website and downloading any required
data files (current daily students, prepay records, individual teacher fee rates, etc.).

The main work of creating the application is in step 2. The required calculations are in steps 3-5. Here's a
more structured outline, with pseudo code, to guide the writing of the program code:

1. Read a current list of daily students from the selected teacher's schedule.txt file on the web server.
Store that info in a block and display it in a GUI text-list widget. Store a list of local students
selected from the above widget in a separate block.

2. Display today's students again in a second text-list widget, so that the user can select those who
took lessons online. Store that selected data in another block.

3. Provide a text input field to allow the addition of any students not in the daily list. Display a text-list
widget to contain students entered into the text field. Update the text-list display any time a student
is added. In order to remove incorrect entries from this list, the action block of the text-list should
contain code to delete any students selected by the user.

4. Provide another text field and text-list for the entry of deductions, with the same layout and remove
code.

5. Provide a button to manage prepayment entries and calculations. To handle that whole process,
create a separate script - to be outlined below.

6. Provide a "Calculate Total Fees" button. The action block of this button should add and subtract the
total number of items in all of the text-lists, according to the rules defined in steps 3-5 of the overall
program outlined above. Provide an HTML summary, which the teacher can print out and submit
every day.

Here's the code | came up with to do all that:

; The "url" variable below comes from the multiuser framework
; borrowed from the scheduler app:

students: read/lines rejoin [url "/schedule.txt"]

; Initialize some other variables:

other-additions: [] other—deductions: [] prepays: []
pay-for: copy [] online: copy []

view center-face layout [

h2 "Local Students:"
; "face/picked" refers to the currently selected items in
; the text-list (use [Ctrl] + mouse click to select multiple
; items, and assign that to the variable "pay-for":
text-list data copy students [pay-for: copy face/picked]
h2 "Other Additions:"
field [

; add the entered info to the text-list, and update

; the display:

append other-additions copy face/text

show other—additions-list



other—-additions-list: text-list 200x100 data other-additions [
; remove any entry when selected by the user, and update
; the display
remove—each item other-additions [item = wvalue]
show other—-additions-list
1
at 250x20
h2 "Online Students:"
text-list data copy students [online: face/picked]
h2 "Other Deductions:"
field [
append other-deductions copy face/text
show other—-deductions-list
1
other—-deductions-1list: text-list 200x100 data other-deductions [
remove—each item other-deductions [item = value]
show other—-deductions-list
1
at 480x20
h2 "Prepaid Lessons:"
prepay-list: text-list data prepays [
remove—each item prepays [item = value]
show prepay-list
1
; I still need to create the prepay.r program:
btn 200x30 "Calculate Prepaid Lessons" [
save %prepay.txt load rejoin [url "/prepay.txt"]
do %prepay.r
1
at 480x320
btn 200x100 font-size 17 "Calculate Total Fees" [
total-students: (
(length? pay-for) - (length? online) +
(length? other-additions) - (length? other-deductions) -
(length? prepays)
)
; I want to create an HTML output for this section:
alert rejoin ["Total: " to-string total-students]

Now all that's left to create is a separate program to manage prepayment info. Here's an outline describing
my intentions:

1. Create and upload a "prepay.ixt" data file to store prepayment information for each teacher. It
should contain a separate block for each student who prepays, with fields for the student name, a
nested block for the amounts and dates of each prepayment, and a nested block for dates of each
lesson attended and the amount deducted from the prepayment for each lesson.

2. Create a GUI with a text-list displaying each student who has prepayed. Loop through the
prepay.txt data to get the student names (the first item in each block). Whenever a name is
selected by the user, display the student name, prepay dates and amounts, and lesson dates in
separate text lists. Display the total prepay balance for the selected student in a text field.

3. There should be an "Add" button and some text fields for entering new prepayments. There should
be fields for student name, amount, and date of prepay. If an existing student is selected from the
list, those fields should be populated automatically with today's date, and with the name of the
existing student. The action block of the add button should append the information to appropriate
blocks in the prepay.ixt file.

4. There should be an "Apply Today" button to select prepayment(s) to be applied to today's balance.
Store the names of the selected students in a block, save that block to be read and used in the
main application, and add the date information to the appropriate blocks in the prepay.txt file.

5. There should be an "Done" button on the list-view GUI to allow the information to be changed and
saved. Whenever a student is selected from the list, their prepayment records should be displayed



in an editable list-view (import the listview module and use the database example from earlier in
this tutorial as a model). There should be fields for prepay amounts and dates, and lesson dates
and amounts.

6. When the main prepay application is closed, the prepay.txt file should be backed up and saved to
the web site.

For step 1, here's an example of the block structure | came up with to store data in the prepay.ixt file:

; name:
"John Smith"

; prepayment amounts and dates:
[ [$100 4-April-2006] [$100 5-May-06] ]

; dates of lessons:

[
[$20 4-April-06] [$20 11-April-06] [$20 18-April-06]
[$20 25-April-06] [$20 5-May-06]

"Paul Brown"
[ [$100 4-April-2006] ]

[
[$20 4-April-06] [$20 25-April-06]
1

"Bill Thompson"
[ [$200 22-March-2006] ]

[
[$20 22-March-06] [$20 29-March-06] [$20 5-April-06]
[$20 12-April-06] [$20 19-April-06] [$20 26-April-06]
[$20 3-May-06]

; name:
"John Smith"

; prepayment amounts and dates:
[ "$100 4-April-2006" "$100 5-May-06" ]

; dates of lessons:

[
"$20 4-April-06" "$20 11-April-06" "$20 18-April-06"
"$20 25-April-06" "$20 5-May-06"

"Paul Brown"



[ "$100 4-April-2006" ]

[
"$20 4-April-06" "$20 25-April-06"

1

"Bill Thompson"
[ "$200 22-March-2006" ]

[
"$20 22-March-06" "$20 29-March-06" "$20 5-April-06"

"$20 12-April-06" "$20 19-April-06" "$20 26-April-06"
"$20 3-May-06"

Here's the code | created to fulfill my outline requirements:

REBOL [title: "Prepayment Calculator"]

prepays: load rejoin [url "/prepay.txt"]
names: copy []

prepay-history: []

lesson-history: []

display-todays—-bal: does [

1

; calculate and display the current balance for the
; selected student:
todays-balance: $0
foreach payment prepay-history [

todays-balance: todays-balance + (

first (to-block payment)

)

1

foreach lesson-event lesson-history [
todays-balance: todays-balance - (
first (to-block lesson-event)
)

1
; update the display of today's balance for the

; selected student
today-bal/text: to-string todays-balance
show today-bal

foreach block prepays [append names first block]
view center-face gui: layout [

across
text bold "New Prepayment:"
text right "Name:" new-name: field
text right "Date:" new-date: field 125 to-string now/date
text right "Amount:" new—-amount: field 75 "$§"
btn "Add" [
create-new-block: true
foreach block prepays [
if (first block) = new-name/text [
create-new-block: false
append (second block) to-string rejoin [
new—amount/text " " new-date/text



1
1

if create—-new-block = true [
new-prepay: copy [1]
append new-prepay to-string new-name/text
append new-prepay to-string rejoin [
new—amount/text " " new-date/text
1
append prepays new-prepay
names: copy []
foreach block prepays [append names first block]
1
display-todays-bal
show existing show pre-his show les-his show today-bal
1
return
text bold underline "Edit Data Manually" [
view/new center-face layout [
new-prepays: area 500x300 mold prepays
btn "Save Changes" [
prepays: copy new-prepays/text
unview

1

names: copy []

foreach block prepays [append names first block]

show gui

show existing show pre-his show les-his show today-bal

1
return
text "Existing Prepayments:" pad 75
text "Prepayment History:" pad 85
text "Lesson History:" pad 100
text "Balance:"
return
existing: text-list data names [
When a name is selected from this text list, update
; the other fields on the screen:
new—name/text: value
show new-name
foreach block prepays [
if (first block) = value [
update the other text lists to show the
; selected student's prepay and lesson history:
prepay-history: pre-his/data: second block
show pre-his
lesson-history: les-his/data: third block
show les-his

4

4

1
1
display-todays-bal
; get the list of selected students
prepaid-today: copy face/picked
1
pre-his: text-list data prepay-history
les-his: text-list data lesson-history
today-bal: field 85
return
btn "Apply Selected Prepayments Today" [
save S%prepaid.txt prepaid-today

unview



In the original scheduling outline, | replace all references in the code to "schedule.txt" with "prepay.txt":

REBOL [title: "Payment Calculator"]

error—-message: does [
ans: request {Internet connection is not available.
Would you like to see one of the recent local backups?}
either ans = true [
editor to-file request-file quit
11
quit
1
1

if error? try [
teacherlist: load ftp://user:pass@website.com/teacherlist.txt
1
error-message
1
teachers: copy []
foreach teacher teacherlist [append teachers first teacher]
view center-face layout [
text-list data teachers [folder: value unview]

1

pass: request-pass/only
correct: false
foreach teacher teacherlist [
if ((first teacher) = folder) and (pass = (second teacher)) [
correct: true
]
1

if correct = false [alert "Incorrect password." quit]

url: rejoin [http://website.com/teacher/ folder]

ftp—url: rejoin [
ftp://user:pass@website.com/public_html/teacher/ folder

1

if error? try [

write %prepay.txt read rejoin [url "/prepay.txt"]
1

error-message

1

; backup (before changes are made):
cur-time: to-string replace/all to-string now/time ":" "-"
; local:
write to-file rejoin [

folder "-prepay " now/date "_" cur-time ".txt"
] read %prepay.txt
; online:
if error? try [

write rejoin [

ftp-url "/" now/date "_" cur-time

] read %prepay.txt

10



error—-message

1
editor %prepay.txt

; backup again (after changes are made):
cur-time: to-string replace/all to-string now/time ":" "-"
write to-file rejoin [

folder "-prepay " now/date "_" cur-time ".txt"
] read %prepay.txt
if error? try [

write rejoin [

ftp-url "/" now/date "_" cur-time

] read %prepay.txt
10

alert "Internet connection not available while backing up."

1

; save to web site:
if error? try [
write rejoin [ftp-url "/prepay.txt"] read %prepay.txt
1
alert {Internet connection not available while updating web
site. Your schedule has NOT been saved online.}
quit
1

browse url

| also need to replace the line "editor %prepay.ixt" with new code that does the work of calculating daily
fees and tracking prepayments.

Now that the program is complete, please notice how the outline developed. It took several steps. First, |
thought through my daily manual calculations. Then | thought about how that could be encapsulated into a
program, and | created a basic outline about what | wanted the program to do. When it came to writing
pseudo code outlines to create the actual program, the whole process was made easier by having
organized outlines of everything | needed to accomplish. To write the program, | first defined some
required data (provided by the multiuser scheduler app), then conceived a user interface, and then
performed calculations based on existing data and user input. Following that type of outline structure
(define required data, define a Ul, perform calculations) tends to be an organized and successful approach
in many cases.

It should be noted that I'm not concerned about data security in this app. It is important that the teachers
are able to access this info conveniently from any location. It's also important that local backups are made.
The automatic backing up of files provides a historical audit trail of transactions and changes to the
records, which is an important concern since this program manages income. It's not a problem for these
records to become publicly accessible, so I'm using ftp and a public web site to store and retrieve the data.
Writing secure applications, however, is an important requirement in most situations involving financial
transactions. You should be aware that data security is a primary concern if you intend to do any
programming related to typical business transactions, but that topic is beyond the scope of this tutorial.
This case study was provided as an additional example of how coding thought can be organized to take
you from conceptual phases to a final product. This particular code should not be emulated, however, for
projects requiring secure data transactions.

11. Other Scripts

This section of the tutorial contains various random scripts that you might find useful.

The first script provides a quick visual reference of all REBOL's built in colors:



REBOL [Title: "Quick Color Guide"]

echo %colors.txt ? tuple! echo off
lines: read/lines %colors.txt
colors: copy [1]
gui: copy [across space 1x1]
count: O
foreach line at lines 2 |
if error? try [append colors to-word first parse line none][]
1
foreach color colors [
append gui [style box box [alert to-string face/color]]
append gui reduce ['box 110x25 color to-string color]
count: count + 1
if count = 5 [append gui 'return count: 0]
1

view center-face layout gui

This next quick script demonstrates how to use email ports to read one message at a time from a pop

server. Be sure to set your email user account settings before running this one (that's explained earlier in
this tutorial):

for i 1 length? pp: open pop://user@site.com 1 compose [
ask find pp/ (i) "Subject:"
1

| actually use the following script to check the source files of this tutorial, to make sure that none of the
lines of code are wider than 79 characters:

REBOL [title: "Find Long Lines"]
doc: read/lines to-file request-file
the-text: {}
foreach line doc [
if ((find/part line " " 4)) [
if ((length? line) > 78) [
print line
the-text: rejoin [the-text newline line]

1
1
editor the-text

| use this script to upload screen shots of my desktop directly to my web site (in the version | use, | put the
text of the included script directly into my code):
REBOL []
do http://www.rebol.org/download-a-script.r?script-name=capture-screen.r
the-image: ftp://user:pass@site.com/path/current.png

; You can also save to your local hard drive if you want:
; the—-image: %current.png



view center-face gui: layout [
button 150 "Upload Screen Shot" [
unview gui
wait .2
save/png the-image capture-screen
view center-face gui

The following script demonstrates how to add and remove widgets from a GUI layout:

view gui: layout [

buttonl: button

button2: button "remove" [
remove find gui/pane buttonl
show gui

]

button3: button "add" [
append gui/pane buttonl
show gui

This script demonstrates how to use the AutolT DLL to control the madplay.exe mp3 player:

REBOL []

if not exists? %AutoItDLL.dll [
write/binary $%AutoItDLL.dll
read/binary http://musiclessonz.com/rebol_tutorial/AutoItDLL.d1l1l
write/binary %madplay.exe
read/binary http://musiclessonz.com/rebol_tutorial/madplay.exe

1
lib: load/library %AutoItDLL.d1ll

move-mouse: make routine! [
return: [integer!] x [integer!] y [integer!] z [integer!]
] lib "AUTOIT_ MouseMove"

send-keys: make routine! [
return: [integer!] keys [string!]
] 1lib "AUTOIT_ Send"

winactivate: make routine! [
return: [integer!] wintitle [string!] wintext [string!]
] 1lib "AUTOIT WinActivate"

set-option: make routine! [
return: [integer!] option [string!] param [integer!]
] 1lib "AUTOIT_SetTitleMatchMode"

set—-option "WinTitleMatchMode" 2
call/show {madplay.exe -v *.mp3}

view layout [
across
btn "forward" [



winactivate "\reb" ""
send_keys nEN

btn "back" [
winactivate "\reb" ""
send-keYs npn

btn "volume up" [
winactivate "\reb" ""
send—keys nygn

btn "volume-down" [
winactivate "\reb" ""
send—keYs wn_mn

btn "pause" [
winactivate "\reb" ""
send_keys n P n

btn "quit" [
winactivate "\reb" ""
send_keYS " qn
quit

Here's a quick and dirty way to print out help for all built in functions. Also includes a complete list of VID
styles ("view layout" GUI widgets), VID layout words, and VID facets (standard properties available for all
the VID styles). Give it a minute to run...

REBOL [title: "Quick Manual"]

print "This will take a minute..." wait 2
echo %words.txt what echo off ; "echo" saves console activity to a file
echo %help.txt
foreach line read/lines %words.txt [
word: first to-block line
print " A
print rejoin ["word: " uppercase to-string word] print ""
do compose [help (to-word word)]

1
echo off
x: read %help.txt
write %help.txt "VID STYLES (GUI WIDGETS) :~/~/"
foreach i extract svv/vid-styles 2 [write/append %help.txt join i newline]
write/append %$help.txt "~/~/LAYOUT WORDS:~/*/"
foreach i svv/vid-words [write/append %help.txt join i newline]
b: copy []
foreach i svv/facet-words [

if (not function? :i) [append b join to-string i "*/"]
1
write/append %$help.txt rejoin [

"A/~/STYLE FACETS (ATTRIBUTES):~/~/" b "~/*~/SPECIAL STYLE FACETS:~/~/"
1
y: copy ""
foreach i (extract svv/vid-styles 2) [

z: select svv/vid-styles i

; additional facets are held in a "words" block:

if z/words [

append y join i ": "



foreach q z/words [if not (function? :q) [append y join q " "]]
append y newline
1
1
write/append %help.txt rejoin [
y "~/~/CORE FUNCTIONS:~/~/" at x 4
1
editor %help.txt

Here's an email program that demonstrates how to set all your email account settings:

m: system/schemes/default q: system/schemes/pop
view layout [ style f field
u: f "username" p: f "password" s: f "smtp.address" o: f "pop.address"
btn bold "Save Server Settings" [
m/user: u/text m/pass: p/text m/host: s/text g/host: o/text
] tab
e: f "user(@website.com" j: f "Subject" t: area
btn bold "SEND" [
send/subject to-email e/text t/text j/text alert "Sent"
] tab
y: £ "your.email@somesite.com"
btn bold "READ" [foreach i read to-url join "pop://" y/text [ask i]]
1

This is a slightly edited version of the 3D Maze program (raycasting engine) by Olivier Auverlot:

REBOL [title: "3D Maze - Ray Casting Example"]

px: 9 * 1024 py: 11 * 1024 stride: 2 heading: 0 turn: 5
laby: [
[ 878787878787 ]
[ 700000001300 8]
[ 80001200014 0097]
[ 7000120401300 8]
[ 8041111 03 0000 7]
[ 703012 3 43 4308]
[ 8040003030071
[ 703 0004040098]
[ 8040000000071
[ 70565600000 8]
[ 8000000O0O0O0CO0T7]
[ 8787 87878787]
1
ctable: []

for a 0 (718 + 180) 1 [
append ctable to-integer (((cosine a ) * 1024) / 20)
1
palette: [
0.0.128 0.128.0 0.128.128
0.0.128 128.0.128 128.128.0 192.192.192
128.128.128 0.0.255 0.255.0 255.255.0
0.0.255 255.0.255 0.255.255 255.255.255
]
get—-angle: func [ v ] [ pick ctable (v + 1) ]
retrace: does [
clear display/effect/draw
xyl: xy2: 0x0



angle: remainder (heading - 66) 720
if angle < 0 [ angle: angle + 720 ]
for a angle (angle + 89) 1 [

XX: PX

Yy: PY

stepx: get-angle a + 90

stepy: get-angle a

1: 0

until [
XX: XX - stepx
Yy: Yy — stepy
1: 1 +1

column: make integer! (xx / 1024)
line: make integer! (yy / 1024)
laby/:1line/:column <> 0
1
h: make integer! (1800 / 1)
xyl/y: 200 - h
xy2/y: 200 + h
xy2/x: xyl/x + 6
color: pick palette laby/:line/:column
append display/effect/draw reduce [
'pen color
'fill-pen color
'box xyl xy2
1
xyl/x: xy2/x + 2 ; set to 1 for smooth walls
1
1
player-move: function [ /backwards ] [ mul ] [
either backwards [ mul: -1 ] [ mul: 1 ]
newpx: px - ((get—angle (heading + 90)) * stride * mul)
newpy: py - ((get—angle heading) * stride * mul)
c: make integer! (newpx / 1024)
1: make integer! (newpy / 1024)
if laby/:1/:e¢ = 0 [
PX: newpx
PY: newpy
refresh-display
1
1
evt-key: function [ £ event ] [] [
if (event/type = 'key) [
switch event/key [
up [ player—-move ]
down [ player-move/backwards ]
left [
heading: remainder (heading + (720 - turn)) 720
refresh-display
1
right [
heading: remainder (heading + turn) 720
refresh-display

1

1

event
1
insert-event-func :evt-key
refresh-display: does [

retrace

show display



screen: layout [
display: box 720x400 effect [
gradient 0Ox1 0.0.0 128.128.128
draw []
]
edge [
size: 1x1
color: 255.255.255
1
]
refresh-display
view screen

Here are a couple tiny utility scripts that | found useful:

; to replace a specific string inside special characters:

code: "textl <% replace this %> text3"
replace code "<% replace this %>" "<% text2 %>"
print code

; to replace everything between special characters:

code: "textl <% replace this %> <% replace this %> text3"
parse/all code [
any [thru "<%" copy new to "%>" (replace code new " text2 ")] to end

1

print code

This code determines the operating system you're running:

switch system/version/4 [
[print "OSX"]
[print "Windows"]
[print "Linux"]
[print "FreeBSD"]
[print "NetBSD"]
[print "OpenBSD"]
10 [print "Solaris"]
] [alert "Can't be dertermined"]

WoOdbdWN

Here's a CGl program | keep on my web server to delete masses of email which contain any given "spam"”
text:

#! /home/path/public_html/rebol/rebol -cs

REBOL []

print "content-type: text/html”/"

print [<HTML><HEAD><TITLE>"Remove Emails"</TITLE></HEAD><BODY>]

spam: [
{Failure} {Undeliverable} {failed} {Returned Mail} {not be delivered}
{mail status notification} {Mail Delivery Subsystem} { (Delay)}

1

print "logging in..."



mail: open pop://user:pass@site.com
print "logged in"

while [not tail? mail] [

either any [
(find first mail spam/1l) (find first mail spam/2)
(find first mail spam/3) (find first mail spam/4)
(find first mail spam/5) (find first mail spam/6)
(find first mail spam/7) (find first mail spam/8)

11
remove mail
print "removed"

110

mail: next mail
1
print length? mail
]
close mail
print [</BODY></HTML>]
halt

The following utility script takes an input string and returns and HTML string with all the web URLs
appropriately wrapped as links:

bb: "some text http://guitarz.org http://yahoo.com"

bb_temp: copy bb

append bb_temp " " ; in case the url doesn't have a trailing space

append bb " "

parse bb [any [thru "http://" copy link to " " (
replace bb_temp (rejoin [{http://} link]) (rejoin [
{<a href="} {http://} link {" target=_blank>http://}
link {</a>}]))] to end

1

bb: copy bb_temp

print bb

| use the following utility CGI script to copy entire directories of files from one web server to another:

#!/home/path/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html”r/"
print [<HTML><HEAD><TITLE>"wgetter"</TITLE></HEAD><BODY>]
foreach file (read ftp://user:pass@site.com/public_html/path/) [
print file
print <BR>
write/binary (to-file file)
(read/binary (to-url (rejoin [http://site.com/path/ file])))
1
print [</BODY></HTML>]

| use the following line to view/edit the code of script which has been run directly from a zip file
(compressed folder) in Windows:

editor to-file request-file system/script/path



This is a sound synthesizing example derived from the gquick hack demo by Cyphre:

REBOL []

wait O

octave: ["c" l|cs" "d" "ds " l|el| l|fl| l|fs" "g" l|gs" "a" "as " l|bl| l|cl|]
notes: copy []

oct: -1

repeat n 12 * 6 [
if (n -1 // 12 + 1) =1 [oct: oct + 1]
insert tail notes reduce [
to-word join pick octave n - 1 // 12 + 1 oct 440 / (
2 ** ((46 - n) / 12)
)
1
1
make-sound: func [type freq 1ln /local tone freq2 result] [
switch type [
square [
freq: to-integer 22050 / freq
tone: head insert/dup copy #{} to-char 0 freq
result: copy #{}
freq2: to-integer freq / 2
repeat n freq2 [
poke tone n to-char 0
poke tone n + freq2 to-char 255
1
insert/dup result tone 1ln / freq
return result

1
1
make-pattern: func [
tracks
/local out snd-tracks t tempo mix
11
out: make sound [
rate: 22050
channels: 1

bits: 8
volume: 0.5
data: #{}

1
snd-tracks: copy []
loop (length? tracks) / 2 [
insert tail snd-tracks copy #{}
1
t: 0
tempo: (60 / 120) ; SET THE TEMPO HERE
foreach [inst track] tracks [
t: t+1
repeat n length? track [
either track/:n = 'xx [
insert/dup tail
snd-tracks/:t to-char 128 to-integer 22050 * tempo / 4
11
insert tail snd-tracks/:t
make—-sound inst select notes
track/:n to-integer 22050 * tempo / 4



out/data: head insert/dup copy #{} to-char 0 length? snd-tracks/1l
mix: array/initial length? snd-tracks/1 0
foreach track snd-tracks [
repeat n length? snd-tracks/1 [
poke mix n mix/:n + track/:n
1
1
repeat n length? snd-tracks/1 [
poke out/data n to-char to-integer mix/:n / ((length? tracks) / 2)
1
return out
1
soundtrack: make sound [
rate: 22050
channels: 1

bits: 8
volume: 0.5 ; SET THE VOLUME HERE
data: #{}

; Here are the notes to be played. All tracks should have the same
; number of notes. The note names for the musical alphabet are:
; €2 cs2 d2 ds2 e2 f2 fs2 g2 gs2 a2 as2 b2. Use "xx" for rests.

4

tracks-1: [
square [
cl csl dl dsl el fl £sl gl gsl al asl bl
cl xx csl xx dl xx dsl xx el xx fl xx fsl xx
gl xx gsl xx al xx asl xx bl

square [
e2 f2 fs2 g2 gs2 a2 as2 b2 c3 cs3 d3 ds3
e2 xx f2 xx fs2 xx g2 xx gs2 xx a2 xXx as2 Xx
b2 xx c3 xx cs3 xx d3 xx ds3

; This initiates the playing:

pl: make-pattern tracks-1

insert/dup tail soundtrack/data pl/data 2

; P2: make-pattern tracks-2

; insert/dup tail soundtrack/data p2/data 1

; the last # is the number of times to repeat the soundtrack
sp: open sound://

insert sp soundtrack

; Here are some start-stop controls:
ask "press enter to quit"

; wait sp
close sp

The following code demonstrates how to check for async keystrokes (including arrow keys) in the REBOL
shell:



print mnn
p: open/binary/no-wait console://
q: open/binary/no-wait [scheme: 'console]

forever [
if not none? wait/all [q :00:00.30] [
wait g
qq: to string! copy g
probe qgqq

This script by Volker Nitsch demonstrates how to use the "set-it" func of the GUI list style:

stuff: copy []
view layout [
1lst: list [across info info] 400x400 supply [
either count > length? stuff [face/text: "" face/image: none] [
1lst/set-it face stuff index count
1
1

with [probe words source set-it] ; get some hints

button "add now" [
append/only stuff reduce [mold 1 + length? stuff mold now/time]
show 1lst

These 2 scripts from http://www.rebol.net/cookbook/recipes/0058.html allow you to transfer binary files
directly between any two networked computers (across a TCP socket connection):

REBOL [Title: "Receiver"]

print "waiting for connection"

port: open/binary/no-wait tcp://:8000 wait port

client: first port

print "client connected, waiting for data"

wait client

data: copy client start: find data #"

info: load to-string copy/part data start

print ["reading" info/l "with" info/2 "bytes now"]
remove/part data next start

while [info/2 > length? data] [append data copy client]

; insert info/l "x" ; uncomment this while you are testing
print ["got" length? data "bytes, writing" info/1]
write/binary info/1l data

insert client "done" wait client close client close port ask "Done"

REBOL [Title: "Sender"]

file: to-file request-file

data: read/binary file

print "Opening to send..."

server: open/binary/no-wait tcp://localhost:8000 ; replace with IP
print ["Sending" file "..."]

insert data append remold [file length? data] #""



insert server data wait server close server ask "Done"

Don't forget to look at all the scripts at rebol.org - not just in the scripts section, but also in the email and
AIRME archives. It's a treasure trove of working code examples and answers to virtually any coding
problem!

12. Learning More About REBOL - IMPORTANT DOCUMENTATION LINKS

This tutorial is a shortened version of REBOL Programming for the Absolute Beginner. That page covers
all the same topics as this text, but with more detailed explanations for absolute beginners (an edition with
several hundred screen shot images is available at http://musiclessonz.com/rebol_tutorial-images.html). If
you're completely new to programming, that text may offer some helpful perspective.

The tutorial at http://www.rebol.com/docs/rebol-tutorial-3109.pdf provides a nice summary of fundamental
concepts. It's a great document to read next. To learn REBOL in earnest, read the REBOL core users
manual: http://rebol.com/docs/core23/rebolcore.html. It covers all of the data types, built-in word functions
and ways of dealing with data that make up the REBOL/Core language (but not the graphic extensions in
View). It also includes many basic examples of code that you can use in your programs to complete
common programmatic tasks. Also, be sure to keep the REBOL function dictionary handy whenever you
write any REBOL code: http://rebol.com/docs/dictionary.html. It defines all the words in the REBOL
language and their specific syntax use. The dictionary is also helpful in cross-referencing function words
that do related actions in the language (great when you can't remember a function name you're looking
for). Along the way, read the REBOL View and VID documents at: http://rebol.com/docs/easy-vid.html ,
http://rebol.com/docs/view-guide.html , http:/rebol.com/docs/view-system.html ,
http://www.rebol.com/how-to/feel.html , http://www.pat665.free.fr/gtk/rebol-view.html , and run the script at
http://www.rebol.org/download-a-script.r?script-name=vid-usage.r. Those documents explain how to write
Graphical User Interfaces in REBOL. Once you've got an understanding of the grammar and vocabulary of
the language, dive into the REBOL cookbook: http://www.rebol.net/cookbook/. It contains many simple
and useful examples of code needed to create real-world applications. When you've read all that, finish the
rest of the documents at http://rebol.com/docs.html.

Beyond the basic documentation, there is a library of hundreds of commented REBOL scripts at
http://rebol.org. There's also a searchable archive of the mailing list and AIME (community forum)
containing several hundred thousand posts at rebol.org. That archive contains answers to many
thousands of questions encountered by REBOL programmers. Rebol.org is an essential resource! There
are numerous other web sites such as http://www.codeconscious.com/rebol, http://www.rebolforces.com
(duplicated at http://www.rebolplanet.com), http://www.reboltech.com/library/library.html,
http://www.fm.vslib.cz/~ladislav/rebol, http://www.compkarori.com/vanilla/display/index,
http://www.rebol.net, http://reboltutorial.com, http://blog.revolucent.net/search/label/REBOL,
http://www.reboltalk.com/forum, http://anton.wildit.net.au/rebol, http:/rebolweek.blogspot.com,
http://groups-beta.google.com/group/Rebol, and rebolfrance (translated by Google) that provide more help
in understanding and using the language. Don't miss Carl Sassenrath's personal blog, discussions about
REBOLS3, alpha downloads of REBOL3, and REBOL3 documentation. For a complete list of all web pages
and articles related to REBOL, see http://dmoz.org/Computers/Programming/Languages/REBOL/.

Don't forget to click the rebsite icons in the "REBOL" and "Public" folders, right in the desktop of the
REBOL interpreter. Right-click any of the hundreds of individual program icons and select "edit" to see the
code for any example. That's a great way to see how to do things in REBOL.

13. Beyond REBOL

Modern computers are complex systems built upon multiple layers of technology. The physical hardware
(CPU, RAM memory, hard drive, keyboard, mouse, monitor, etc.) form the foundation. The operating
system (Windows, Mac, Linux, etc.) manages that hardware, enables software drivers, provides a
common user interface, and provides many basic facilities to make the whole system useful (file
management, connection to network protocols, etc.). Software built upon the fundamental components in
the operating system make more specific applications possible (word processors, games, etc). In our
modern world, many of the applications we use are built upon multiple software layers, on top of the
already complex foundation. The Internet is made up of many types of hardware systems, running many
different operating systems, connected by compatible network protocols, running many different web and



email server programs, storing databases full of information, etc., all serving data via generally compatible
formats (HTML files containing page layouts, standard image types such as .jpg and .gif, standard sound
formats such as .mp3 and .wav, and standard video formats such as flash). That's all accessed by a
variety of different web browser programs, email clients, cell phone apps, etc., which connect to those
standard protocols through the OS, and read/save info in those formats. On top of that complex structure,
languages like Javascript run within web browser software to control data which appears on web pages.
Languages like PHP and others run on web server software to control how they output data.

REBOL is a language that operates at many of those levels. It can run as a browser plug-in to control data
display in web pages. It can run on a web server to build and serve web sites. It neatly "wraps" up most
common functions that various operating systems enable, to provide file handling, network control, and
other system level facilities. It provides a single, simple format that lets you talk to all different computers
in the same ways, at all those levels. It's got it's own way of speaking that is different from many other
languages. That grammar and vocabulary is called the "API". If you continue to pursue programming in
various environments, you'll encounter many different language APIs which, in the end, do most of the
same things as REBOL, but which use very different approaches to grammar and syntax. Eventually,
you'll learn to deal with the raw API of the operating system (using native language compilers, DLLs, and
other native interfaces). The operating system API is the base language that most other languages are
actually franslating to. Because the operating system needs to access the computer hardware quickly, it is
written in a "lower level" language - one that is formatted to think more like the computer's raw
calculations, and less like human speech.

With REBOL, you can do most typical things that programmers want to do, but there are many functions
in the various operating system APls that aren't included (i.e., web cam access, sound input, low level
hardware control, etc.). To do that, be prepared to explore the raw operating system API, and the
language(s) in which it was written. On Windows, Unix, Macintosh, and other platforms, that typically
means learning the syntax and structure of the "C" and "C++" languages. Also, learning common methods
for accessing shared code files such as .dll's is very important. Once you've learned the full REBOL API,
that's a good direction to take in your studies.

Other favorite programming languages of this author, which pack a lot of computing punch, like Rebol,
include:

1. Haxe/Neko - compiles your code to several different languages/platforms. It runs on Windows,
Mac, and Linux, using the exact same code (like REBOL). It contains the entire Flash Actionscript3
API, and can compile directly to standard .swf files, which makes it extraordinarily powerful for
creating multimedia applications, for use in both online and desktop applications. Haxe can compile
to the Neko virtual machine, for use in server and desktop applications, and also directly to .exe
Windows programs and native binary Mac and Linux executables. It can also compile directly to
Javascript and C++, all using the exact same core language. It uses a traditional syntax familiar to
those who know Java and C++. It's a very small download, runs extremely fast, is free/open
source, and is very stable. A great tool to compliment REBOL, because it's strengths cover some of
REBOL's weaknesses (Flash multimedia development and integration with other popular low level
development tools). Mtasc is another free Flash compiler, written by the same person as Haxe. It's
older, but may be useful if you want to compile code written in the Actionscript2 API. Openlaszlo is
one more free, cross-platform tool for those interested in developing rich multimedia web
applications. It has its own language implementation (different from the Flash Actionscript API), but
can compile the exact same code to either Flash or DHTML, so applications written in Openlaszlo
can run in virtually any web environment.

2. JAVA - The most popular programming language around. If you want a job programming, JAVA
should be in your short list of languages to learn. Programs written in JAVA can run on Windows,
Mac, Linux, cell phones, web browsers, and most other modern operating platforms, using the
same code. JAVA has tens of millions of users, so support for it is enormous, and integration with
other tools is ubiquitous. The overwhelming majority of desktop computers already have the JAVA
virtual machine installed, and you can accomplish just about any programming goal with JAVA
tools. One down side of JAVA is that it's much larger and more complex (both in language structure
and download size) than REBOL and other tools. You'll need to learn more about object oriented
programming to work with JAVA.

3. Python - Another very popular free/open source programming tool that runs on most operating
systems. It's smaller and easier to learn than JAVA, but is still powerful and has strong support
around the world. It's great for creating web site scripts as well as desktop apps of all sorts. Python
covers much of the same problem domain, and has some size/simplicity features similar to REBOL
(although REBOL is much smaller and simpler to use :).



4. Purebasic - A nice compiler that creates very small and fast native applications for Windows, Mac,
and Linux. It's not free, but it is inexpensive, and upgrades are free for life. Purebasic offers many
of the benefits of programming with lower level languages such as assembler and C/C++
(execution speed, and access to low level optimization). It comes with a very nice integrated
development environment and makes use of a friendly and very productive cross platform
language implementation.

5. Autolt - The unique characteristic of Autoit is that it includes many built-in functions to control
other Windows programs. You can programatically push buttons, type text, select menu items,
choose items from lists, etc. in any program window, as if those actions had been performed by a
user clicking and typing on screen. This allows you to automate and speed up repetitive routines,
and to customize the use of existing applications. Autolt is extremely simple to learn, it's free and
quick to download/install, has a large user base, easily compiles scripts to standard .exe programs,
and is a powerful general purpose scripting language that can be used to create all types of
applications for Windows.

6. If your goal is to work as a programmer, you should become fluent with the most popular tools. The
list at http://www.tiobe.com/index.php/content/paperinfo/tpci/index.html will point you in the right
direction.

Exploring those tools should give focus to your further studies. Good luck and have fun!

For feedback, bugs reports, suggestions, etc., please email Nick at:

reverse {moc tod znosselcisum ta lober}
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